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Getting Started with Together

This section contains an introduction to modeling with Borland Together. The sample projects and Cheat Sheets
are designed to help you explore Together features while working with projects. Some of the special features include:
BPMN modeling, patterns, generating project documentation, reverse engineering and so forth.

In This Section
Together Overview
Provides a brief introduction to the feature set of Together. Use Together for building a UML model of your
application.

Together Documentation Set
Describes the documentation set for Together.

Sample Projects and Cheat Sheets
Provides a list of sample projects and cheat sheets.

Help on Help
Explains how to use the Together online Help and where to find additional resources.

Tour of Together
Tour of Together.

24



Together Overview

Welcome to Borland® Together®, the award-winning, design-driven environment for modeling applications.
Together includes features such as support for Unified Modeling Language (UML) 2.0, Object Constraint Language
(OCL), patterns, Quality Assurance audits and metrics, source code generation, IBM Rational Rose (MDL) format
import, XMI format import and export, and automated documentation generation.

Borland® Together® is a visual modeling platform designed to support architects; Java, C# and C++ developers;
UML™ and DSL designers; business process analysts; and data modelers in the accelerated delivery of high-quality
software applications.

Together® helps companies manage the complexity of today's software world by communicating ideas clearly,
utilizing automation for efficiency, and allowing organizations to leverage industry and internal standards. Together
improves business agility and lowers maintenance costs through the delivery of a platform-independent solution for
domain-specific languages (DSLs). The unique DSL Toolkit is designed to help organizations that have needs for
more specific solutions than Unified Modeling Language (UML)™ models by allowing project teams to create,
customize and deploy models within their own business domain and tailored to their own specific needs. DSLs
mprove the usability of modeling, eliminate unnecessary overhead, and optimize communication and efficiency
among project teams. Together allows companies to achieve the right mix of leveraging industry experience
embodied in standards and the freedom to tailor or invent what is needed.

Together benefits include the following:

¢ Leverage UML, BPMN, and ER modeling activities by generating Java, C++, C#, BPEL, and SQL DDL.
¢ Jump-start modeling activities by reverse-engineering Java, C++, BPEL, and SQL DDL.

¢ Increase productivity and quality by automating design and code reviews with audits and metrics at the model
and code level.

¢ Improve communication with fully customizable template-based document generation that can assemble
content from all model types and requirements.

¢ Leverage Model-Driven Architecture™(MDA) features including OMG’s Query View Transformation (QVT)
used in model-to-model transformations and support for OCL 2.0 with syntax highlighting, validation, code
sense, refactoring, debugging and expression evaluation.

¢ Integrate modeling and design activities and artifacts with Application Lifecycle Management (ALM) tools and
processes.

The following resources offer additional assistance, information, and services:

¢ For information on how to use this Help system, see Help on Help in the Related Concepts.

Borland Together Home Page

Borland Together Documentation

Borland Together Support

Borland Product Support

Borland Services

*® & & o o o

Borland University

If your Internet access is limited by network security, or if your computer is protected by a personal firewall, the Web-
based links in this Help system might not function properly.
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Related Concepts

Help on Help
Together Documentation Set

Related Reference

Together Glossary
Together Keyboard Shortcuts
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Together Documentation Set

The Together documentation set consists of the following items:

Item Description Location

Release Notes (ReadMe) Late-breaking information including: Borland Together Release Notes

Last minute notes
System requirements
Installing and starting Together

Known issues and limitations

Setting Up Licensing for Borland Together licensing setup. Setting Up Licensing for Borland
Together. Together
Online help General, context, and dynamic help for Together main menu:

Together including the following
comprehensive information most relevant to
the user:

Help k Help Contents

— Conceptual topics — Getting Started and
Concepts

— Procedural topics — Working with
Projects, Creating and using profiles,
Working with diagrams, Working with
different types of modeling, Refactoring
procedures, Using OCL, Working with
patterns, Quality assurance, and
Documentation generation procedures.

— Reference topics — dialog boxes, wizards
and GUI elements

Cheat Sheets Interactive tutorials that help you start using The item on Together main menu:
basic product features. Each cheat sheet
helps you complete a single task. Help b Cheat Sheets

A list of Together cheat sheets is available in
the Sample projects and cheat sheets topic.

Related Concepts

Sample Projects and Cheat Sheets
Help on Help
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Sample Projects and Cheat Sheets
Together ships with sample projects and cheat sheets that help you get acquainted with Together and its features.
The sample projects are available under File ¥ New k Example.

Cheat sheets provided with Together are basically interactive tutorials that help you to start using some of the
Together features. Each cheat sheet helps you complete some task. For more information about cheat sheets refer
to Eclipse Workbench User Guide.

The cheat sheets are available under Help ¥ Cheat Sheets.
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Help on Help

Together allows you to view various help topics that will assist you while you are completing your tasks.

Together Online Help
Together online Help includes conceptual overviews, procedural how-to's, and reference information, which allow
you to navigate from general to more specific information as needed.

Tip: When you use a link to navigate from one topic to another topic, the context of the Help topic you are viewing
might not be obvious. To find the context of a topic within the Contents pane, click the Show in Table of
Contents button on the toolbar of the Eclipse Help viewer.

Concepts
Concepts introduce the main features and methods that will help you learn and understand Together techniques.

At the end of most conceptual topics, you will find links to related, more detailed information.

How-To Procedures
The how-to procedures provide step-by-step instructions.

All procedures are listed under Procedures in the Contents pane of the Help window.

Reference Topics

The reference topics provide detailed information on subjects such as configuration options, GUI elements, dialog
boxes, and wizards references.

All of the reference topics are listed under the Reference section in the Contents pane of the Help window.

Context Sensitive Help

Context sensitive Help is available throughout the interface by selecting an item and pressing F1, or the Help button.

Typographic Conventions Used in the Help
The following typographic conventions are used throughout Together online Help.

Typographic conventions
Convention Used to indicate

Monospace type Source code, file and folder names, and text that you must type.

Boldface GUI elements and dialog boxes.
Italics Book titles and to emphasize new terms.
KEYCAPS Keyboard keys, for example, the CTRL or ENTER key.

Related Concepts

Together Documentation Set
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Tour of Together

Together changes the user interface according to how you want to work with Together by providing several Together
perspectives to customize the Together-user experience. In Together you can choose one of the following Together
perspectives:

¢ Modeling including Business Process Modeling Notation (BPMN), BPMN Simulation, Model Driven
Architecture (MDA), Patterns and Templates, and TogetherQA group views

DSL Toolkit
Data Modeling
CaliberRM

* & o o

RequisitePro

Views and Editors Associated with Each Together Perspective

The views associated with each Together Perspective vary according to the perspective selected. The views that
make up each Together Perspective are described below.

Together Modeling

The Modeling perspective is the default perspective for Together. The Modeling perspective provides the following
views:

View Description

Add linked results Shows results of applying the Add Linked command.

Code Generation Log Displays a log of the code generation process.

Generate Implementation Log Displays the log of the generating implementation code for a sequence
diagram.

Generate Sequence Diagram 1.4 Log Displays the log of the generating a sequence diagram in a UML 1.4
project.

Generate Sequence Diagram 2.0 Log Displays the log of the generating a sequence diagram in a UML 2.0
project.

Model Audits Displays the results of the model audits you run.

Model Bookmarks Lists bookmarked model elements.

Model Metrics Displays the results of the model metrics you run.

Model Navigator Provides the logical representation of the model of your project:
namespaces (packages) and diagram nodes.

Model Package Explorer Displays the UML content for all open projects

Diagram Editor Displays created and opened diagrams. When you use multiple diagrams,
the diagram editor provides a tab for each diagram.

Properties Displays the properties for a selected element. The properties for each
element are usually divided into different categories.

Profile Constraints Lists available profile constraints.

Profile Validation Displays results of the profile validation process.

BPMN Validation Lists all BPMN diagram-related errors, including diagram errors, export,
and simulation errors.

BPMN Simulation Provides simulation run progress information and tools to control the
simulation process.

Metamodel Browser Lists metamodels that can be selected as a source or a target of a Queries/

Views/Transformations (QVT) transformation.
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OCL Expression

Last Validation Results
Pattern Explorer

Pattern Registry
Templates
Audit

Metric

DSL Toolkit

Enables you to quickly evaluate OCL expressions in the explicitly specified
context (a Together or Eclipse Modeling Framework [EMF] model
element), or in the context of the current selection.

Displays results of the latest validation of a pattern definition.

Enables you to logically organize patterns (using virtual trees, folders and
shortcuts), and manage recognized instances of patterns.

Defines the virtual hierarchy of patterns.

Displays currently available source code templates.

Displays the results of the source code audits you run.

Displays the results of the source code metrics you run.

The DSL Toolkit perspective provides the following views and editors:

View/Editor
DSL Explorer

Metamodel Explorer

Generic Template Browser

DSL Editor
Domain Model Editor

Diagram Definition Editor

Figure Gallery Editor

Report Definition Editor
Dynamic Templates

Operational QVT Traces
Problems

Outline

Properties

Data Modeling

Description

Provides DSL project navigation, dragging and dropping of resources and templates
with model refactoring, adding and importing artifacts, and generate and validate
actions.

Lists metamodels that can be selected as a source or target of a QVT transformation.
Lists currently available templates.

Used for editing DSL projects.

Used for editing domain models.

Used to manage general configuration properties and generation actions, advanced
properties, the tooling model, the mapping model, and all of the models involved with
a diagram.

Used to configure figure gallery details, provide a tree view of the figure gallery model,
and provide a composite viewer and editor for all models involved in a figure gallery.
Used to define a report.

Used to browse templates used for model code generation and to copy (override)
template files into the folder specified in the Dynamic Templates Path so that you
can customize the templates.

Used to inspect the results of a Model-To-Model QVT transformation.

Displays compilation errors.

Displays outline of the structure of the currently active file in the editor area.

Used to view and edit the properties of the currently selected item in the DSL
Explorer.

The Data Modeling perspective provides the following views:

View
Navigation

Description
Contains Model Navigator and Navigator tabs, by default.

Diagram Editor Displays created and opened diagrams. When you use multiple diagrams, the diagram editor
provides a tab for each diagram.

Properties

Displays the properties for a selected element. The properties for each element are usually

divided into four categories: Description, a textual description of the element; Hyperlinks, links to
other elements or external files and documents; Properties, UML properties; Requirement,
requirement information.

Tasks

Shows tasks (reminders) that you either created or generated during the build process.
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DDL Preview Data Description Language (DDL) expressions viewer.

CaliberRM

The CaliberRM has the following views.

View Description

CaliberRM Navigator Allows you to connect to and browse multiple CaliberRM repositories located on different
servers over the network.

Synchronizer Allows you to review and synchronize changes made to traced requirements or external
vendor objects.

CaliberRM Traces Displays information about the requirements and external vendor objects traced to and
from the requirement selected in the CaliberRM Navigator view.

Traceability Matrix Displays all the trace links for the selected requirement, baseline or project in a single matrix

view.
Requirement Grid Displays the summary information for a set of requirements.
Properties Displays property and attribute names and values for the requirements, traced objects,

requirement types, baselines, projects and server connections.

Note: For more information about CaliberRM, refer to the CaliberRM plugin help.

RequisitePro

The RequisitePro has the following views.

View Description
RequisitePro Navigator Allows you to connect to and browse RequisitePro repositories.
RequisitePro Traces Displays information about the requirements and external vendor objects traced to and

from the requirement selected in the RequisitePro Navigator view.
RequisitePro Discussion Provides the ability for users to discuss requirements by displaying the existing
discussions and allowing users to post replies.

Unlike Together 2006 R2, Together 2008 does not include integrations with requirement management products such
as RequisitePro. These integrations should be available separately from Borland.

Note: For complete information about RequisitePro, refer to the RequisitePro documentation.

Together provides menu items on the main menu with Together-specific commands, in addition to the views
associated with each perspective.

Project Menu

Menu Item Description

Documentation ¥ Generate HTML Opens the Generate HTML Documentation dialog box.
Documentation k Generate Using Template Opens the Generate Documentation Using Template dialog box.
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Model Menu

Menu Item Description

Run Model Metrics Runs model metrics for the selected elements.

Run Model Audits Runs model audits for the selected elements.

Compare With Each Other as Model Elements Compares two or three selected model elements
against each other and shows differences in a
separate view.

Local Version Compares a shared resource with a version stored
on your disk.

Profile Uninstall Profile Uninstalls the selected profile.

Open Profile Definition Opens the profile definition project.

Deploy profile Starts the creating profile plug-in process.

Run Profile Constraints Runs profile-specific audits.

Convert properties Converts profile-specific properties of the projects created

in the previous version of Together to the new format. For
more information see Converting Profile-Specific
Properties topic in the Procedures section.
Preferences Opens the Profile preferences in the Modeling node.
Apply Transformation Provides QVT, eXtensible Stylesheet Language (XSL), and Model to Text transformation
specific commands.

Diagram Menu

The Diagram menu includes commands relevant to working with the diagram currently opened in the Diagram
editor. The commands include, but are not limited to, layout and align patterns, different levels of zoom, switching
grid and rulers, hiding and showing elements, and so forth.

Related Concepts

Together Capabilities Activation

Related Procedures

Activating Together Capabilities
Choosing a Together Perspective

Related Reference

Components of the Together User Interface
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Concepts

This section provides an overview of the features provided by Together.

In This Section
Together Basics
Basic information about Together features.

Together Interoperability and Migration

This section describes interoperability with the other editions and versions of Borland Together and migration
from the legacy versions.

Modeling Overview
Describes UML modeling in general.

UML Modeling Overview
Describes what modeling with Together means in general.

Business Process Modeling
This section describes the Business Process modeling basics.

Data Modeling
Describes data modeling in Together.

Model Transformation Support
Provides overview of MDA transformations in Together.

UML Profiles
Describes UML profiles in Together.

Modeling for EJB
Describes EJB modeling features of Together.

Model Compare and Merge
Describes model compare and merge functionality.

Template Elements and Generics Overview

This section gives an outline of template elements for the UML 2.0 modeling projects, and generics for
theLiveSource projects.

Model Import and Export Overview
Describes the features for importing and exporting entire models or parts of the models.

OCL Support
Overview of OCL support in Together.

Patterns and Templates
Overview of patterns and templates in Together.

Quality Assurance
Describes quality assurance facilities in Together.

Refactoring Overview
Describes the Together refactoring features.

Requirements Management
Describes requirement management features in Together.

Version Control in Together
This topic provides an overview of version control features in Together.
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Project Documentation
This part describes the documentation generation facility and documentation template basics.
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Together Basics

This section provides information about Together features.

In This Section
Together Project Overview
Describes the Together projects.

Package Overview
Describes Together namespaces and packages.

Together Diagram Overview
Describes the Together UML diagram.

Diagram Format
This section describes the XML-based diagram format that is common for all modeling tools of the Together
product line.

Containment Metamodel
Brief description of Together containment metamodel.

Model Element Overview
Describes the model elements.

Model Shortcut Overview
Describes the shortcuts on UML diagrams.

Roundtrip Engineering Overview
Describes the LiveSource feature.

Language Support
Describes the LiveSource support and limitations for the various languages.

Generating Source Code Based on Model
Describes generation of the source code from a modeling project feature.

Model Hyperlinking Overview
Describes the feature of model element hyperlinking.

Model Annotation Overview
Describes the feature for annotating UML diagrams.

Together Capabilities Activation
You can customize the Together capabilities based on your specific environment and requirements.
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Together Project Overview

Work in Together is done in the context of a project. A project is a logical structure that holds all resources required
for your work. All projects located in the selected Workspace are listed in the Model Navigator.

You can set up project properties when the project is being created, and modify them further, using the
Properties dialog box.

The following is a list of projects that can be created in Together.

L4

®* & & O o o o

* & & o

BPMN from Together 2006 Business Process Project helps you import Business Project Modeling Notation
(BPMN) projects created in Together 2006 for Eclipse.

Business Process Modeling Project enables you to create end-to-end business processes.
C++ Modeling project is a UML 2.0 source code modeling project.

Data Modeling project provides a complete data modeling solution.

IDL Modeling project is a UML 2.0 source code modeling projects.

Java Modeling project is either UML 1.4 or UML 2.0 source code modeling project.

Java Modeling projects from Java projects creates a Java source code modeling project from pure Java
project.

MDA Transformation project is a customized Eclipse plug-in project that enables you to develop various
transformations in Together.

Pattern Definition project is a profiled UML 2.0 modeling project that allows you to create new patterns.
Profile Definition project is a profiled modeling project that allows you to create new profiles.
UML 1.4 project is a design project with no source code support.

UML 2.0 from UML 1.4 converts both Java modeling and design projects from UML 1.4 to UML 2.0
specification.

UML 2.0 project is a design project with no source code support.

Note: The project settings are initially specified on project creation. Further, you can update properties for the

existing project.

Related Procedures

Together Projects

Related Reference

Together Projects
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Package Overview
The notion of a package has two facets: logical and physical.

¢ Logically, a model consists of one or more packages. A package is a model element used to group elements,
and provides a namespace for the grouped elements. A package can contain packageable elements (the
elements that can be directly owned by a package) and the other packages. A model itself is a package.

¢ Physically, a package is a folder containing the files that store diagrams and model elements.

Contents of a package can be displayed on a special type of the Class Diagram that is synchronized with the package
contents (that is, all the classifiers directly owned by this package automatically appear on the package diagram).
This diagram is essential for source code projects. Each package contains the single package diagram that is created
automatically and cannot be added explicitly.

The root package of a project (Model) is usually referenced as the default package. The package diagram of this
package is called the default diagram. This diagram is created and opened just after the modeling project creation.

By default, all properties of the package diagram, both visual and semantical, are preserved in the

default. txvpck diagram file. You can enable split package diagram persistence, which requires turning the
default setting off. To do this, right-click the project in the Model Navigator, choose Properties, and make sure the
Store package properties in package diagram files option is not checked. With this option off, only diagram-
specific information (visual information, such as layout) is retained in the default. txvpck diagram file, while
settings that you treat as package properties (semantical information, such as descriptions and custom properties)
are moved from the default. txvpck file into the default.txaPackage file. This allows you to track your
package changes using version control.

Related Concepts

Containment Metamodel
Package and logical class diagrams

Related Procedures

Working with a Package
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Together Diagram Overview

Each modeling project contains a set of diagrams that are graphical representations of parts of the model. Diagrams
contain graphical elements (nodes connected by paths) that represent model elements.

Each diagram belongs to a certain diagram type (for example, UML 2.0 Class Diagram). The diagram type defines
the typical contents of the diagram (the kind of elements that are usually placed on this diagram) and the notation
used to represent the model elements. For example, a Class in a UML 2.0 project can be added to the Class Diagram
and to the Composite Structure Diagram and will have different representations there. Each diagram has the specific
Palette and context menu that allow you to create the model elements specific to this diagram type. These tools can
be customized.

Diagrams exist within the context of a project. You have to create or open a project before creating a new diagram.

The set of available diagram types depends on the type of project. For example, in a BPMN project, the only available
diagram is a BPMN diagram. In a UML 2.0 project you have a set of standard UML diagrams defined in UML2.0
specification. Along with the design diagrams that are explicitly created by the user, Together models have the so-
called Package diagrams. These diagrams have the ClassDiagram type, but they are generated automatically for
each package and show its contents.

Some diagrams are source-generating. These are: class diagrams and sequence and collaboration diagrams. The
contents of such diagrams are synchronized with the source code. Click a class or interface symbol on the diagram
to open the source code in the editor. Class and interface source code opens the respective class (or interface) in
a special tab in the editor, marked with the source class name. If the class is read-only, the tab is also marked with
the lock icon. Selecting a member within a class or interface symbol automatically navigates to the appropriate line
of the source code in the editor.

Related Concepts
Diagram Format

Related Procedures

Creating a Diagram

Related Reference

Tool Palette
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Diagram Format

The diagrams created with Together are stored in XML-based files with the extension * . txv<diagram type>.
For example, the file <name>. txvcls corresponds to a class diagram. Design elements are stored either in the
package files (default.txaPackage) or in separate XML-based format files with the

extension . txa<element type>, depending on your choice when creating a project in the New Project wizard.

The XML-based diagram format is common for the entire product line of Borland Together modeling products
(Borland Together ControlCenter, Borland Together Edition for Microsoft Visual Studio .NET, Borland Enterprise
Studio for Java, Borland Together Architect, and Borland Together Designer 2005), which makes the diagrams
compatible across the product line. You can copy and reuse diagrams created in the different products.

The legacy text diagram format (df diagram files) used in TogetherControlCenter6.2 and previous versions is not
supported now. As such, the UML diagram files created with the text-based format should be converted to an XML-
based format, using the Import Together Project wizard.

Related Concepts

Together Interoperability and Migration

Related Procedures

Interoperability and Migration
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Containment Metamodel
Together handles the logical and physical containment of design elements as follows:

¢ Design elements are created as children of packages.

¢ All elements shown on diagrams are shortcuts (or references) to actual model elements, therefore when you
create a new element on a diagram, Together creates this element in the package and adds its shortcut to the
diagram.

¢ Clipboard actions operate with references, if the source and target containers of the action are diagrams.

You can optionally create design elements in separate files (standalone design elements) or in one file
(filemates).

¢ You can optionally split package diagram persistence so that diagram-specific property settings (visual
information, such as layout) are retained in the default. txvpck diagram file, while settings that you treat
as package properties (semantical information, such as descriptions and custom properties) are moved from
thedefault. txvpckfileintothe default. txaPackage file. This allows you to track your package changes
using version control.

Related Concepts

Model Shortcut Overview
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Model Element Overview

Each model in a modeling project is a set of entities that are instances of metaclasses of the metamodel chosen for
the project. These instances are the Model Elements.

Each model element has a set of properties and a notation defined for its metaclass. For example, when you create
a UML 2.0 project, every element created in this project instantiates a metaclass from the UML 2.0 metamodel (that
is, each actor on a use case diagram in a UML 2.0 project is an instance of usecases/Actor, and each component
is an instance of components/Component).

The model elements that have the graphical notation and that can be explicitly placed on diagrams are nodes and
links.

In Together, model elements of the same metaclass may be either design or source code ones depending on the
container project type. The model language (design, Java, C++ and IDL) may affect the set and allowed values of
element properties. It also defines the model element storage; for example, an element of umi20/classes/class
metaclass may be stored in the *. txa* file if it is design one or in * .java, *.h, *.cpp, and similar files when
it is source code.

Related Concepts

Together Diagram Overview
Model Shortcut Overview
Containment Metamodel

Related Procedures

Populating Together Diagrams

Related Reference

Tool Palette
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Model Shortcut Overview

A shortcut is a representation of a model element placed on a diagram. One can create multiple shortcuts to the
same element on different model diagrams. The modifications of the element itself can be made from any diagram
containing its shortcut and are propagated to all its shortcuts. The modifications of shortcut view properties made
from any diagram do not affect the representations of this element on other diagrams. A shortcut can be removed
from a diagram without removing the element from the model.

You can create shortcuts to the elements within the same project. To create a shortcut to an element from another
workspace project, add this project to the Model Path of the current project.

The small special symbol appears over a node to indicate a shortcut. For the package diagrams, it appears only if
this node belongs to a different namespace or package.

Select a shortcut on your diagram and choose Select in Model Navigator on the context menu to navigate to the
source element in the Model Navigator.
Related Procedures

Creating a Shortcut
Establishing cross-project references
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Roundtrip Engineering Overview

One of the main Together features is the simultaneous roundtrip engineering, which is the ability to immediately
synchronize diagrams with their source code.

Roundtrip engineering is the combination of:

¢ Reverse engineering (drawing models from code)

¢ Forward engineering (generating code from visual models)

Simultaneous roundtrip engineering means that when you change a code-generating diagram, Together immediately
updates the corresponding source code, and when you change the code, Together updates the visual model. This
way diagrams are always synchronized with the source code that implements them. You can customize forward and
reverse engineering and/or source code formatting. This feature only applies to diagram types that generate source
code: class, sequence, and collaboration diagrams.

Together supports source code forward and reverse engineering with the following languages:
¢ Javab
¢ Java 6 (syntax only, not new libraries or technologies)
¢ C++ (GNU and MS dialects)
¢ CORBAIDL 2.6

Refer to the Language Support section for details of the supported features and limitations.
Tip: To set up Java 5 support under Unix/Linux platform, see Getting Started with Eclipse and J2SE 5.0 topic in

the Getting Started section of the Java Development User Guide.

Related Concepts
Language Support

Related Procedures

Opening a Diagram Element in the Source Code Editor

Related Reference

LiveSource Rules
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Language Support

Together supports Java, C++ (GNU and MS dialects), and CORBA IDL. 2.6. Most of the Together features work for
Java. Support for other languages is more limited. The limitations stem from the lack of object orientation for some
languages and the inapplicability of some of the features to different languages.

Basic functionality provides parsing of the syntactical constructs that map directly to UML objects (classes,
interfaces, methods, and so on). As of this writing, Together offers basic functionality for Java,
C++, and CORBA IDL.

Deep Parsing functionality that handles syntactical constructs within the method bodies, initialization of
variables, and so on. For example, deep parsing enables Together to generate sequence
diagrams from methods, perform audits and metrics.

The table below provides summary information on the features for the supported languages and brief notes about
language-specific properties.

Feature Java C++ CORBA IDL
Basic functionality yes yes yes

Deep parsing yes yes n/a

Textual templates yes yes yes
Properties yes no no

Syntax highlight yes yes yes
Formatter yes yes no

Metrics Full set Limited set no

Audits Full set Limited set no
Documentation generation yes yes yes

IDE functionality (Refactoring) via JDT via CDT no

You can find detailed language-specific information in the Reference.

Related Concepts

Roundtrip Engineering Overview

Related Reference

C++ Projects
IDL Language-Specific Information
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Generating Source Code Based on Model

Together enables you to generate source code based on a language-neutral design project.

About source code generation

You can generate source code from the Class Diagrams of your UML 1.4 or 2.0 design project.

Name mapping

You can force Together to generate different names for your model elements in the source code. This feature is
especially useful, if your model names are not English. You can use names in other languages on your diagrams,
but keep names in Latin alphabet in your code. Name mapping is supported for Java target projects only.

If you enable this feature, the file codegen java map.xml is created in the model support folder of the source
design project. You can edit it with any XML or text editor. This file contains a mapping table, where each entry
(model element) has two names: one for the source design project (attribute name), and another one for the
destination implementation project (attribute alias).

Related Concepts

Roundtrip Engineering Overview

Related Procedures

Generating Source Code from Design Project

48



Model Hyperlinking Overview

You can create hyperlinks from diagrams or model elements to other system artifacts and browse directly to them.

Why use hyperlinking?
Use hyperlinks for the following purposes:
¢ Link diagrams that are generalities or overviews to specifics and details.

¢ Link diagrams or elements to external documentation.

Create a hyperlink from an existing diagram or one of its elements to any other diagram or model element, or create
a new diagram that will be hyperlinked to the current element.

You can also create hyperlinks from your diagrams to external documents such as files or URLs.

Hyperlink types

You can create hyperlinks to:
¢ An existing diagram or diagram element from any project in the workspace.
¢ Avresource in the workspace.

¢ An external document (file or URL)

Browse-through sequence

Use case diagrams typically represent the context of a system and system requirements. Usually, you begin at a
high level and specify the main use cases of the system. Next, you determine the main system use cases at a more
granular level. As an example, a "Conduct Business" use case can have another level of detail that includes use
cases such as "Enter Customers" and "Enter Sales". Once you have achieved the desired level of granularity, it is
useful to have a convenient method of expanding or contracting the use cases to grasp the scope and relationships
of the system's use case views.

The hyperlinking feature of Together allows you to create browse-through sequences comprised of any number of
use cases or any other diagrams. By browsing the hyperlink sequence, you can follow the relationships between
the use case diagrams.

Together does not confine hyperlinking to such sequences, however. You can use hyperlinking to link diagrams and
elements based on your requirements. For example, you can create a hierarchical browse-through sequence of use
case diagrams, creating hyperlinks within the diagrams that follow a specific actor through all use cases that
reference the actor.

Related Procedures

Hyperlinking Diagrams
Creating a Browse-Through Sequence of Diagrams
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Model Annotation Overview

The tools Palette for UML diagram elements displays note and note link buttons for all UML diagrams. Use these
elements to place annotation nodes and their links on the diagram.

Notes can be free floating or you can draw a note link to some other element to show that a note pertains specifically
to it.

You can attach a note link to another link.

The text of notes linked to class diagram elements does not appear in the source code.

Related Procedures

Annotating a Diagram
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Together Capabilities Activation

Together provides many capabilities in areas such as BIRT, development, DSL development activities, and
modeling. You can specify the capabilities that should be enabled. This simplifies the Together user interface and
helps improve results and productivity.

For example, if the only modeling capability needed is UML 2.0 modeling, you can enable UML 2.0 modeling and
disable other types of modeling, so that menus, menu items, and wizards for all modeling capabilities except for
UML 2.0 modeling are not available.

If you need a menu, menu item, or wizard that is not available, make sure that the appropriate capability is enabled
in the Advanced Capabilities Settings dialog.

Together Capability Categories

The Together capabilities are grouped in the following categories:
¢ DSL Development
¢ Model to Model Transformations

Model to Text Transformation

Model Workflow

Modeling

Modeling Tools

Reporting

UML Modeling

* & & & o o

Together Modeling Capabilities

The following list shows the Together capabilities and their default status (enabled or disabled) in Together Modeling
(classic Together modeling).

The DSL Development category contains the following Together capabilities:

¢ Diagram Definition (disabled by default)
¢ Domain Modeling (disabled by default)
¢ DSL Project (disabled by default)

The Model to Model Transformations category contains the following Together capabilities:

¢ Operational Mapping Language (QVT) (enabled by default)
¢ Operational QVT Debugging (enabled by default)

The Model to Text Transformations category contains the following Together capabilities:
¢ Template Authoring (enabled by default)
¢ Template Exploring (enabled by default)
¢ Template Exploring (Legacy) (disabled by default)
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The Model Workflow category contains the following Together capabilities:

¢
¢

Workflow Definition (enabled by default)

Workflow Execution (enabled by default)

The Modeling category contains the following Together capabilities:

<&
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Business Process Modeling (enabled by default)
C++ Modeling (enabled by default)

Data Modeling (enabled by default)
Documentation (enabled by default)

IDL Modeling (enabled by default)

Java Modeling (enabled by default)

Manage element persistence (disabled by default)
MDL and MDX Imports (enabled by default)
Model QA (enabled by default)

Modeling profiles (enabled by default)

Patterns (enabled by default)

Source code QA (enabled by default)

Together Project Import (enabled by default)
Together QVT (enabled by default)

UML 1.4 (enabled by default)

UML 2.0 (enabled by default)

XMI Import/Export (enabled by default)

XSL (enabled by default)

The Model Tools category contains the following Together capabilities:

¢
¢

Hyperlinks and Requirement Traces (Early Access) (enabled by default)

Model Refactoring (Early Access) (enabled by default)

The Team category contains the following Together capabilities:

¢

CVS Support for Modeling (disabled by default)

The Reporting category contains the following Together capabilities:

¢
¢

The UML Modeling category (disabled by default) contains the following Together capabilities:

¢
¢

Model Reporting (enabled by default)
Report Definition (enabled by default)

UML2 Diagramming (disabled by default)
UML2 Model Development (disabled by default)
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Related Procedures

Activating Together Capabilities
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Together Interoperability and Migration

Together supports the possibility to exchange models created in the different products of Together product line and
in the other modeling tools.

Interoperability
Interoperability is supported in the following ways:
¢ Together opens projects created with the other tools of Together product line. So doing, Together considers
and processes the project roots and diagram formats.

¢ For the models created in the other tools, use the various types of import and export, such as XMI, MDL or
MDX.

¢ Also, transformations enable the users to exchange model information. Refer to the concept section “Model
Transformation Support” (listed under Related Information below) for details.

Migration from the legacyTogether products

Having created a number of projects in TCC/TA 1.x and in the other Together products, the user might want to
migrate these projects to the new version, preserving the useful features of the legacy projects.

Reusing legacy projects

Reusing the legacy * . tpr, *.tpxand *.jpx projects in Together is an important interoperability goal. However,
this task faces a number of problems related to the differences between the products, which are summarized in the
following table:

Legacy Projects New Projects
Support multiple modeling roots. All modeling information is stored in a single folder.
It is possible to specify package prefix for a root. The notion of package prefix does not exist.

Support two diagram formats (DF format and TXV format) Supports TXV format only.

Old containment metamodel stores diagrams and model New containment metamodel separates the diagram
elements together. information from the model elements.

Together resolves these problems by means of a new migration tool implemented as Import Together Project
Wizard, which takes a legacy project as input and produces one or more Together Eclipse projects.

The resulting projects meet the following common requirements:
¢ Folder structure of the resulting project is created considering the package prefixes if any.

¢ Alldiagrams are converted from the old containment metamodel to the new containment metamodel. If a model
root contains diagrams in DF format, these diagrams are converted to TXv format. If a model root contains
diagrams in both DF and TxV formats, then only Txv diagrams are considered.

¢ Optionally, you can create the resulting project with the design elements stored in different files. In this case,
the model elements of the source project are converted to standalone design elements.

¢ UML 2.0 projects created in Together Designer/Developer 2005 are converted taking into account the changes
in UML 2.0 specification support (converting State Machine and Activity diagrams).
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Reusing artifacts

Due to different platform, Together does not support complete migration of the legacy custom artifacts. You can
reuse legacy documentation templates, but custom audits, metrics, patterns and diagrams, created in TCC/TA 1.x,
are not compatible with Together.

Instead Together provides the possibility to create your own artifacts and extensions using its functionality.

Modules You can create modules using Eclipse APl and Together EMF API.

Use Eclipse API for IDE—related parts, and Together EMF API for
working with models.

Java-based patterns These patterns are not supported in Together. However, Together
supports creating design and source code patterns and templates. See
the related concepts.

Audits and Metrics You cannot reuse audits and metrics from TCC, but can create source
code audits and metrics of your own. Refer to the subsection “Using
API for creating your Audits and Metrics” in the Audit and Metric
Sample Project topic (listed under Related Information below).

Custom diagrams and custom properties Use profiles to customize diagrams and define custom properties.
Refer to the Profile Definition Project overview (listed under Related
Information below).

Related Concepts

Model Transformation Support
Diagram Format

Profile Definition Project
Patterns and Templates

Related Procedures

Reusing documentation templates from TCC/TA 1.x
Importing Legacy Projects

Related Reference

Audit and Metric Sample Project
Import Together Project Wizard
Audit and Metric Sample Project
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Modeling Overview
The topics in this section provide an overview of modeling, and information on UML diagrams and supported
technologies.

In This Section

Together Modeling
Together provides different views into a common model, with each view suited to a different audience and

set of requirements.
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Together Modeling

Together modeling provides a concise, easily communicated picture of a system that is to be created and deployed.
While you can work directly in a model itself, there are separate views available to make it easier to view, understand,
and manipulate the model.

“A model is a simplified representation of a system or phenomenon, as in the sciences or economics, with any
hypotheses required to describe the system or explain the phenomenon, often mathematically.” (Dictionary.com
Unabridged (v 1.1). Random House, Inc. 29 Aug. 2007)

A model is a means to communicate complex ideas, and can be simplified by ignoring certain details. A model can
be a plan or an “as-is” view. A model is an abstraction that makes it easier to communicate about complex things.

To maximize the benefits provided by Together, you should be familiar with the following concepts:
Benefits of modeling
Common modeling problems

Together Models, views and users

* & & o

Model transformations

Benefits of modeling

Proper analysis requires that everyone has a common, complete, and accurate understanding of the problem, while
proper design requires that everyone has a common, complete, and accurate understanding of the solution. These
requirements apply throughout the project lifecycle. Any communication breakdown in these areas can result in
project delay, increased costs, and failure.

Modeling can be of benefit in all areas of software and process development. The benefits of modeling include the
following:

¢ Streamline and improve requirements analysis and validation

¢ Build agile applications using UML models that leverage industry-proven design methods, component- and
service-oriented architectures, and model-driven development practices

¢ Provide an environment that is a step beyond high-level programming languages, allowing developers to move
away from lower-level complexity and write higher-quality code

Minimize the time and effort needed to define, understand, and create systems, applications, and processes
Reduce the risk of project delays and failures
Reduce costs by allowing reuse for multiple projects

Enhance communication across the project lifecycle and among distributed teams

* & & o o

Help communicate and integrate business and development requirements

Modeling allows you to shift the view of programs, applications, and processes from the system or machine view to
the problem domain view, and also to automate the translation from human to system or machine language.

Analysts use modeling to help agree on and document the task that needs to be accomplished. Modeling helps avoid
ambiguity and provides a “big picture” view of the task.

Architects use modeling to perform the following tasks:

¢ Design the overall application architecture. This includes mapping the design to the requirements, developing
and communicating the design, documenting the design and architecture, ensuring the quality of the design,
and providing architectural views.
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Leverage reuse of frameworks, libraries, and design patterns.

Engineer a system that can be produced within business constraints (time and cost), staffing constraints
(knowledge, skills sets, and headcount), process constraints (quality and predictability), and technology
constraints (tools and existing systems).

Engineer a system that can withstand change during the system's lifecycle, including new features, changing
requirements, and the updating of IT infrastructure.

Developers use modeling to perform the following tasks:

¢

Explore implementation options
Provide strong refactoring support to improve code design without affecting functionality

Improve code reviews by adhering to best practices and ensuring that code can be efficiently maintained,
modified, and reused

Document the system, including understanding large code bases, dependencies, and interfaces

A large set of requirements can be difficult to understand as a whole. Models provide constructs to help organize
ideas, a common language for all team members, visualizations to help clarify complex ideas, and standards to
facilitate precise communication and provide focus for key abstractions.

Model-driven development can be used for many tasks, including the following:

<>
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Repetitive and redundant source code

Framework implementation

Design patterns

Configuration files

Build labels

Deployment variations (for example, Development, Test, and Production)
Automation of deployment

Targeting of complex distributed environments

Test plans and test scripts

Test automation

Test verification and validation

Common problems in analysis and design

Several problems are frequently encountered during the analysis and design process. These include the following:

L4

¢
¢
¢

It is difficult to communicate consistently and without ambiguity with text-only analysis and design.
The notation and meaning of ad-hoc diagrams may not be apparent to all team members.
Models cannot be connected to requirements with drawing tools.

Traceability needs to be established and models must meet business requirements. These are manual
processes with drawing tools, and as such, these processes are time-consuming and error-prone.

Models need to be persisted for collaborative teamwork, with change management practices that are consistent
with source code change control practices.
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¢ The ability to create documentation from models is necessary. Using models to generate documentation
includes not only diagrams, but also the properties that are associated with the model elements.

¢ Model consistency must be ensured. A well-designed modeling tool helps users learn the model rules and
enforces these rules.

¢ An accurate representation is needed. Models can be used to automate design and implementation and can
feed other parts of the development lifecycle.

Models and views

There are several views available for a Together model. The model views should not be confused with the model
itself. You can create and modify a model in any view and all of your changes are propagated to the model itself and
all model views. A model view provides a window to the model itself, with the changes made to the model itself. All
changes to the model, regardless of the view in which the changes were made, are synchronized in all of the model
views. Users can choose the view that is best suited to their role and needs, and users can use the view of their
choice to view the latest iteration of a model and make any necessary changes to the model. For example, if you
are viewing a model diagram and make any changes, your changes are saved in the model itself when you save
your changes. If you or another user subsequently view the model in the tree view, your saved changes are displayed
in this view.

Any view, such as the diagram view or the tree view, is simply a view of a model, and is not a model in and of itself.
A view provides a representation of the entire scope of the underlying model. You can use any view to view and
modify a model. Together allows you to build a single unified model that can be viewed and modified in different
views and validated with OCL audits.

Domain Model Diagrams and UML Class Diagrams

A domain model diagram provides a view of the parts or terms that comprise a project. A domain model defines a
system or process in unambiguous terms so that everyone on a team can understand, define, and refine a system
or process. A domain model defines the scope and provides a model on which to develop and refine a system or
process.

A UML class diagram provides a view of the classes, class attributes, and class relationships for a system. A UML
class diagram can be used for purposes ranging from defining requirements to creating a detailed design. A UML
class diagram is used to define classes, interfaces, relationships, and inheritances.

Model Transformations

You can use model transformations to convert a model that conforms to a particular metamodel to a model that
conforms to another metamodel. You can specify multiple source models and multiple target models. A model
transformation is itself a model, in that the model transformation conforms to a metamodel. A model transformation
can produce new artifacts or modify existing artifacts.

Related Concepts

UML Modeling Overview
Model Transformation Support

Related Procedures

Creating a Model-To-Model Transformation
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UML Modeling Overview

Effective modeling with Together simplifies the development stage of your project. Smooth integration to Together
provides developers with easy transition from models to source code.

The primary objective of modeling is to organize and visualize the structure and components of software intensive
systems. Models visually represent requirements, subsystems, logical and physical elements, and structural and
behavioral patterns.

While contemporary software practices stress the importance of developing models, Together extends the benefits
inherent to modeling by fully synchronizing diagrams and source code.

In This Section
Supported UML Specifications
Describes supported UML specifications.

UML 2.0 Diagrams
Gives a general notion of UML 2.0 diagrams supported by Together.

UML 1.4 Diagrams
Gives a general notion of UML 1.4 diagrams supported by Together.
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Supported UML Specifications

The Object Management Group’s Unified Modeling Language (UML) is a graphical language for visualizing,
specifying, constructing, and documenting the artifacts of distributed object systems.

Together supports UML to help you specify, visualize, and document models of your software systems, including
their structure and design.

Refer to UML documentation for the detailed information about UML semantics and notation. The UML (version):
Superstructure document defines the user level constructs required for UML. It is complemented by the UML
(version): Infrastructure document which defines the foundational language constructs required for UML. The two
complementary specifications constitute a complete specification for the UML modeling language.

UML 1.4 and UML 2.x

The set of available diagrams depends on your project type.
Design projects and Java projects support both UML 1.4 and UML 2.x specifications. C++ and IDL projects support
only UML 2.x.

Note: Because several of the features that UML 2.0 provides (such as documentation functionality and metrics) are
not yet implemented in UML 2.1, the UML 2.1 capabilities are disabled by default. To turn them on, select
Window F Preferences... ¥ General k Capabilities. Click Advanced... and select the UML2
Diagramming node under the UML Modeling feature.

The version of UML is selected when a project is created. It cannot be changed later.

UML In Color

“UML In Color” is an optional profile to support the modeling in color methodology. Color modeling makes it
possible to analyze a problem domain and easily spot certain classes during analysis. Together supports the use of
the four main groups of the color-modeling stereotypes:

¢ Role

¢ Moment-interval, Mi-detail
¢ Party, Place, Thing
¢

Description

When applying a stereotype to one of the diagram elements listed above, the view of the associated diagram element
changes on the diagram. The stereotype field displays directly above the name field for the element, and the color
of the element depends on the stereotype chosen. For each of these stereotypes you can choose a specific color

to make your model more understandable at a glance. Note that the other stereotypes do not have associated colors.

See also "Java Modeling in Color with UML: Enterprise Components and Process" by Coad, Lefebvre and De
Luca.
Related Concepts

UML Modeling Overview
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UML 2.0 Diagrams

Together provides support for the most frequently needed diagrams and notations defined by the UML 2.0.

In This Section
UML 2.0 Activity Diagram Definition
Provides UML 2.0 activity diagram definition.

UML 2.0 Class Diagram Definition
Provides UML 2.0 class diagram definition and example, and notes about using class diagrams in the source
code projects.

UML 2.0 Use Case Diagram Definition
Provides UML 2.0 use case diagram definition.

UML 2.0 Component Diagram Definition
Provides UML 2.0 component diagram definition.

UML 2.0 Composite Structure Diagram Definition
Provides UML 2.0 composite structure diagram definition.

UML 2.0 Deployment Diagram Definition
Provides UML 2.0 deployment diagram definition.

UML 2.0 State Machine Diagram Definition
Provides UML 2.0 state machine diagram definition and example.

Interaction (Sequence and Communication) Diagrams
Describes UML 2.0 Interaction diagrams.
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UML 2.0 Activity Diagram Definition

Definition

The activity diagram enables you to model the system behavior, including the sequence and conditions of execution
of the actions. Actions are the basic units of the system behavior.

An Activity diagram enables you to group and ungroup actions. If an action can be broken into a sequence of other
actions, you can create an activity to represent them.

In UML 2.0, activities consist of actions. An action represents a single step within an activity, that is, one that is not
further decomposed within the activity. An activity represents a behavior which is composed of individual elements
that are actions. An action is an executable activity node that is the fundamental unit of executable functionality in
an activity, as opposed to control and data flow among actions. The execution of an action represents some
transformation or processing in the modeled system, be it a computer system or otherwise.

The semantics of activities is based on token flow. By flow, we mean that the execution of one node affects and is
affected by the execution of other nodes, and such dependencies are represented by edges in the activity diagram.
Data and control flows are different in UML 2.0.

A control flow may have multiple sources (it joins several concurrent actions) or it may have multiple targets (it forks
into several concurrent actions).

Each flow within an activity can have its own termination, which is denoted by a flow final node. The flow final node
means that a certain flow within an activity is complete. Note that the flow final may not have any outgoing links.

Using decisions and merges, you can manage multiple outgoing and incoming control flows.
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Sample Diagram
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UML 2.0 Class Diagram Definition

UML 2.0 Class diagrams feature the same capabilities as the UML 1.4 diagrams.
The UML 2.0 class diagrams offer new diagram elements such as ports, provided and required interfaces.

According to the UML 2.0 specification, an instance specification can instantiate one or more classifiers. You can
use classes, interfaces, or components as a classifier.

Interfaces

A class implements an interface via the same generalization/implementation link, as in UML 1.4 class diagram. In
addition to the implementation interfaces, there are provided and required interfaces. Interfaces can be represented
in class diagrams as rectangles or as circles. For the sake of clarity of your diagrams, you can show or conceal

interfaces.

UML 2.0 class diagram supports the ball-and socket notation for the provided and required interfaces. Choose Show
as circle command on the context menu of the interface to obtain a lollipop between the client class and the supplier
interface.

Tip: Applying a provided interface link between a class and an interface creates a regular generalization/
implementation link. To create provided interface, apply the provided interface link to a port on the client class.

Sample Diagram

The figure below shows a class diagram with some of the new elements.
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Special Note for the LiveSource Projects

Using UML 2.0 class diagrams in the LiveSource projects is limited with certain restrictions, and are similar to UML
1.4 class diagrams.

Related Procedures

UML 2.0 Class Diagrams Procedures

Related Reference
UML 2.0 Class Diagrams
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UML 2.0 Use Case Diagram Definition

Diagram courtesy of the Unified Modeling Language: Superstructure version 2.0. August 2003. p. 536.

Definition

Use case diagram describes required usages of a system, or what a system is supposed to do. The key concepts
that take part in a use case diagram are actors, use cases, and subjects. A subject represents a system under
consideration with which the actors and other subjects interact. The required behavior of the subject is described by

the use cases.

Sample Diagram

The following diagram shows an example of actors and use cases for an ATM system.
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Related Procedures

UML 2.0 Use Case Diagrams Procedures

Related Reference
UML 2.0 Use Case Diagrams
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UML 2.0 Component Diagram Definition

This topic describes the UML 2.0 Component Diagram.

Definition

According to the UML 2.0 specification, a component diagram can contain instance specifications. An instance
specification can be defined by one or more classifiers. You can use classes, interfaces, or components as a
classifiers. You can instantiate a classifier using the Object Inspector Properties Window, or the in-place editor.

Sample Diagram

The following component diagram specifies a set of constructs that can be used to define software systems of
arbitrary size and complexity.
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UML 2.0 Composite Structure Diagram Definition

Diagram courtesy of the Unified Modeling Language: Superstructure version 2.0. August 2003. p. 178.

Definition

Composite structure diagrams depict the internal structure of a classifier, including its interaction points to the other
parts of the system. It shows the configuration of parts that jointly perform the behavior of the containing classifier.

A collaboration describes a structure of collaborating parts (roles). A collaboration is attached to an operation or a
classifier through a Collaboration Use.

Classes and collaborations in the Composite Structure diagram can have internal structure and ports. Internal
structure is represented by a set of interconnected parts (roles) within the containing class or collaboration.
Participants of a collaboration or a class are linked by the connectors.

A port can appear either on a contained part, or on the boundary of the class.
The contained parts can be included by reference. Referenced parts are represented by the dotted rectangles.

Composite Structure diagram supports the ball-and-socket notation for the provided and required interfaces.
Interfaces can be shown or hidden in the diagram as needed.
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Sample Diagram
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UML 2.0 Deployment Diagram Definition

This topic describes the UML 2.0 Deployment Diagram.

Definition

The deployment diagram specifies a set of constructs that can be used to define the execution architecture of systems
that represent the assignment of software artifacts to nodes. Nodes are connected through communication paths to
create network systems of arbitrary complexity. Nodes are typically defined in a nested manner, and represent either
hardware devices or software execution environments. Artifacts represent concrete elements in the physical world
that are the result of a development process.

Diagram courtesy of the Unified Modeling Language: Superstructure version 2.0. August 2003. pp. 207, 212.
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UML 2.0 State Machine Diagram Definition

States are the basic units of the state machines. In UML 2.0 states can have substates.

Execution of the diagram begins with the Initial node and finishes with Final or Terminate node or nodes. Refer to
UML 2.0 Specification for more information about these elements.

Definition
State Machine diagrams describe the logic behavior of the system, a part of the system, or the usage protocol of it.
On these diagrams you show the possible states of the objects and the transitions that cause a change in state.

State Machine diagrams in UML 2.0 are different in many aspects compared to Statechart diagrams in UML 1.4.
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Related Procedures

UML 2.0 State Machine Diagrams Procedures

Related Reference
UML 2.0 State Machine Diagrams

76



Interaction (Sequence and Communication) Diagrams

Using Together you can create interactions for the detailed description and analysis of inter-process
communications. Interactions can be visually represented in your Together projects by means of the two most
common interaction diagrams: Sequence and Communication. On the other hand, interactions can exist in projects
without visual representation.

Whenever an interaction diagram is created, the corresponding interaction entity is added to the project. Interactions
are represented as nodes in the Model Navigator and can be placed inside classes and use cases.

You can view an interaction in two ways: as a sequence diagram, or as a communication diagram. An interaction
diagram contains a reference to the underlying interaction.

Unlike UML 1.4, it is not possible to switch a diagram that already exists from sequence to communication and vice
versa. However, it is possible to create a sequence diagram and a communication diagram based on the same
interaction.

Sequence diagram can contain shortcuts to other diagram elements. However, you cannot create shortcuts to the
elements nested in Interactions.
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UML 1.4 Diagrams

Together provides support for the most frequently needed diagrams and notations defined by the UML 1.4.

In This Section
UML 1.4 Class Diagram Definition
Provides UML 1.4 class diagram definition.

Package and logical class diagrams
There are two types of class diagrams used in Together: package and logical class diagrams.

UML 1.4 Sequence Diagram Definition
Provides UML 1.4 sequence diagram definition.

UML 1.4 Collaboration Diagram Definition
Provides UML 1.4 collaboration diagram definition.

UML 1.4 Use Case Diagram Definition
Provides UML 145 use case diagram definition.

UML 1.4 Statechart Diagram Definition
Provides UML 1.4 statechart diagram definition.

UML 1.4 Activity Diagram Definition
Provides UML 1.4 activity diagram definition.

UML 1.4 Component Diagram Definition
Provides UML 1.4 component diagram definition.

UML 1.4 Deployment Diagram Definition
Provides UML 1.4 Deployment Diagram definition.
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UML 1.4 Class Diagram Definition

Using Together, you can create language-neutral class diagrams in design projects, or language-specific class
diagrams in implementation projects. For implementation projects, all diagram elements are immediately
synchronized with the source code.

Definition

A class diagram provides an overview of a system by showing its classes and the relationships among them. Class
diagrams are static: they display what interacts but not what happens during the interaction.

UML class notation is a rectangle divided into three parts: class name, fields, and methods. Names of abstract
classes and interfaces are in italics. Relationships between classes are the connecting links.

In Together, the rectangle is further divided with separate partitions for properties and inner classes.

Sample Diagram

The following class diagram models a customer order from a retail catalog. The central class is the Order.
Associated with it are the Customer making the purchase and the Payment. There are three types of payments:
Cash, Check, or Credit. The order contains OrderDetails (line items), each with its associated Item.

Customer Order @
date
name 1 0"
address @ StEI't'f: @
1) o 1. " calcT
B calcTotal
ayment e (2 )}— GlcTotalWeight
amount
@
I /_‘I"\_\ I
| @
[ | [ Line item 1..*

Credit Cash Check OrderDetail Item
number name quanity 0. 1 |shippingWeight
lype cashTendered | |po0kip taxStatus description
expDate IcSubTotal tPriceFor() tit

- calc5ubTo E;ga riceForlduantity
authorized authonized | | o1 -\Weght getWeight

@ Interfacs @ Class Mame @ Methods @ Role Name @ Mavigability
@ Association @ Figlds @ Implementation Multiplicity

There are three kinds of relationships used in this example:

¢ Association: For example, an OrderDetail is a line item of each Order.

¢ Aggregation: In this diagram, Order has a collection of OrderDetails.
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¢ Implementation: Payment is an interface for Cash, Check, and Credit.

Related Procedures

UML 1.4 Class Diagrams Procedures

Related Reference
UML 1.4 Class Diagrams
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Package and logical class diagrams

The two types of class diagrams used in Together are package diagrams and logical class diagrams.

Package diagrams These diagrams are stored as XML files in the Model folder of the project with the file
extension . txvpck (for UML 1.4 projects), or . txvClassDiagram20 (for UML 2.0
projects)

Together creates a default package diagram for a project and for each subdirectory under
the project root. The default project diagram is named default. The default package
diagrams have default.txvpck and default.txvClassDiagram20 names
respectively.

Logical class diagrams These diagrams are stored as XML files with the file extension . txvcls (for UML 1.4
projects), or . txvClassDiagram20 (for UML 2.0 projects).

Related Concepts

UML 1.4 Class Diagram Definition
UML 2.0 Class Diagram Definition
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UML 1.4 Sequence Diagram Definition

Class diagrams are static model views. In contrast, interaction diagrams are dynamic, describing how objects
collaborate.

Definition

A sequence diagram is an interaction diagram that details how operations are carried out: what messages are sent
and when. Sequence diagrams are organized according to time. The time progresses as you go down the page.
The objects involved in the operation are listed from left to right according to when they take part in the message
sequence.

Sample Diagram

Following is a Sequence Diagram for making a hotel reservation. The object initiating the sequence of messages is
a Reservation window (the Userlinterface).

window
Usennterface

aChain aHotel
HotelChain Hotel

makeﬁes@ﬂtiw{};widﬁ I makeReservation] )void

I
*JE@G[?Q each day] IsRoom=avallable():boolsan

aReservation
Reservation

isFoom

5p 000000
- aMotice

) : 1 T ™ confirmation
|f @ room is available|

for sach day of the 9133-:,
- | -
I I I
8) | | |
I I I

make a reservation and
send & confirmation.

@ Object @ Iteration @ Creation ® Deletion @ Mote

(2) Message (&) Condition (6) Activation Bar Lifeline

The UserInterface sends a makeReservation () message to a HotelChain. The HotelChain then sends
amakeReservation () message toa Hotel. If the Hotel has available rooms, then it makes a Reservation and
aConfirmation.

Each vertical dotted line is a lifeline, representing the time that an object exists. Each arrow is a message call. An
arrow goes from the sender to the top of the activation bar of the message on the receiver's lifeline. The activation
bar represents the duration of execution of the message.

In this diagram, the Hotel issues a self call to determine if a room is available. If so, then the Hotel creates a
Reservation and a Confirmation. The asterisk on the self call means iteration (to make sure there is available
room for each day of the stay in the hotel). The expression in square brackets, [ 1, is a condition.

The diagram has a clarifying note, which is text inside a dog-eared rectangle. Notes can be included in any kind of
UML diagram.
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UML 1.4 Collaboration Diagram Definition

Class diagrams are static model views. In contrast, interaction diagrams are dynamic, describing how objects
collaborate.

Definition

Like sequence diagrams, collaboration diagrams are also interaction diagrams. Collaboration diagrams convey the
same information as sequence diagrams, but focus on object roles instead of the times that messages are sent.

Sample Diagram

Each message in a collaboration diagram has a sequence number. The top-level message is numbered 1. Messages
at the same level (sent during the same call) have the same decimal prefix but suffixes of 1, 2, etc. according to
when they occur.
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UML 1.4 Use Case Diagram Definition
Use case diagrams are helpful in three areas:

¢ Determining features (requirements): New use cases often generate new requirements as the system is
analyzed and the design takes shape.

¢ Communicating with clients: Notational simplicity makes use case diagrams a good way for developers to
communicate with clients.

¢ Generating test cases: The collection of scenarios for a use case may suggest a suite of test cases for those
scenarios.

Definition

Use Case Diagram describes what a system does from the viewpoint of an external observer. The emphasis is on
what a system does rather than how.

Use Case Diagrams are closely connected to scenarios. A scenario is an example of what happens when someone
interacts with the system.

Sample Diagram
Following is a scenario for a medical clinic:

A patient calls the clinic to make an appointment for a yearly checkup. The receptionist finds the nearest empty time
slot in the appointment book and schedules the appointment for that time slot.

A use case is a summary of scenarios for a single task or goal. An actor is who or what initiates the events involved
in that task. Actors are simply roles that people or objects play. The following diagram is the Make Appointment
use case for the medical clinic. The actor is a Patient. The connection between actor and use case is a
communication association (or communication for short).

®

®

Make
9 Appointment
Patient

@ Aclor @ Use Case

@ Communication

Actors are stick figures. Use cases are ovals. Communications are lines that link actors to use cases.

A use case diagram is a collection of actors, use cases, and their communications. Following is an example of the
use case Make Appointment as part of a diagram with four actors and four use cases. Notice that a single use case
can have multiple actors.
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UML 1.4 Statechart Diagram Definition

This topic describes the UML 1.4 Statechart Diagram.

Definition

Objects have behaviors and states. The state of an object depends on its current activity or condition. A statechart
diagram shows the possible states of the object and the transitions that cause a change in state.

Sample Diagram

The following diagram models the login part of an online banking system. Logging in consists of entering a valid
social security number and personal ID number, then submitting the information for validation. Logging in can be
factored into four non-overlapping states: Getting SSN, Getting PIN, Validating, and Rejecting. Each
state provides a complete set of transitions that determines the subsequent state.

fCursor to SSM

Geatting 55N

RetryiClear SSM, FIN eniries

Submit 3

Fress Tab or move
cursar to PIN fisld!

Fress Shift+Talb or Cursor to PIN

move cursor to SSM field!

|= ]
Press key[key = Tab)/ Curser 1o SSN

Display key
Getting FIN 3 ) Validating Rejecting |
Subrmit dofvalidate  [[not valid)/
SSN and PIN | Display error
4 message
Pess hey[hey@ﬁhiMTathiﬁp%dﬂt
Fa—
L O
[walid)/Start CancelQuit
transaction

@ Initial State @ Stlate @ Event ® Activity
@ Transition @ Action @ Guard . Final State

States are depicted as rounded rectangles. Transitions are arrows from one state to another. Events or conditions
that trigger transitions are written next to the arrows. This diagram has two self-transitions: Getting SSN and
Getting PIN. Theinitial state (shown as a black circle) is a dummy to start the action. Final states are also dummy
states that terminate the action.
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The action that occurs as a result of an event or condition is expressed in the form /action. While in its Validating

state, the object does not wait for an outside event to trigger a transition. Instead, it performs an activity. The result
of that activity determines its subsequent state.

Related Procedures

UML 1.4 Statechart Diagrams Procedures

Related Reference

UML 1.4 Statechart Diagrams
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UML 1.4 Activity Diagram Definition

This topic describes the UML 1.4 Activity Diagram.

Definition

Activity diagrams enable you to model system dynamics. An activity diagram is a flowchart that describes the flow
of control from one activity to the next. You can show sequential and/or concurrent steps of a process, model
business workflows, model the flow control of an operation, or the flow of an object as it passes though different
states at different points in a process. Unlike interaction diagrams (such as sequence and collaboration) that
emphasize the flow of control between objects, activity diagrams emphasize the flow of control between activities.
Activity diagrams and statechart diagrams are related. While a statechart diagram focuses attention on an object
undergoing a process (or on a process as an object), an activity diagram focuses on the flow of activities involved
in a single process. The activity diagram shows the how those activities depend on one another.

Activity diagrams can be divided into object swimlanes that determine which object is responsible for an activity. A
single transition comes out of each activity, connecting it to the next activity. A transition can branch into two or more
mutually exclusive transitions. Guard expressions (inside [ ]) label the transitions coming out of a branch. A branch
and its subsequent merge marking the end of the branch appear in the diagram as hollow diamonds. A transition
may fork into two or more parallel activities. The fork and the subsequent join of the threads coming out of the fork
appear in the diagram as solid bars.

Sample Diagram
The Activity Diagram below uses the following process: "Withdraw money from a bank account through an ATM."

The three involved classes (people, and so on) of the activity are Customer, ATM, and Bank. The process begins
at the black start circle at the top and ends at the concentric white/black stop circle at the bottom. The activities are
shown as rounded rectangles.
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UML 1.4 Component Diagram Definition

Both component and deployment diagrams depict the physical architecture of a computer-based system. Component
diagrams show the dependencies and interactions between software components.

Definition

A component is a container of logical elements and represents things that participate in the execution of a system.
Component also uses the services of other components through one of its interfaces.

Components are typically used to visualize logical packages of source code (work product components), binary code
(deployment components), or executable files (execution components).

Sample Diagram

Following is a component diagram that shows the dependencies and interactions between software components for
a cash register program.
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UML 1.4 Deployment Diagram Definition

Both Component and Deployment Diagrams depict the physical architecture of a computer-based system.

Deployment Diagrams are made up of a graph of nodes connected by communication associations to show the
physical configuration of the software and hardware.

Components are physical units of packaging in software, including:
¢ External libraries
¢ Operating systems

¢ Virtual machines

Definition

The physical hardware is made up of nodes. Each component belongs on a node. Components are shown as
rectangles with two tabs at the upper left.

Sample Diagram

Following is a Deployment Diagram that shows the relationships of software and hardware components for a real
estate transaction.
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Business Process Modeling

Overview

Business Process Modeling Notation (BPMN) covers many types of business process modeling with various detail
levels and enables you to create end-to-end business processes. After you create a diagram in the BPMN project,
you can export the diagram to BPEL and WSDL files. You also can create a BPMN project from imported BPEL and
WSDL files.

Together enables you to perform a simulated run of the designed business process specifying simulation parameters
in the run configuration or using default parameters. During the simulation, Together calculates tasks execution
duration, execution cost and other parameters. When simulation is finished you can open a report with statistical
data on the selected business process.

By default, a business process modeling project is created with the enabled BPEL Modeling profile. This profile adds
properties necessary to create a BPEL file. You also can specify general options of business process modeling
(including the default profile).

When you create a BPMN diagram, it is created with a default pool. You can use the diagram immediately for
designing your process. A business process project can also contain the following elements that are invisible on the
diagram but can be seen in the Model navigator:

Message

<>

Event Detail
Rule
Transaction
Assignment
Web Service
Property
Property Set
Process
Participant
Input Set
Output Set

® & & & 6 O O O o o o

The following diagram is an example of the BPMN diagram.
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A diagram in the Business Process Modeling project can contain projection bars that mirror pools and lanes from
the diagram. The projection bars remain visible when the lanes are too long and the diagram have to be scrolled.
You can use the projection bars to select pools or lanes.
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The Group element allows you to easily differentiate between sections of a BPMN diagram. You can easily divide a
BPMN diagram into logical parts using the Group element. A Group permanently keeps track of content, resizes on
element move, colors elements with selected color, etc.

Reusing BPMN Projects Created in Together 2006

To reuse BPMN projects created in Together 2006 for Eclipse, use BPMN Project from Together 2006 Business
Process Modeling project.

Note: You can open BPMN projects created in Together 2006 for Eclipse but they open as read-only and not
accessible via API.
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Optional Install

Since Together 2008 Release 3, the Business Process Modeling feature set is not required to be installed. When
not present, the corresponding parts of the user interface and functionality are not available. Refer to the installation
instructions in the Release Notes document for additional info about the product installation process.

Note: It is not recommended to omit installing the Business Process Modeling feature set if there are existing
Business Process Modeling projects in the workspaces you plan to reuse or import.

Related Procedures

Performing Business Process Simulation
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Data Modeling
Topics in this section provide a brief overview of data modeling in Together.
In This Section

Data Modeling Overview
Provides data modeling overview.

Logical and Physical Data Models
This section outlines the difference between the logical and physical data models.
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Data Modeling Overview

Together provides a complete data modeling solution. With Together you can perform the following tasks
¢ Design logical models
¢ Design physical models
¢ Import DDL/SQL script to existing project

Export logical model to physical model

Export physical model to DDL/SQL script

Import Data Model from Database to physical model

* & & o

Import logical models from Together Designer 2005

Related Concepts
Logical and Physical Data Models

Related Procedures

Data Modeling Procedures

Related Reference

Data Modeling Reference
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Logical and Physical Data Models

A data model, which represents the business data, consists of both the logical and physical design. A logical model
is developed prior to the physical model and allows you to define how the information to be stored in the database
is organized. Thus, a logical model can be regarded as a blueprint that clearly defines data structures and
relationships between them.

The physical design addresses the technical implementation of the logical data model and shows how the information
is stored in a particular database. The physical model is bound to the target database server.

Because data modeling is a complicated process, Together enables you to separate the development of the logical
and physical models.

¢ Logical models are designed in UML 2.0 modeling projects with the help of ER Logical Diagram Profile. The
concept of entities and relationships in logical data modeling maps to the concept of classes and associations
in the UML 2.0 class diagram. When you enable this profile for a project, Together provides a set of ER Logical
Elements in the Palette, which you can use to create your logical model.

¢ Physical models are designed in Data Modeling projects.

Related Concepts

UML Profiles
Together Project Overview

Related Procedures

Data Modeling Procedures
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Model Transformation Support

Together provides a complete set of Model Driven Architecture (MDA) capabilities based on the specially developed
Together Model Transformation Framework (TMF). The framework implements some of the mostimportant concepts
underlying the Meta Object Facility (MOF) 2.0 Queries/Views/Transformations (QVT) specification and is based on
the Eclipse Modeling Framework (EMF).

In the scope of QVT, model transformation relates to MOF models. Together Model Transformation Framework
relates to EMF and Together models. Together models are accessible via an EMF APl implemented as a set of
lightweight wrappers placed around Together model elements. The framework provides an imperative QVT language
for defining mappings between models and a transformation engine for interpreting the mapping definitions and
queries.

In Together, you can create, run and debug transformations within the project environment. When your
transformation is ready, you can apply it to models or model elements. The compiled transformation is deployed
within the Eclipse environment as a standard Java plug-in that you can share with users in your team. Currently,
Together supports the following transformation types:

¢ Model-To-Model transformation. Transforms a Together or EMF model into another Together or EMF model.
Model-To-Model transformations produce the target model and an auxiliary trace file with detailed information
about every transformation step performed. The target model opens in the corresponding model editor, the
trace file opens in the Trace view.

Model-To-Text transformation. Transforms a Together or EMF model into an arbitrary text output using java.

XSL/OCL transformation. Transforms a Together or EMF model into an arbitrary text output using an XSL/OCL
transformation script. The XSL/OCL script uses the OCL language. XSL uses the XPath language.

¢ Composite transformation is the Ant-based MDA transformation, which allows you to automatically (using Ant
tasks) apply multiple MDA transformations to the specified models, and in the specified order. For Model-To-
Model transformations, you can create transformation chains, where the output model of the preceding
transformation is passed (via Ant properties) to the input of the next transformation in the chain.

By using QVT Model-To-Model transformations, you can transform your Computation Independent Models (CIMs)
into Platform Independent Models (PIMs), and then to Platform Specific Models (PSMs). By using Model-To-Text
and XSL/OCL transformations, you can generate code from your PSMs.

The framework comes with a set of tools that helps you write, run, and debug transformations. For Model-To-Model
transformations, the QVT Editor provides basic QVT editing features (including code sensitive editing, syntax
checking and highlighting).

The Eclipse Debugger for QVT allows you to trace the execution of your QVT code step-by-step. The debugger
supports breakpoints (including StepOver, Stepinto, and StepOut features), watches, and the Variables view. The
Trace view allows you to inspect the result of your transformation when it is completed.

For XSL/OCL transformations, Together provides a powerful and highly customizable XSL/OCL Editor that supports
XSL/OCL code sense, syntax highlighting, XSL structure outline, and error checking. The XSL Debugger, which
runs in the XSL/OCL Debugging perspective, supports breakpoints (including StepOver, Steplnto, StepOut and
StepReturn features).

Together also provides a number of sample projects for each type of transformation.

Note: There are two different implementations of the OCL and QVT engines. The first version available since
Together 2006 refers to the OMG ptc/05-11-01 QVT Specification. Historically it is the primary engine to use
with Together models. The other engine Operational QVT deployed in Together 2008 refers to the
substantially revised OMG formal/08-04-03 QVT Specification and originally best suited for the DSL
Toolkit. Since Together 2008 R2 SP1, Operational QVT is adopted for use with Together models for both
read and write. Legacy QVT transformations developed in the context of the MDA Transformation project,
Operational QVT - in context of Operational QVT project.
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Overview of the Operational QVT engine is provided in topic Reference ¥ MDA ¥ QVTO
Language.

The source artifacts (. gvt for legacy Together QVT and . gvto for Operational QVT) may
need adjustment when migrating between these engines because these engines have
differences in syntax and behavior. Please refer section Reference ¥ MDA k¢ QVTO
Migration Notes for migration guidelines. Note that the guide above operates only with pure
EMF models so the specific aspects of accessing Together models via EMP API, known from
working with Together QVT experience, should be taken into account. Please contact
support team in case of difficulties.

Normally there should be no problems using both QVT engines simultaneously, although the
Ul may look a bit overloaded. It is recommended that you turn corresponding capabilities on
or off as needed (select Window k Preferences, and then select the General node and
the Capabilities node).

Related Procedures

Creating an MDA Transformation Project

Creating a Model-To-Model Transformation
Creating Model-To-Text Transformations

Creating an XSL Transformation

Creating an Example MDA Transformation Project

Related Reference

QVTO Language
QVT Operational Migration Notes
MDA Example Projects
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UML Profiles

Together includes several pre-installed profiles and allows you to create your own profile definitions using Profile
Definition project.

In This Section
UML Profiles Basics
Provides an overview of UML profiles.

Profile Definition Project
Provides an overview of Profile Definition project in Together.

Supported Metamodels
Provides a list of metamodels supported in Together.

Stereotype
Describes the stereotype element in the Profile Definition project.

Palette Contribution
Describes the stereotype element in the Profile Definition project.

Extension Link
Describes the Extension link element in the Profile Definition project.

Contribution Link
Describes the Contribution link element in the Profile Definition project.
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UML Profiles Basics

UML is a standard modeling language for specifying, visualizing, constructing, and documenting the artifacts of
software systems, as well as for business modeling and other non-software systems. While the general modeling
concepts of UML are quite suitable for the majority of developers, in some situations, a further extension of these
concepts is useful to allow a more refined rendering of domain-specific concepts and techniques. UML extension
mechanisms address the definition of additional semantics of model elements that cannot be expressed directly
using UML constructs. This technique is known as UML Profiling.

Profiles provide mechanisms that allow metaclasses from existing metamodels to be extended so they can be
adapted for different purposes. All kinds of model elements can get stereotypes and tagged values that are defined
in the profile applied to the model.

The UML standard provides refinement mechanisms for profile creation, such as stereotypes, tagged values,
constraints, and notation icons that collectively specialize and tailor the UML for a specific domain or process. These
elements can be used to adapt the UML semantics without changing the UML metamodel. This means that you can
interpret the semantics of a profile in the context of the UML specification.

Related Concepts
Stereotype
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Profile Definition Project

A Profile Definition project is a profiled modeling project that allows you to create new profile definitions.

One Profile Definition project corresponds to a single profile. Inside the Profile Definition project you can use some
packages to locate different elements. For example, you can put all enumerations to one package, all palette
contributions to another package, and all stereotypes to a third one. All the elements will be deployed to the same
profile.

The Profile Definition adds the following elements to the class diagram Tools Palette:
¢ Stereotype
¢ Palette Contribution
¢ Extension
¢

Contribution

Tip: Stereotype and Palette Contribution elements are also added to the diagram context menu: New k Profile
Definition.

Note: Metaclasses referenced in a profile must be taken from the corresponding target UML metamodel that was
selected when creating the project.

Related Concepts

Interoperability and Migration

Related Procedures

Together Profiles

Related Reference
EMF API for Together Profiles
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Supported Metamodels

In Together, you can create profiles to extend the following metamodels:
¢ BPMN
¢ ER Physical
¢ UML14
¢ UML20

Stereotypes, tagged values and OCL constraints declared in the profile must refer to the selected metamodel.

Related Concepts

Interoperability and Migration

Related Procedures

Together Profiles

Related Reference
EMF API for Together Profiles
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Stereotype

A stereotype contains properties that extend a linked metaclass, and enables the use of platform- or domain-specific
terminology or notation in addition to the ones used for the extended metaclass.

A model element that has a stereotype is a special kind of element that conforms to a rigid specification, defined for
this stereotype in the profile definition.

The following important issues should be taken into consideration:

¢
¢
¢

A stereotype is created as a Class20 element in your project with the <stereotype> tag.
A stereotype extends a metaclass through an Extension link.

When an instance of a stereotype is created in the target diagram, it gets the attributes (tagged values) of the
stereotype in question.

The following types of attributes (tagged values) of a stereotype are valid: Primitive, Enumeration, Metaclass.
Attributes of all the other types are ignored during deployment.

Tagged values of a stereotype can be defined in two ways: as attributes of the valid types and as association
links drawn from a stereotype element to the valid attribute types.

If a profile defines attributes with a default value for a given type that is different from the default value in the
underlying implementation, some side effects should be noted. For example, the default value for a Boolean
property is false and is not persisted in the model instance. If a Boolean property is set to t rue as the default
value in a profile definition and a user sets an instance value to false, its value is not persisted but interpreted
as the default value (true) when read back in. Similarly, instance values changed to empty/null will not be
persisted and will likewise be interpreted as the default value when read back in.

If a tagged value of a stereotype is defined as an outgoing association, its name and multiplicity properties
have specific uses. The name property is set to the supplier role of the association link. If the supplier role is
not defined, the association name is used instead. For multiplicity values other than 1 or 0 to 1, the
multivalued attributes are created.

A stereotype can extend another stereotype via Generalization and inherit its attributes and viewmap. Note
that the child stereotype inherits extensions from the parent stereotype and the parent viewmap (unless the
child stereotype defines its own viewmap).

A stereotype has the extended metaclass property, which is defined in the Profile Definition node of the
Properties View.

An abstract metaclass can be chosen as an extended metaclass. In this case, the new element will not appear
in any toolbar, but all the elements of the child metaclasses will get this stereotype in the list of predefined
stereotypes.

If, after profile deployment, an element belonging to the type of the extended metaclass is used in the target
diagram, the extending stereotypes are added to the list of predefined stereotypes for this metaclass.

Related Procedures

Creating Stereotypes
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Palette Contribution

A Palette Contribution enables you to add creation tools for stereotypes and pure metaclasses to the selected
Diagram Tools Palette.

A contributed stereotype is associated to a Palette Contribution by means of a Contribution link. It is also possible
to associate a Palette Contribution with a shortcut to a metaclass from the metamodel. This allows you to customize
the palette by adding some elements to the tool bars of different diagrams. For example, if you want to have the
ability to create classes from the component20 diagram toolbar, you can associate the shortcut to
uml20::classes: :Class with a Palette Contribution in your profile definition.

A Palette Contribution can extend another Palette Contribution; when this is done, the child Palette Contribution
inherits all the parent diagrams, contributed stereotypes and pure metaclasses.

Related Procedures

Creating Palette Contributions
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Extension Link

An extension link indicates that the properties of a parent metaclass are extended with the new properties through
a stereotype. An extension link is drawn from a stereotype to a metaclass shortcut whose properties are extended.
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Contribution Link

A contribution link connects a Palette Contribution element with a Stereotype.
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Modeling for EJB

The Enterprise JavaBeans (EJB) architecture is a component architecture for the development and deployment of
component-based distributed business applications. Together is shipped with EJB profiles that allow you to create
a specific UML model for EJB.

Together provides the following EJB Profiles:

Profile Name Description

Standard EJB Using the Standard EJB profile you can generate deployment descriptors that are EJB 2.0
compatible. This profile should always be selected for any work with EJB because it contains the
basic EJB elements.

Standard EJB (ver 2.1)  Provides some additional elements. Also changes properties of some standard elements to comply
with EJB version 2.1.

Weblogic EJB Extension Provides WebLogic specific elements. Also changes properties of some other elements to generate
deployment descriptors that are compatible with BEA WebLogic 8.1.

EJB modeling can be thought of as a three-stage process:

1 Modeling in UML using the EJB profile
2 Generating Deployment descriptors while exporting to the Java project
3 Editing the Java project and deploying it to the application server (for example, BEA WebLogic)

Using Together, you can create an EJB model and export it to the Java project.

Note: Because WebLogic 8.1 supports the EJB 2.0 specification, do not enable WebLogic and EJB Standard profile
(ver. 2.1) simultaneously.

Related Concepts

UML Profiles Basics
Profile Definition Project
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Model Compare and Merge

Together provides a comprehensive solution for comparing and merging models in your project.

EMF and UML Models Compare

Together supports two-way and three-way comparison of EMF or UML models, or model elements of the similar
type in a tree view.

In a two-way compare, the compared models are called Leff and Right. Model Compare/Merge traverses the
compared models, going level by level down the containment tree. On each level, objects are matched using ID
features that you set in the ID Features page of the Preferences dialog box (Window Fk Preferences k
Modeling ¥ EMF Model Compare k ID Features). After that, Model Compare/Merge compares values of attributes
and non-containment references.

You can export the compare results to an EMF XMl file.

Shared Models Compare

Together provides integration with version control systems and allows two-way and three-way comparison and
merge of shared (version controlled) models.

When comparing shared models, the Left model represents the local version while the Right model represents the
remote version. In a three-way compare, the third model is called Ancestor. It represents a common ancestor version
of the two versions taken from VCS.

Together utilizes standard Eclipse synchronization APIs and is able to compare models stored in any version control
system that supports the Eclipse Synchronize view.

Comparing and merging shared models requires one (for two-way comparison) or two (for three-way comparison)
remote versions of the compared model.

Together copies your local model to a temporary project, then applies changes reported by the repository provider,
and then displays these changes in the Synchronize view. Temporary models are read-only, and Together uses a
modal Model Compare dialog box, instead of the standard Compare editor.

Merging Models

The merging capability enables you to transfer elements from one model to another.

Related Procedures

Comparing and Merging Models

Related Reference

Model Compare/Merge
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Template Elements and Generics Overview

Template elements

Together supports templates, as defined in the UML 2.0 superstructure specification. This support provides the ability
to show templates, template signature, parameters, and template bindings in the UML 2.0 diagram.

A templateable element may contain a template signature which specifies the formal template parameters. A
templateable element that contains a template signature is a template.

A template signature displays in a diagram as a rectangle in the top-right corner of the owing element. In the
Properties View of a template element, the i sTemplate property is set to true.

A template binding represents a relationship between a templateable element and a template. A template binding
specifies the substitutions of actual parameters for the formal parameters of the template.

Generics

In the LiveSource projects, Together supports generic language constructs that describe specialization of templates
for a certain type. Such constructs display in a diagram as special entities. For C++ projects, this possibility is enabled
by default; for Java projects, generics are enabled by means of a special setting in the Project Properties dialog.

Consider the following example:
template<class T> Class A; // defines a template A with the parameter type T
class B;
A<int> *a // on the diagram A<int> will display an entity as a specialization of a template

A for the type <int>
A<float> *f // displays another entity for the floating type

Related Procedures

Creating Template Elements
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Model Import and Export Overview

You can share model information with other systems by importing and exporting model information, or by sharing
project files:

Feature Description
Exporting diagrams to images You can save diagrams in several formats, including:
Bitmap image (BMP)
Enhanced windows metafile (EMF)
Graphics interchange (GIF)
JPEG file interchange (JPG)

Scalable Vector Graphics (SVG)

Importing IBM Rational Rose (MDL) models Itis possible to convert models designed in IBM Rational Rose
2003 to the format of Together. The following file formats are
supported: .md1, .ptl, .cat,and .sub.

Importing from MDX Together enables you to create projects around an IBM®
Rational® XDE .mdx file.
Importing from XMl XMI (XML Metadata Interchange) enables the exchange of

metadata information. Using XMI, you can exchange models
across languages and applications. For example, if you have
a modeling project created with a tool other than Together, you
can import it to Together as an XMl file for extension or as the
basis of a new project. Likewise, you can export Together
projects for use in other applications. The result in each case
is a single, portable .xml file.

XMI for UML 2.0 was introduced in IBM® Rational® Software
Architect and allows you to exchange models that comply with
UML 2.0 specification. The models are exchanged via files
with an .uml2 extension.

Exporting to XMI

For import and export, Together supports the following UML
versions/platforms:

* XMI for UML 1.3 (Unisys Extension)

* XMI for UML 1.3 (with Unisys Extension recommended for
Together ControlCenter)

* XMI for UML 1.3 (with Unisys Extension recommended for
Rose)

* XMl for UML 1.4 (OMG)
* XMl for UML 2.0

* XMl for UML 2.0 compliant with OMG standard (XMl created
without usage of some non-OMG-standard tags such as
eAnnotations)

To import a project from Together ControlCenter, first use
Together ControlCenter and export the project to UML 1.3
(Unisys and Together Extensions) and then import it into
Together. In addition, always use XMI for UML 1.3 (with
Unisys Extension, recommended for TCC) when exporting a
Together project to be used in Together ControlCenter. XMl
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export and import makes it possible to reuse multi-root
projects.
Importing from other versions of Together You can reuse models created in other editions and versions
of Borland Together. This feature is known as

Sharing with other versions of Together interoperability.

TVS projects and projects created in Together Editions prior
to version 7.0 cannot be imported to Together.
Export a Quality Assurance metric chart to image Create a chart and then export it to image.

Related Concepts

Together Interoperability and Migration

Related Procedures

Exporting a Diagram to an Image

Importing a Project in IBM Rational Rose (MDL) Format

Importing a Project in an IBM Rational Rose MDX Model

Importing a Project in XMI Format

Exporting a Project to XMI Format

XMI Export and Import of the Models with Cross-Project References
Creating a Metrics Chart
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OCL Support

This section provides an overview of OCL in Together.

In This Section
About OCL Support in Together
This topic describes support for Object Constraint Language.

OCL Constraints and Expressions
Describes OCL constraints and expressions in Together.

OCL on Non-Class Diagrams
Describes OCL usage for non-class diagrams.
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About OCL Support in Together

This topic describes support for Object Constraint Language.

About OCL

The Object Constraint Language (OCL) is a formal language that describes expressions on UML models. OCL
expressions specify operations or actions that, when executed, alter the state of the system. UML modelers can use
OCL to specify application-specific constraints in their models. UML modelers also can use OCL to specify queries
on the UML model, which are completely programming language independent. For more information about OCL,
refer to the OCL 2.0 specification.

Together allows you to use all the capabilities of OCL 2.0 to work with your model:

¢ Add the OCL constraints to the types defined in your model, providing them as constraint notes linked to the
context elements on the diagram. The constraint text opens in a powerful editor that provides syntax
highlighting, errors validation, and code completion functionality.

Generate Java code from your model, optionally generating the code for OCL expressions used in the model.
Use OCL as a query language operating with types defined in the metamodel. You can perform a Search In

Model by OCL query, write and run Model Audits and Metrics, and use OCL expressions in the documentation
templates for the documentation generator.

Note: Portions of this product include the Object Constraint Language Library, courtesy of Kent University, United
Kingdom. See _http://www.cs.kent.ac.uk/projects/ocl/

Supported Diagram Types
OCL supports the diagrams listed in the following table.
Diagram types with OCL support
Diagram type UML version Support provided

All diagram types 2.0 Object constraints. The default language of constraints depends
on the context element type and project type.

Interaction (Sequence and Communication) 2.0 State invariant constraints for lifelines and constraints for the
operands of the combined fragments as OCL expressions.

Pre- and post- condition for the Interaction. These elements are
realized as inner constraint elements available via element's
Properties.

State Machine 2.0 Guard conditions of transitions as OCL expressions.

Pre- and post- conditions of a StateMachine, and a Statelnvariant
for a State. These elements are realized as inner constraints
available via element's Properties.

Activity 2.0 Pre- and post- conditions for activity; local pre- and post-
conditions for an action.
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Related Concepts
UML Modeling Overview

Related Procedures

Together Object Constraint Language (OCL)

Related Reference

Diagram View
EMF API for Together Profiles
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OCL Constraints and Expressions

As the OMG's specification describes it, OCL is a formal language used to describe expressions on UML models.
These expressions typically specify invariant conditions that must hold for the system being modeled or queries over
objects described in a model.

The buttons on the diagram Palette allow you to create OCL constraints as design elements on diagrams, and link
these constraints with the desired context. The OCL Expressions view provides an OCL editor that lets you develop
and validate OCL expressions. Any OCL constraint contains an OCL expression.

OCL support for constraints provides syntax and error highlighting in the OCL Editor view. The text of the constraint
is validated when the constraint is linked to its context.

Related Concepts
UML Modeling Overview

Related Procedures

Together Object Constraint Language (OCL)

Related Reference

Diagram View
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OCL on Non-Class Diagrams

Constraints on non-class diagrams fall into two categories:

¢
¢

Inner constraints

External constraints

The OCL editor provides syntax highlighting, errors validation and code completion functionality.

Inner constraints

The following properties are defined by creating nested constraints inside the elements. Generally, each property is
a property tab that contains two properties—language (OCL/text) and body (constraint body).

L4

* & & o oo o

guard in transition/internal transition

precondition and postcondition in StateMachine, Activity, Interaction
local precondition and local postcondition in Action

state invariant in State

Condition in Extends on a Use Case diagram

state invariant and Interaction constraint on a Sequence diagram

body, precondition, postcondition, and ownedRule in Operation

The OCL editor is available for the constraints inside the elements. You can expand the element node in the Model
Navigator and open a constraint in the editor.

Tip: For the properties of elements that can have class as their context, the OCL context is set automatically.
Constraint Context
Element with defined constraint Correct context for the constraint.
StateMachine Operation selected as a Specification association of this StateMachine

(a class is selected for the context property and specification is a
method of the selected class).

Activity Specification of the activity.
Action Specification of the activity that contains this action.
State and Transition Class selected in the context property of the StateMachine that

contains this State or Transition.

Operation Operation itself. Note that the operation has a valid OCL context only

if it is owned by Class or Interface. Operations owned by other
classifiers get no OCL context, and their constraints should have text
as a constraint language.

Interaction Context of this Interaction or Specification if it is defined.
State invariant and Interaction constraint Class selected as type of the Lifeline that contains this element. It can

be either a class directly selected as the type of the Lifeline or part
selected as the Lifeline representation.

Extends Context cannot be specified and constraint can only be defined as text

(language=text).
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Tip: If a context for a constraint with 1anguage=oc1 is not specified or cannot be specified, such constraints are
shown as invalid.

External constraints

In addition to the inner constraints described above, all the elements on the non-class diagrams that are Types
(various classifiers) can be furnished with external OCL constraints.

An external constraint is created as a Constraint element linked to the constrained element by the context link.

Unlike inner constraints, the external constraints always use the linked type as a context. Thus, the StateMachine
constraints may have the context of the assigned specification if it is an inner precondition, or the context of the
StateMachine itself if it is the external linked constraint.

Related Concepts

UML Modeling Overview

Related Procedures

Together Object Constraint Language (OCL)

Related Reference

Diagram View
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Patterns and Templates

This section describes patterns and templates in Together.

In This Section
Patterns and Templates Overview
Overview of patterns and templates in Together.

Pattern Definition Project
Describes a pattern definition project in Together.

Pattern recognition
Describes how pattern recognition works.

Templates
Describes code templates in Together.
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Patterns and Templates Overview

Patterns provide software developers with powerful reuse facilities. Rather than trying to tackle each design problem
from the very outset, you can use the predefined patterns supplied with Together. The hierarchy of patterns is defined
in the Pattern Registry. You can manage and logically arrange your patterns using the Pattern Organizer.

Patterns and templates are pluggable extensions for Together enabling you to:
¢ Create new and frequently used elements
¢ Modify existing elements

¢ Implement source code constructions and solutions in your project.

Code templates

Together supports code templates to provide backward compatibility with previous versions of Together. You can
use your legacy source code templates to create elements in the source-code projects. Code templates are text files
with the extension specific for Java that use macros to be substituted with real values when the templates are applied.
Therefore, code templates can be regarded as forms ready for "filling in" for a specific instance. A code template
consists of a template file containing source code, and a properties file that contains macro descriptions and their
default values. Templates in Together are mostly used in Java Modeling projects.

Patterns

Each pattern describes of a set of model elements, relations between them, and constraints applied to those
elements. Patterns are represented by special modeling projects covering all the aspects of patterns. Patterns, in
general, are independent of any programming or markup language. You can use them to create or modify any type
of element. However, concrete patterns are designed to work with elements of a specific type. Use Pattern Registry
to manage patterns.

Note: Together is shipped with some predefined patterns that cannot be deleted or otherwise edited.

Pattern instances

Pattern instances appear as a result of recognition of the existing model or creating new instances (along with model
elements playing pattern roles) in the model. Pattern instances contain information about the pattern name and the
role of each participant. They are shown in the Pattern Explorer view and under the Patterns node in the Model
Navigator.

When applied to a diagram, such patterns create their entities and are presented on the diagram itself, with the links
to the created entities. Such patterns enable further modification by means of adding new participants (new pattern
part). All patterns that appear in the Pattern Explorer are represented in the project model in the form of entities
with metaclass “pattern”. Visually, pattern instances are displayed as ovals (like collaboration occurrences). Pattern
entities have children links to pattern participants, which allow viewmap links on diagrams from pattern instances to
pattern participants. Actions on pattern instances in the model are the same as in pattern explorer.

During the lifetime of the pattern instance, the model can change (some elements from the instance may be deleted,
others may be changed so that they no longer satisfy the pattern definition) and the pattern instance can become
invalid. This is why you need to perform pattern instance validation regularly.
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Related Concepts

Pattern Definition Project
Templates

Related Procedures

Patterns and Templates

Related Reference

Patterns and Templates
Pattern Registry
Pattern Explorer
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Pattern Definition Project

Using a pattern support subsystem in Together, you can easily work with patterns via pattern definitions. You can
use well-known, predefined patterns. You can also define new ones and delete, rename, or edit existing ones. Using
Together, you can manage pattern instances by recognizing patterns in an existing model, creating elements by
pattern, creating new participants for particular roles for an existing pattern instance, and so on.

A pattern definition project is a profiled UML 2.0 modeling project with the following modifications that distinguish it
from a pure UML 2.0 project.

The following elements are allowed in a pattern definition project:
¢ Instance specifications
Slots
Pattern definition links (derived from a Kernel Association class, able to connect instance specifications)
Constraints
Value specifications
Pattern constraint links (derived from a Binary link class, aimed to define constraint parameters)

Class diagrams
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All other elements are prohibited

The following extensions are added to the allowed metaclasses:

¢ Instance Specification—able to aggregate pattern definition links.

¢ Slot—the following new properties are added: Use for recognition (Boolean)— Controls whether to use
this property on recognition. Use for generation (Boolean) — Controls whether to set this property on
creating elements by pattern. Is configurable (Boolean) — When set to true, indicates that by using the
“create by pattern” wizard, the user can modify the value of this property to be set on element creation. This
property should be false if Use for generation property is set to false.

Constraint—able to aggregate pattern constraint link.

Class diagram—patternPartWizardDefinition (Boolean) — When set to true, the new “create pattern
part” wizard will be generated for the instances of this pattern.

When you create new pattern instances from existing project elements, the creation process uses participants from
your current selection and enables you to modify the pattern properties. You can easily view and modify properties
of pattern instances using the standard Properties view. Any change that you make to a pattern property applies
immediately to the pattern participants (via refactoring).

All pattern definitions are stored in the com.borlang. tg.patterns\patterns subfolder of the Together plugins
folder. Each pattern definition is an archive file packed by zip utilities provided by the Java Development Kit (JDK).
Pattern definitions contain compilation results suitable for recognition and completion engines and for the whole
definition project so that definition editing can be done. Folder and shortcuts structure are stored in the
pattern.registry file in the same location.

Related Procedures

Creating Pattern Definition

Related Reference

Create Pattern from Elements
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Pattern recognition

Pattern recognition identifies pattern instances from existing elements in the project. The identification process
determines pattern participants and parameters. You can start the pattern recognition process from the project's
context menu to perform pattern recognition, validation, and problem reporting.

Related Procedures

Recognizing Patterns
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Templates

A template allows you to quickly and automatically create code, insert code, or transform existing code. There are
several different types of templates:

¢ Package: For modifying/creating specific groups of classes and members
¢ Class: For modifying existing classes or creating a new class

¢ Link: For modifying existing links or creating a new links on the Class diagram

You can use template extensions to create template instances. Template instances are managed by the template
manager, which also gives you the ability to manage existing template instances, or create new ones. A template
instance operates on existing elements using an associated template source. The template source contains a
template-specific specification of elements and constructions that are applied on the target elements. For example,
an instance of the Java class template uses its template source to specify imports, fields, methods, and inner-types
that are created when the template is applied to a target Java class.

You can create new template instances using the template wizard. The current selection of elements is analyzed
and then an appropriate template source is created using the data from the selected elements. For example, you
can create a new Java class template from an existing class. The wizard analyzes the selection and extracts imports,
fields, and methods from the selection. It then creates the template source. The template source is then associated
with the new template instance.
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Quality Assurance

Quality Assurance in Together provides teams and managers with measures of the quality of their project. As with
any Quality Control, the team should understand what is measured, and why. Although audits and metrics are similar
in that they both analyze your project, they serve different purposes. Audits and metrics are run as separate
processes. Because the results of these two processes are different in nature, Together provides different features
for interpreting and organizing the results.

In This Section
Code Audits
Describes code audits in Together.

Model Audits
Describes model audits in Together.

Code Metrics
Describes code metrics in Together.

Model Metrics
Describes model metrics in Together.

Metrics Graphical Representation
Describes Bar graph and Kiviat chart representation of metrics.

Exporting and Importing Audits and Metrics
Introduces import and export of audits and metrics.
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Code Audits

Together provides a wide variety of audits, ranging from design issues to naming conventions, along with descriptions
of what each audit looks for and how to fix violations. The process of running audits begins with your selecting the
specific rules to which your source code should conform. Together generates an audit report that displays only the
violations of those rules. You can examine each violation and decide whether to correct the source code. You can
create, save, and reuse sets of audits to run. Together ships with a predefined saved audit set and you can create
your own custom sets of audits to use.

Problem Detection Audits

For most violations, the audit report generated by Together indicates the line of code that causes the violation. For
some audits, however, such a line number is inappropriate. These are called problem detection audits. An example
is the Misplaced Class audit, in which the package of the class is deemed inappropriate because of the dependency
between the class and a different package. For problem detection audits, Together uses one or more of detection
metrics to analyze the code to determine audit violations.

Together audit reports show problem detection audits along with the other, line-oriented audits.

Bad Smell Audits

Together includes a group of audits known as "Bad Smell Audits" that detect some issues or convention violations
in source code (misplaced classes, attributes and methods, wrong inheritance usage), which require some code
refactoring.

Related Concepts

Quality Assurance

Related Procedures

Running Source Code Audits
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Model Audits

Together supports a wide range of model audits. The list of available model audits can be viewed in the
Preferences dialog box. You can define, save, and reuse sets of model audits. Model audits are OCL queries that
produce Boolean results and that operate in the context of existing metamodels. You can also employ additional
OCL operations provided for the Borland metamodel, specified in the OCL operations and OCL library
operations tabs in the Preferences dialog box.

Together also contains a set of sample audits (the ideas of most of them are taken from Ambler and Fowler books).
These audits can be used as examples for custom rules creation. For a description of the predefined model audits
provided in Together, refer to “Model Audits and Metrics Descriptions.”

After you run model audits, the results are displayed in the Model Audits View. The view provides detailed
descriptions for all found errors and you can navigate to the corresponding problem element from this view by double-
clicking the error message.

Related Concepts

Quality Assurance
OCL

Related Procedures

Running Model Audits and Metrics

Related Reference

Model Audits and Metrics Descriptions
QA Model
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Code Metrics

Metrics evaluate object model complexity and quantify your code. It is up to you to examine the results and decide
whether they are acceptable. Metrics results can highlight parts of code that need to be redesigned, or they can be
used for creating reports and for comparing the overall impact of changes in a project.

Together provides a wide variety of metrics, ranging from lines of code to comment ratio. When you run metrics in
Together, you first select which metrics are important for your project. You can use metrics results that Together

generates to determine which code needs to be redesigned, or you can use the results to create reports and compare
the overall impact of changes in a project. Together makes it easy to run metrics, view the results, and interpret the

findings.

Related Concepts

Quality Assurance

Related Procedures

Running Source Code Metrics
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Model Metrics

Together supports a wide range of model metrics. The list of available model metrics can be viewed in the
Modeling ¥ QA Model node of the Preferences dialog box. You can define, save, and reuse sets of model metrics.
Model metrics are OCL queries that produce Integer results and that operate in the context of existing metamodels.
You can also employ additional OCL operations provided for the Borland metamodel, specified in the OCL
operations and OCL library operations tabs in the Modeling ¥ OCL page.

For a description of the predefined model metrics provided in Together, refer to “Model Audits and Metrics
Descriptions.”

After you run model metrics, the results are displayed in the Model Metrics view. You can navigate to the
corresponding elements listed in the Model Metrics view by double clicking the element name.

Related Concepts

Quality Assurance

Related Procedures

Running Model Audits and Metrics
Using OCL in Model Audits and Metrics

Related Reference

Model Audits and Metrics Descriptions
QA Source
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Metrics Graphical Representation

Metrics results can also be viewed graphically. Two graphic views allow you to summarize metrics results: bar charts
and Kiviat charts. Both charts are invoked from the context menu of the table. Use the Kiviat chart for rows and the
bar chart for columns.

Bar Chart
The bar chart displays the results of a selected metric for all packages, classes, and/or operations.
The bar color reflects conformance to the limiting values of the metric in reference:

¢ Green represents values that fall within the permissible range.

¢ Red represents values that exceed the upper limit.

¢ Blue represents values that are lower than the minimal permissible value.

¢

A thin vertical red line represents the upper limit and a thin vertical blue line represents the lower limit.

Kiviat Chart

The Kiviat chart demonstrates the analysis results of the currently selected class or package for all the metrics that
have predefined limiting values. The metrics results are arranged along the axes that originate from the center of
the graph.

Each axis has a logarithmic scale with the logarithmic base being the axis metric upper limit so that all upper limit
values are equidistant from the center. In this way, limits and values are displayed using the following notation:

¢ Upper limits are represented by a red circle. Any points outside the red circle violate the upper limit.

¢ Lower limits are represented by blue shading, showing that any points inside the blue area violate the lower
limit. Note that blue shading does not show up in areas of the graph with lower limits of 1 or 0.

Tip: To see the value of an individual data point on the Kiviat graph, hover your mouse pointer over it to display a
popup.

The actual metrics show up in the form of a star with metric values drawn as points.

Green points represent acceptable values.

Blue points represent values below the lower limit.

Red points represent values exceeding the upper limit.

Scale marks are displayed as clockwise directional ticks perpendicular to the Kiviat ray.
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Lower limit labels are displayed as counterclockwise directional blue ticks perpendicular to the Kiviat ray.
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Related Concepts

Quality Assurance

Related Procedures

Running Source Code Metrics
Running Model Audits and Metrics

Creating a Metrics Chart
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Exporting and Importing Audits and Metrics

Introduces import and export functionality for audits and metrics.

Source Code Audits and Metrics

Once you identified the QA rules the team needs to use, you can create specific QA Sets for source code audits and
metrics in Together. These QA sets can be saved to your local file system, or you can save them in the project.
Saving them with the project makes them easier to distribute to your team via the version control system (VCS).

The C++ and Java QA Source pages of the Preferences dialog box display the set of all available audits and metrics
for C++ and Java source code projects respectively. When you open a project, a default subset is active. Active
audits and metrics are indicated by check marks. You can select necessary audits and metrics and save the selected
set for future use. The quality assurance sets are saved with a . ga extension.

Model Audits and Metrics

You can import and export model metrics and audits all at once, including a set of named OCL queries on
metamodels, and other settings. Model audits and metrics can be saved to files with .ModelMetrics

and .ModelAudits extensions. When importing such a file, you completely replace your currently defined model
audits or metrics.

Related Procedures

Exporting and Importing Model Audits/Metrics
Creating and Using Code QA Sets
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Refactoring Overview

Together leverages refactoring operations provided by the platform.

When refactoring is applied to source code, the changes propagate to the model. For example, when classes or
operations are renamed by means of refactoring, the hyperlinks to the renamed elements are preserved.

Refactoring is available for the model elements in Together projects by means of context menus. Refer to JDT
documentation for information on Java refactoring and to CDT documentation for information on C++ refactoring.
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Requirements Management

Requirements Management allows you to create and manage traces between Together diagram elements and
Borland CaliberRM or Rational RequisitePro requirements.

Traceability is supported via CaliberRM and RequisitePro Integrations for Together, respectively. You can find more
information about working with specific requirements in online help provided with both integrations.

Together provides the following requirements management possibilities:

¢ Create and delete traces between requirements and Together diagram elements.
Create requirements based on use case.
Manage traces between requirements and model elements in the Element Traces view.

Synchronize traces that are out of date using the Trace Synchronizer view.
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Navigate easily between traced elements and related requirements.

Note: Together 2007 and later versions of the product do not include integrations with requirements management
products. These integrations are available separately on demand. Corresponding parts of user interface and
functionality are not available when integration is not installed.

Related Procedures

Opening Requirements Views

Creating Traces from Requirements to Model Elements
Deleting Traces

Creating Requirements Based on Use Case

Viewing Element Traces

Synchronizing Traces

Navigating from Model Elements to Requirements

Related Reference

Element Traces View
Trace Synchronizer View
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Version Control in Together

This topic provides an overview of version control features in Together.

Overview

Together uses a file-based approach to store models. This provides openness and choice when selecting a version
control system to manage your models.

Together supports several version control systems that can be integrated in Eclipse. They include but are not limited
to CVS, StarTeam, and ClearCase. Version control in Together enables several users to work with one modeling
project.

Together leverages the functionality provided by the Version Control System client and maps these menus from the
file resources level (as provided by the Version Control System provider) to model elements.
Together provides context menus to work with CVS, StarTeam, and ClearCase version control systems.

Visual team status indicators for items are also displayed in the model navigator.

Note: The Together teamwork-related functionality that is provided depends on how well the specific Version
Control System integrates with the basic Eclipse team support flow and Ul. Therefore, some Version Control
System features may be not available or may work differently for a given Version Control System.

Your version control system should be set up so that only one user can work with a shared model at a time. In case
several users edit the model at a time, use the model compare and merge functionality of Together. You can compare
the structure of your models and merge inconsistencies if necessary. Alternatively, you can revert to the saved
version of the model.

The model merge tooling provides a hierarchy comparison of two models with annotations to show what has been
added, what is missing, and what has been changed. However, the model merge does not provide a comparison of
changes in the layout, sizing, or ordering of model elements.

Note: For more information about each version control system, refer to the appropriate program documentation.

Note: Together 2007 and later versions of the product do not include integrations with version control systems
(StarTeam, ClearCase). These integrations are available separately. Eclipse clients for corresponding
versions control systems are not bundled with the Together product and must be additionally installed to the
same Eclipse instance as Together.

Models, views, and files

It is important to be aware of the relationship between models, views, and the files used to store models and views
in Together.

Task-aware features

Task-aware features of Together make it easier to work with modeling resources under version control by
automatically finding all the resources that need to be checked out for the modeling resource to be modified. To
enable task-aware features, use the following Team options for locking files and managing modeling resources:

Path to option Options

Preferences k Team k Star Team k File k Locking Clear file lock on check-in and Mark unlocked working
files read-only

This option also exists on a project level.
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Preferences k Team k Modeling resources AutoCheckout modeling resource on edit.

While editing some model elements, a lock dialog box appears, which lists all resources that need to be locked. By
choosing Yes you apply a locking mechanism to the selected resources and they become writable. After modification,
when you are checking in the files, they will become unlocked and read-only. Each time you try to edit a read-only
file that is under version control, a dialog box appears suggesting that you lock the file for editing. To automatically
lock files on checkout, check the auto lock check box in the dialog box or use the Lock files on modification in
the Preferences k¥ Team Bk Star Team F File ¢ Locking page (this is a StarTeam Eclipse client option).

Note: The Preferences k Team k Star Team options are for a Version 10.1.0.24 of StarTeam and may be different
for other versions of StarTeam.

Note: The task-aware feature of Together cannot manage read-only files located inside a Package when this
package is moved or renamed. Eclipse does not let you automatically check out files in this situation. Use
Navigate to resources on the Team menu to select files for locking and then try to move or rename the
package again.

You can also use the Ignore default package diagrams option (Preferences k¥ Team F Modeling Resources)
to specify that default package diagrams are not stored or synchronized. This option adds default.txvpck and
default.txvClassDiagram20 patterns to the ignored resources.

Together Version Control Recommendations

Use an Eclipse Team Provider.

Check in the .txaPackage file.

Do not check in the default package diagram.
Use version control locking at the package level.

Consider the version control implications if you rename any diagrams or packages.
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Consult an expert if you need to resolve any merge conflicts.

Support for CVS edit/unedit commands

Together provides a number of additional variants of edit/'unedit commands for diagrams and packages in the context
menu Team. These commands are available when the Capability Team k CVS support for Modeling is enabled.
Commands help to perform version control operation on not the individual resources but the entire set of the related
resources.

For Diagram the available choices are:

Command Description

Edit/Unedit View Affects only the file of selected diagram (*.txv*)

Edit/Unedit View and Model Affects the file of selected diagram and also files (*.txv*/*.txa*)
containing elements shown on the diagrams regardless of their
package

Edit/Unedit View and package locally Affects the file of selected diagram and also files containing elements

shown on the diagrams from the same package

Edit/Unedit View and package recursively Affects the file of selected diagram and also files containing elements
shown on the diagrams from the same package and all its
subpackages
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For the package

Command Description

Edit/Unedit Affects the diagram and model files (*.txv*/*.txa*) in the selected package

Edit/Unedit Recursively Affects the diagram and model files in the selected package and all its subpackages
recursively

Related Concepts

Together Capabilities Activation

Related Procedures

Using Version Control and Teams in Together

Related Reference

Common Diagram Context Commands
Package Context Menu
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Project Documentation

This part describes the documentation generation facility and documentation template basics.

Related Concepts

Documentation Generation Overview
Documentation Template

Related Procedures

Generating HTML Documentation
Creating Custom Documentation Template
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Documentation Generation Overview

Together enables you to create external documentation for the open projects, or from the command line. Use the
generated reports to illustrate your projects with the documentation in one of the available formats.

Documentation generation is available for all types of Together projects, including Business Process, Data Modeling,
Pattern Definition or Profile Definition projects.

The generated documentation can include the results of Audits, as well as the information extracted from the
integrated products (for example, from CaliberRM).

Documentation output formats

You can generate documentation in one of the following output formats:

¢ RTF
HTML
TXT
PDF
XSL-FO
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By default, documentation is generated in HTML format.

Documentation files

All the documentation that Together generates is written to a single directory that you specify in the documentation
generation dialogs. By default, this is the out folder of your Eclipse workspace.

The generated documentation opens in the appropriate viewer, associated with the output format.

If a report is generated from an Ecore model, the top package name is used as the model file extension. If a report
is generated from a domain, the domain name is used as the model file extension.

Documentation templates

Project reports are created by applying documentation templates to Together projects. The templates contain
commands to the documentation generator; the projects provide the source of project-specific data. Documentation
templates are * . tpl text files with formatting instructions and tags for the commands.

Together comes with a set of predefined templates and also lets you create custom documentation templates, using
the built-in Documentation Template Designer.

Custom Together templates make it possible to use styles, headers and footers from the Word documents.
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Related Concepts

Organization of a Documentation Template

Related Procedures

Generating HTML Documentation

Generating Project Documentation Using Template
Generating Project Documentation from Command Line
Configuring the Documentation Generation Facility
Creating Custom Documentation Template

Using Word Documents in Documentation Templates

Related Reference

Documentation Template Designer
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Documentation Template

The documentation generator uses Together projects and templates to produce project reports. You can use
predefined templates that are delivered with the product, or create your own custom templates, using the Template
designer. This part discusses the structure of templates, its zones, sections and controls.

In This Section
Documentation Generator Metamodel
Documentation Generator makes use of its own metamodel that defines the hierarchy of metatypes.

Organization of a Documentation Template
This topic describes the organization of a documentation template and the correspondence between the
elements of a template and the generated output.

Documentation Template Sections
This topic describes sections of a documentation template.

Documentation Template Controls
Controls are the items in documentation templates that determine the contents of reports.

Multi-frame Documentation Templates
This topic describes multi-frame documentation templates structure.

Hyperlinks in Documentation
A hypertext link connects a link reference (starting point or source) to a link destination (target).

Javadoc Link References
Together supports Javadoc References (or JDRefs), which are the expressions associated with Javadoc
tags.

Enable Conditions
Enable conditions are Boolean expressions for turning section processing on or off.
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Documentation Generator Metamodel

The Documentation Generator (DocGen) has its own metamodel described in the metamodel plugins
\com.borland.gendoc.core 8.1.0\templates\MetaModel .mm definition file.

It is a textual file that defines the metatypes hierarchy, how metatypes correspond to the model elements, the types
of elements another element can contain, and the properties of each metatype. The beginning of each model
definition file lists the properties that DocGen knows. These include DocGen-specific properties and others.
Properties are defined as follows:

property name = "[name of property localization key]"

The remainder of each model definition file contains the metatype definitions. The major fields in the definitions are
as follows:

¢ name: metatype name

extends: parent metatype

full name: the name displayed in the Documentation Template Designer

metatype filter: defines the correspondence between metatype and model element

rwi entity: the type of the related element in Together API
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properties: a list of properties available for this type; descendant metatypes inherit their properties from

parent metatype

¢ excluded properties:items listed among the properties that are not documented when using the "all
properties' scope in Property iterator

¢ contained metatypes: metatypes that can be contained by this metatype

The name field for each type is always present. The existence of the other fields varies with the type. An example
of a metatype definition follows:

<metatype>

name=NODE

extends=ELEMENT rwi entity=node

full name="[gendoc/gen doc_by templatel/full name NODE]”

properties = $package }
contained_metatypes = { NODE; MEMBER; LINK }
</metatype>

An element iterator or folder can contain nested element iterators whose type is listed among its contained
metatypes, the contained metatypes of its parent, or indirectly through the contained metatypes of one of its
contained metatypes. For example, an element iterator with a DIAGRAM scope can contain nested element iterators
with the following scopes:

¢ hyperlink (inherited from ELEMENT)
diagram reference

diagram

node

link

* & & o o

member (indirectly through the contained metatype, NODE)
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Element properties are inherited. An element iterator can contain nested property iterators whose type is inherited
from its ancestor or listed directly among its properties. For example, an element iterator with a DIAGRAM scope
can contain nested property iterators for the following types of scopes: shapetype, name, documentation, annotation,
hyperlink, url (inherited from ELEMENT), package, stereotype, and alias.

Related Concepts

Organization of a Documentation Template
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Organization of a Documentation Template

A documentation template is a *. tpl text file that contains instructions to the Documentation Generator. Project
reports are created by applying documentation templates to Together projects.

In this section you will learn about:

¢ Zones of a template

¢ Body of a template, and its representation in a generated report
¢ Root object metatype
¢

Current model elements

Zones of a template

Documentation templates consist of headers, footers, and body sections. The Documentation Template Designer
divides templates into five major zones:

¢ Page header
Report header
Body

Report footer
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Page footer

The zones are horizontal bands that go across two panes. The scope pane, which is on the left, reveals the template
structure. The details pane on the right shows the contents of the zones, which include commands to the DocGen
engine. Context menus for each zone are different in the scope pane and in the details pane.

Headers and footers are at the top and the bottom of the Designer window. The report header and the report footer
apply only once per document. Page headers and footers apply once per page for RTF documentation; they are
ignored for HTML and text documentation.

The body zone of a template contains the commands that produce the body of the generated report. DocGen builds
a report into horizontal regions. Each region in the report corresponds to a section in the template that determines
the data for that region and how that data should appear.

Body of a template

The body of a documentation template is organized into a hierarchy of sections. Some sections in the body are
nested inside others. Some sections have siblings. Sections that are not nested within any others are children of the
root. The scope pane reveals the tree structure, indenting each section according to its level in the tree.

Root object metatype

Every section in the body of a template has a section scope. Scopes are based on metatypes that correspond to
the different types of model elements. The section scope of the body zone corresponds to the root object metatype.

The model itself is considered to be a special metatype, which is the default root metatype for a new template.
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Current model element

Documentation Generator uses a dynamic current model element to go through a template and access specific
project information. The type of the current element is the metatype for the section that the engine is currently
processing. The value of the current element changes according to when the processing for the section takes place.

The body of a report is created starting from the root element, going in a “depth-first” fashion. In other words,
processing starts with the first root section, visiting it along with any of its nested subsections before continuing to
the next root section. This pattern is recursive: visit the sub-tree rooted at a section before going to the next sibling
section. For each sibling of a section, DocGen begins its processing with the same current element.

Related Concepts

Documentation Generation Overview
Documentation Template Sections
Documentation Template Controls

Related Procedures

Creating Custom Documentation Template

Related Reference

Documentation Template Designer
Area Properties
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Documentation Template Sections

The body of a newly created template consists of a generic element iterator and a static section nested within. It
provides a minimal base for constructing the tree of sections. Every new section must be a sibling or a child of an
existing section.

There are six different types of body zone sections:
¢ Static sections

Element iterators

Element property iterators

Folder sections

Calls to stock sections
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Calls to template sections

Static section
Static sections contain the commands to the Documentation Generator for getting project data.

Of all kinds of body sections, only static sections contain controls for producing actual output. Headers and footers
can also contain controls. Folders and iterators, which cannot directly contain controls, must have at least one static
section nested somewhere within.

You can edit properties of a static section. Refer to the Static section reference for details.

Element iterators

Element iterators provide a way of looping through elements of a model. Each element iterator has its own metatype,
which must be consistent with the metatype of the iterator’s parent’s.

If you want an iterator to be able to access an entire model, choose Package as the metatype.

In an element iteration section, a new current element is calculated according to the current element of the parent
section and the metatype of the iterator. Documentation Generator loops through an element iteration section using
each possible new element as the current element for that iteration. The properties of an element iterator affect the
way a new current element is calculated and how it changes during iterations. If no elements are encountered
corresponding to the iterator’'s metatype, no documentation is produced.

Element iterators can have headers and footers. If the section execution does not result in output, then the iterator’s
headers and footers are ignored.

Scope options determine which elements of the model this iterator will document. Each iterator works over the sub-
tree of the model that is rooted at the current element (the element that starts the iteration).

You can edit properties of an element iterator. Refer to the Element Ilterator reference for details.

Element property iterators
Element property iterators are for looping through the properties of model elements.

Element iterators traverse model elements. Element property iterators traverse element properties instead of
elements.
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A property iterator can reside inside an element iterator, folder, or property iterator. A property iterator must contain
at least one static section, folder section, or call to a stock section or template. A property iterator may also contain
an element iterator, or another property iterator.

A property iterator is described by its properties, such as its iteration scope and sorting. Refer to the Property
Iterator reference for details.

Folder sections

Folder sections group other sections together. A folder has at least one nested section, and it may have a header
or footer. In that sense, folders are similar to element iterators, except that DocGen executes folders only once.

Folders inherit their metatypes from their parents. The sections nested within a folder must be consistent with its
metatype. Folders provide a way to put section-level properties on their contents. This includes enabling conditions
for toggling its processing on and off.

Folders can have headers and footers. If the sections in a folder do not result in output, then the folder’s headers
and footers are ignored.

A folder section is described by its properties, such as its output style and enable condition. Refer to the Folder
section reference for details.

Calls to stock sections

Stock sections are reusable folders or iterators that reside in the template’s collection of stock sections. They are
not shared among different templates. When a call to a stock section is processed, it is the same as if the called
stock section were simply embedded at the position of the call.

Stock sections are especially convenient for frequently used constructs. You can insert a call to a stock section from
any section whose metatype is consistent with the metatype of the stock section. Stock sections may contain calls
to other stock sections, as well recursive calls to themselves.

You can edit properties of a call to stock section. Refer to the Call to stock section reference for details.

Calls to template sections

With a call to a template, DocGen can produce documentation using a different template without terminating the
current one.

When a template is called, the current element of the calling template becomes the root element of the called
template. A calling template can pass additional information to the called template through template parameters.

Calls to templates make it possible to construct a library for generating documentation for particular model elements
(class, actor, use case, and so on).

You can edit the properties of a call to a template section. Refer to the Call to template section reference for details.
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Related Concepts

Documentation Generator Metamodel

Related Procedures

Creating Custom Documentation Template
Creating Sections

Related Reference

Static Section Properties
Element lterator Properties
Property lterator Properties
Folder Section Properties

Call to Stock Section Properties

153



Documentation Template Controls

Of the six kinds of body sections, only static sections contain controls for producing actual output. Headers and
footers can also contain controls. Folders and iterators, which cannot directly contain controls, must have at least
one static section nested somewhere within.

When you insert a new control, the Documentation Template Designer displays a dialog box for setting the control’s
properties. The template shows each control as a shaded rectangle in the details pane. You can change the
properties of a control after it is created.

The controls described in this section include:
¢ Label

Image

Panel

Formula

Data

Include Text

* & & o o

Label, Image, and Panel Controls

The simplest kinds of controls are labels, panels, and images.

Label

A label generates static text that is independent of its containing section. The text does not depend on the metatype
of the section or where the section belongs in the template. Placing identical labels in a header and a static section
results in the same output as long as the header and static section are not skipped. Label properties include the
label’s text, style (font, color, and border), and if and how to hyperlink the output.

Image

Depending on its type, an image can be external to the project or it can be a project diagram. You can put an image
control in a static section to include an image of a diagram in the generated document. Documentation Generator,
while processing the section, will create an image only if the current model element represents a model diagram.

Panel

A panel is simply a container for other controls. Panels are convenient for grouping controls together to provide a
uniform style and precise alignment. You can set the panel’s background color, border, and style, and the parameters
that will be passed to the controls within the panel.

Data Controls

Data controls provide the major mechanism of placing data from a project into a report. When a data control is
processed, the actual data are obtained from the current model element.

The source of information for a data control can be one of the following:

Element Property A property of the current element. The Data Control dialog box displays a list of every
property belonging to the metatype of the current model element.
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Generator’s Variable A variable used by DocGen. You can use this in report headers or footers to insert the
project name or the date and time the report is created.

Document Field A field of the report such as page number or bookmark. You can select Document Field to
insert page numbers and number of pages into page headers or footers. The Document
Field list is empty for report headers and footers.

Formula and Text Controls

Formulae provide a way to place data into a report that DocGen calculates when it processes the control. You must
enter the formula that DocGen evaluates to calculate that output. Both formula controls and text controls rely on
such formulas.

Formula controls

A formula is an expression that Documentation Generator can evaluate to a string. The expression can be a
combination of string literals, DG variables, and OCL or legacy RWI functions.

DG variables are special variables that are available to DocGen at runtime when it is producing a report. DG variables
include items such as current element, the date and time, and template parameters. Find the complete list of DG
variables, OCL functions and legacy RWI functions in the section Documentation Generator and Template Designer
Reference.

Supported formula types are Legacy and OCL. The syntax depends on the selected formula type, as shown in the
following table.

Supported formulae type Syntax
Legacy single quotes for string literals;

+ for string concatenation
-> for calls to functions via pointers
OCL OCL
The following examples demonstrate the usage of formulae expressions for the different formulae types.
Example 1:
From a section with a class metatype, put Package followed by the name of the containing package into the report:
Syntax Formulae expression

Legacy "Package " + getContainingPackage() —-> getProperty ("S$name")
OCL context umll4::kernel::classes::Class

'Package '.concat(self.getContainingPackage () .name)

Example 2

From a section with a generic class metatype, put Interface in the report if the current element is an interface and
put Class if it is not.

Syntax Formulae expression
Legacy if (hasProperty ("$interface"), "Interface", "Class")
OCL context umll4d::kernel::classes::Class

if self.interface then 'Interface' else 'Class' endif
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Include Text controls

Include Text controls are used for copying text from other files into a template. When you insert an Include Text
control, you must enter an expression for the location of the text file. The expression can be hard-coded as a string
literal, or it can use a formula as described above. Include Text controls have formatting properties identical to those
for formula and label controls.

Related Concepts

Documentation Template Sections
Hyperlinks in Documentation

Related Procedures

Creating Controls
Hyperlinking Documentation

Related Reference

Control Properties
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Multi-frame Documentation Templates

Multi-frame HTML documentation divides project reports into frames to give multiple views within the same browser
window. Multi-frame HTML documentation consists of two kinds of HTML files:

¢ A collection of HTML files to define the content for each frame

¢ A frameset file to specify the layout of frames

A frameset template consists of two major parts. One part describes the frameset file that can be defined through
the template properties. The other part, which is the body of the frameset template, contains calls to the templates
that provide the contents of the frames.

The body of a frameset template is similar to the body of an ordinary document template. A frameset template body
can contain any number of iteration sections (element iterators and property iterators), folder sections, and stock
section calls. However, static sections and headers and footers for folder sections and iterators are prohibited. Calls
to template sections replace static sections to produce the actual output.

The section properties of a call to template determine how the output for a template call can be used. With multi-
frame HTML documentation, calls to template sections typically generate separate files that can be loaded into a
frame of the resulting HTML project documentation.

When the Documentation Generator processes a frameset template, it produces the frameset HTML file and the
separate HTML files for the frame content. The Documentation Generator begins processing a frameset template
at its body. When it encounters a call to a template section, the engine suspends the current template execution,
loads the called template, and processes it to produce a separate HTML document. The root element for the called
template is the current model element of the calling template. After the called template's processing is completed,
the Documentation Generator resumes executing the calling template. After the body of the frameset template has
completed processing, the Documentation Generator produces the special HTML frameset file. This file corresponds
to the frameset structure specified in the template properties. The name of the frameset file matches the name of
the frameset template. It is the starting point of the generated documentation.

Related Concepts

Documentation Generation Overview

Related Procedures

A Typical Scenario of Creating a Template for Multi-Frame Documentation

Related Reference

Frameset Template Properties
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Hyperlinks in Documentation

A hypertext link connects a link reference (starting point or source) to a link destination (target). The link reference
is a text or image in the HTML document. The link destination is a file (usually an HTML document or an anchor in
an HTML document). Document templates support both references and targets. Link references are properties of
controls. Link targets are properties of static sections, headers, and footers.

Any generated output that contains an anchor or bookmark can be a link target. Documentation templates have
facilities for inserting anchors at the “main documentation” of model elements.

It is occasionally necessary to provide link references to several different documents (or locations in HTML files)
created with the same model element. For example, along with the main documentation file created for a package,
there could be a different HTML document that simply lists all classes in the package. If this listing document were
in a separate “navigation” pane, it would serve as an index for the package. Clicking the package on a diagram (or
in some more general text) could load that listing document in the navigation frame. The Documentation Template
Designer enables you to target different documentation locations generated by the same model element.

Link references in multi-frame documentation can have multiple targets. Clicking on such a reference could
simultaneously load two different documents in two different frames. For example, suppose a diagram element
represents a package. Clicking on this element could load the image of the package diagram in one frame and the
main (textual) documentation for the package in another. Such link references are named compound.

Related Procedures

Hyperlinking Documentation

Related Reference

Control Properties
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Javadoc Link References

Javadoc References (or JDRefs) are the expressions associated with Javadoc tags suchas {@1link} and

@see. You can use them to create link references inside documentation text ({@1ink}) as well as with some other
documenting tags. The Documentation Generator can convert JDRefs into real hypertext links. Each JDRef should
conform to the rules described in the standard Javadoc documentation. There are three types of Javadoc references.

¢ Anelement reference refers to an element of the model (such as method, class, or package). The general form
of an element reference is package.class#member label, where package.class#member is the
referenced model element and label is optional text to be displayed with the link. (If label is omitted, the name
of the referenced element is displayed.) The Documentation Generator can convert each element reference
into a hyperlink to the main documentation of the element.

¢ URL reference represents a link to a relative or absolute URL. The general form of an URL reference is <a
href="URL#value">label</a>

¢ Textreference has the form "string" (a text string in double-quotes). A text reference is simply information that
does not represent a hyperlink.

A JDRef appears in one of two forms:

¢ inside {@1ink} tags embedded in documentation text. The JDRef is the value of the $Sdoc property and other
Javadoc element’s properties.

¢ as the value of some Javadoc element’s properties such as see.

The Documentation Template Designer provides conversions for both cases. You need to specify the conversion in
the properties of the control.

Related Procedures

Creating Javadoc Link References (Advanced)

Related Reference

Control Properties
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Enable Conditions
Enable conditions are Boolean expressions for turning section processing on or off. They are created using the OCL
or legacy notation.

An enable condition is evaluated before stepping into this section, so the properties of the metatype of a section are
not available to the Documentation Generator at the moment of expression evaluating. Enable conditions typically
have subexpressions that are calls to special DG functions returning DG options and template parameters. (See the
list of DG functions and variables in the Documentation Generator and Template Designer Reference.) They can

also use the properties of the upper-level section metatype. The results can be joined together with logical operators
under the usual precedence rules. The following table shows two examples of the enable conditions in the Legacy

and OCL notation:

Legacy OoCL

getDGVariable ('reportScope') != context OclAny
'current diagram'’

getDGVariable ('reportScope') <>
'current diagram'

getContainingNode () -> hasProperty context uml::kernel::Element
("Sinterface")

self.getContainingNode () .oclAsType
(umll4::kernel::classes::Class) .interface

Related Concepts
OCL Support

Related Procedures

Creating Sections

Related Reference

DG functions in Formulae Expressions
Folder Section Properties
Static Section Properties
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Procedures
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Procedures

This section provides how-to information for the various areas of software development supported by Together.

In This Section
Getting Started Procedures
This section provides how-to information that will help you start using the product.

Diagrams
This section describes how to create Together diagrams, customize their appearance, and populate
diagrams with elements and shortcuts.

Together Projects
Provides how-to information on using Together projects.

Together Profiles
This section provides how-to information about Profiles in Together.

Configuring Implementation Projects
This part provides how-to information on setting Together preferences and options for the source code
projects.

Together UML 2.0 Diagrams
Provides how-to information on using Together UML diagrams.

Together UML 1.4 Diagrams
Provides how-to information on using Together UML diagrams.

Together Business Process Modeling
Provides how-to information about Together Business Process Modeling project.

Data Modeling Procedures
This section describes how to work with ER diagrams and create logical and physical data models.

Model Driven Architecture
This section provides how-to information on using the Together MDA feature.

Comparing and Merging Models
Describes how to compare models and model elements with each other, and perform history comparison
with the earlier versions of the model stored in Version Control Systems (VCS).

Together Object Constraint Language (OCL)
This section provides how-to information on using Together OCL facilities.

Patterns and Templates
This section provides how-to information on using patterns with Together.

Together Quality Assurance
This section provides how-to information on using Together Audits and Metrics.

Using Version Control and Teams in Together
This section describes the use of Version Control Systems (VCS) with Together.

Managing Requirements with Together
Provides how-to information on using Together for creating requirements, managing traces, generating
requirements documentation and more.

Generating Project Documentation
Provides how-to information on using Together Documentation Generation facilities.
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Together Documentation Templates Procedures

This section provides how-to information on creating and editing custom documentation templates using the
Documentation Template Designer.

Interoperability and Migration

Provides how-to information on exchanging model information between the various products of the Together
product line.
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Getting Started Procedures

This section provides how-to information on configuring Together, working with projects, and more.

In This Section
Activating Together Capabilities

You can use the Preferences or Advanced Capabilities Settings dialogs to enable or disable Together
capabilities

Adding a Single Model Element to a Diagram
How to create a single model element.

Bookmarking Model Elements
How to bookmark model elements for easy access.

Choosing a Together Perspective
How to choose a Together perspective.

Configuring Together Preferences on the Workspace and Diagram Levels
How to define Together preferences on the workspace and diagram levels.

Creating a Browse-Through Sequence of Diagrams
How to create a browse-through sequence of diagrams.

Creating a Diagram
How to create a diagram in a Together project.

Creating a Project
How to create a project in Together.

Creating a Shortcut
How to create a shortcut.

Creating a Simple Link
How to create a simple link.

Deleting a Diagram
How to delete a diagram.

Deleting Elements
How to delete an element from a diagram.

Hiding and Showing Model Elements
How to hide or show model elements.

Opening a Diagram
How to open an existing diagram in the Diagram Editor.

Opening a Diagram Element in the Source Code Editor
How to open a code-generating element in the Source Code Editor.

Printing Diagrams
Lists the steps for printing diagrams.

Reusing Existing Source Code in Modeling Projects
How to use existing source code in modeling projects.

Selecting Model Elements
How to select model elements.

Using Drag-and-Drop
How to use drag-and-drop.
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Using Example Projects
How to use sample projects in Together.
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Activating Together Capabilities

To enable or disable all Together capabilities in a category

1 Select Window k Preferences to display the Preferences dialog.

2 Expand the General item in the tree view and select Capabilities. You can enable or disable complete
categories in the Capabilities area.

3 Click OK.

To enable or disable individual Together capabilities

1 Select Window k Preferences to display the Preferences dialog.
Expand the General item in the tree view and select Capabilities.

Click the Advanced button to display the Advanced Capabilities Settings dialog. You can expand categories
in the Capabilities tree view to enable or disable specific Together capabilities. You can also click Restore
Defaults to restore the default Together capabilities settings, Enable All to enable all Together capabilities
settings, or Disable All to disable all Together capabilities settings.

4 Click OK.

Related Concepts

Together Capabilities Activation
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Adding a Single Model Element to a Diagram

You can create a single node element using the diagram Palette, or the New command of the diagram context menu.

To create a single model element
1 Open a target diagram in the Diagram Editor .

2 On the Palette, click the icon for the element you want to place on the diagram. The button stays down.

Tip: Icons are identified with tooltips.

3 Click the diagram background in the place where you want to create the new element. This creates the new
element and activates the in-place editor for its name.

Tip: Alternatively, you can right-click the diagram background in the Diagram Editor , or the diagram node in the
Model Navigator, and choose New on the context menu. The submenu displays all of the basic elements that
can be added to the current diagram and the Shortcuts command.

Related Procedures

Adding Multiple Elements to a Diagram
Creating a Simple Link
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Bookmarking Model Elements

Together allows you to bookmark model elements. Bookmarked elements are listed in the Model Bookmarks view.

To add or remove a bookmark

1 To add a bookmark, right-click an element on the diagram editor and choose Model Bookmarks ¥k Add
Bookmark.

2 Toremove a bookmark, right-click an element on the diagram editor and choose Model Bookmarks ¥ Remove
Bookmark

Alternatively, you can use the context menu of the Model Bookmarks view to remove a bookmark.

To navigate to a bookmarked element

1 Open the Model Bookmarks view.
2 Right-click a bookmark and choose either Show in Model Navigator or Select on Diagram.

Note: Double-click a bookmark in the Model Bookmarks view to select the element on the
diagram.

Related Reference

Model Bookmarks View
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Choosing a Together Perspective

Together changes the user interface according to how you want to work with Together by providing several
perspectives. By default, Together starts with the Modeling perspective.

Note: The way you have Together configured influences which perspectives and views you can choose from. For
example, clicking the Take me to the DSL workbench link from the Welcome page displays only the DSL
Workbench's default perspectives. In order to display a list of all the perspectives, check the Show all check
box in the Open Perspective dialog box. An additional Confirm Enablement dialog box might appear that
requires you to enable any necessary capabilities.

To choose a Together Perspective

1 On the main menu, choose Window k Open Perspective k Other. The Select Perspective dialog box opens.
2 Select one of the Together Perspectives from the list and click OK.

After you select a perspective, Together automatically customizes the interface to provide ready access to only the
relevant elements of the interface, and to show only the information in the model that best supports the chosen
perspective. Interface elements and/or model information that are not generally relevant to the perspective are
hidden. You can still access hidden information by changing the relevant configuration options and restoring hidden
panes manually, but you may find it easier to just switch perspectives.

Related Concepts

Together Capabilities Activation
Tour of Together

Related Procedures

Activating Together Capabilities
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Configuring Together Preferences on the Workspace and Diagram
Levels

You can flexibly change configuration of Together. Use the Preferences dialog box to tune modeling features to
best fit your requirements.

The Preferences dialog window provides a number of diagram customization settings. You can configure the
appearance and layout of the diagrams, specify font properties, member format, and level of detail on the diagram
and workspace levels.

To configure Together settings on the workspace level

On the main menu, choose Window k Preferences.

In the Preferences dialog window, expand the Modeling category.
Click the desired subcategory.

Edit configuration options as required.

a b ON -

Click OK to apply changes and close the dialog window.

You can configure certain diagram-specific options (Diagram, Layout, View management and Print) on the diagram
level.

To enable configuration changes on the diagram level

On the main menu, choose Diagram F Preferences.

Set the checkbox Enable diagram-specific settings.

Click the desired subcategory (Diagram, Layout, View management and Print).
Edit configuration options as required.

a A O N -

Click OK to apply changes and close the dialog window.

To disable configuration changes on the diagram level

1 On the main menu, choose Diagram k Preferences.
2 Clear the checkbox Enable diagram-specific settings.
3 Click OK to apply changes and close the dialog window.

Related Reference

Together Preferences
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Creating a Browse-Through Sequence of Diagrams

You can link entire diagrams at one level of detail to the next diagram up or down in a sequence of increasing
granularity, or you can link from key use cases or actors to the next diagram.

To create a browse-through sequence

1 Open the main diagram of the sequence you are going to create.
2 Select the source model element, or right-click the diagram background to link the entire diagram.

Tip: It is recommended that you use some common approach for all links in your sequence.

3 Create a hyperlink to the next diagram or model element you would like to participate in the sequence. The titles
of source and destination model elements turn blue.

4 Open the destination diagram.
Repeat steps 3-5 for all parts of your sequence.
Optionally, create hyperlinks in the reverse motion.

Related Concepts
Model Hyperlinking Overview

Related Reference

UML 1.4 Use Case Diagrams
UML 2.0 Use Case Diagrams
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Creating a Diagram

Diagrams exist within the context of a project. Create or open a project before creating any new diagrams.

To create a new diagram from the Model Package Explorer

1 In the Model Package Explorer view, right-click on a package or the project root.

2 From the context menu, select New Diagram. The New Diagram Wizard displays. See To create a diagram
using the New Diagram Wizard below for more information.

Alternatively, right-click the default diagram of a source package, select New Diagram, and choose the diagram
type from the submenu.
To create a new diagram from the Model Navigator

1 In the Model Navigator, right-click on a package or the project root.
2 From the context menu, select New Diagram and choose the diagram type from the submenu.

To create a new diagram using the Diagram Editor toolbar

1 Click the arrow to the right of the New Diagram icon on the diagram editor toolbar.
2 Choose the diagram type from the submenu.
or

1 Click directly on the New Diagram icon. The UML Diagram dialog opens.

2 In the resulting dialog, select a diagram type from the drop down list. Select the package where the new
diagram will be created. Click Browse to choose a package. Enter a name for the new diagram.

3 Click Finish.

To create a new diagram using the New Diagram Wizard

1 Select File ¥ New F Diagram.
2 Specify the properties for the new diagram as follows:

¢ Location: By default, the new diagram is created in the package selected before the wizard displays.
¢ Type: Use the drop down list to select a diagram type. By default, the Class Diagram is selected.

¢ Name: Use the text field to type a name for the new diagram.

3 Click Finish.

To create a class diagram from a package diagram

1 On the package diagram, select classes that you would like to display in a separate class diagram.
2 On the main menu, select Model # Generate Class Diagram.
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Note: This action is available only when several classes are selected.
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Creating a Project

Together provides several projects that you can work with. The projects in Together are created in the same manner.
While creating a project, you will specify different options depending on the type of project.

To create a Together Project

1 Select File ¥ New F Project on the main menu. The New Project wizard displays.
2 Expand the Modeling node in the tree view list, and select the type of project you want to create. Click Next.
3 Follow the wizard steps to specify necessary options for a new project and click Finish to complete the wizard.

Related Concepts

Together Project Overview

Related Procedures

Together Projects

Related Reference

Together Projects

174



Creating a Shortcut

You can create a shortcut to a model element from the current project or from the projects connected by cross-
projects references, by using three methods:

¢ By choosing New Shortcut on the Diagram Editor context menu
¢ By dragging and dropping a shortcut from the Model Navigator

¢ By choosing Add as Shortcut on the Model Navigator context menu

To create a shortcut by using the Shortcuts dialog window

—

Right-click the diagram background.

N

Choose New F Shortcuts on the context menu.

Tip: Use the CTRL+SHIFT+N keyboard shortcut

3 In the Shortcuts dialog window, choose the required element from the tree view of available contents.

Note: If the project has cross-project references to the other projects in the workspace, the
contents of these projects is available for being added as a shortcut.

H

Click Add to place the selected element to the list of the existing or ready-to-add elements.

a

When the list of ready-to-add elements is complete, click OK.

To create a shortcut by using drag-and-drop

1 Select the element in the Model Navigator.
2 Drag-and-drop the element onto the diagram.

To create a shortcut by using the Model Navigator context menu

1 Open the diagram where the shortcut will be added.
2 In the Model Navigator, select the element to be added to the current diagram as a shortcut.
3 Right-click the element in the Model Navigator and choose Add as Shortcut on the context menu.

Related Concepts

Model Shortcut Overview

Related Procedures

Establishing cross-project references
Adding a Single Model Element to a Diagram
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Creating a Simple Link

You can create a link to another node, or a shortcut of an element of the same or another project (these projects
must be of the same UML version).

To create a simple link between two nodes
1 On the diagram Palette, click the button for the type of link you want to draw in the diagram. The button stays
down.
Click the source element.
Drag to the destination element and drop when the target element is highlighted.

Related Procedures

Rerouting a Link
Creating a Link with Bending Points
Creating Model Element by Pattern

Related Reference

Class Diagram Relationships
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Deleting a Diagram

Warning: You cannot delete the default diagram created automatically for a package.

To delete a diagram

1 Inthe Package Explorer, select the diagram to be deleted.
2 On the context menu, choose Delete.
3 Confirm deletion, if required.

Related Procedures

Creating a Diagram
Closing a Diagram
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Deleting Elements

All elements shown on diagrams are shortcuts to actual model elements. When deleting an element on a diagram,
you have the option to delete either the shortcut from view or delete the element from the model (except classes on
synchronized package diagrams). This behavior is configured in the Modeling Preferences.

To delete an element

1 Select the element on the diagram.
2 Choose Delete on the context menu of the element.

Tip: Alternatively, click the DELETE key.

3 Confirm deletion, if this behavior is selected in the Modeling Preferences.

To delete an element from View

1 Select the element on the diagram.
2 Choose Delete from View on the context menu of the element.
3 Confirm deletion, if this behavior is selected in the Modeling Preferences.

Related Procedures

Adding a Single Model Element to a Diagram

Related Reference

Modeling Preferences

178



Hiding and Showing Model Elements

You can control the visibility of elements on a diagram by using the Hide command (available on the context menu
for individual diagram elements) and the Show/Hide command (available on the diagram context menu).

To hide elements using the Diagram Editor
1 Open the Diagram Editor .
2 Do one of the following:
¢ Select the element on the diagram, right-click and choose Hide on the context menu.

¢ Select multiple elements on the diagram using CTRL+CLICK or by lassoing, and select Hide from the context
menu.

¢ Right-click the diagram background and choose Hide/Show on the context menu. The Show Hidden
dialog box opens, as discussed below.

To show or hide diagram elements using the Show Hidden dialog box

1 Right-click the diagram and choose Show/Hide on the context menu. The Show Hidden dialog box opens.
Select the element(s) that you want to hide from the Diagram Elements list.
To add elements in the Diagram Elements list to the Hidden Elements list, do one of the following:
¢ Double-click the element.
¢ Click the element once and click Add.

¢ Select multiple elements using CTRL+CLICK and click Add.

4 To remove items from the Hidden Elements list, do one of the following:
Double-click the element.
Click the element once and click Remove.

Select multiple elements using CTRL+CLICK and click Remove.

* & & o

To remove all items from the Hidden Elements list, click Remove All.

5 Click OK to close the dialog box.

Related Procedures
Adding a Single Model Element to a Diagram

Related Reference

View Management Preferences
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Opening a Diagram
You can open diagrams from the Model Navigator, Model Package Explorer, or by using the Diagram Editor toolbar.

In this section you will learn how to:
4 open an existing diagram

¢ cancel a diagram's opening process

To open a diagram

1 In the Model Navigator view, navigate to the diagram you want to open.
2 Select the diagram node in the tree-view and do one of the following:

¢ Double-click the diagram
¢ Select Open from the context menu

¢ Select Open in Active Editor from the context menu (this replaces the contents of any currently opened
diagram)

You can use the Diagram Editor toolbar to open the parent diagram.

To terminate a diagram opening

1 Open diagram as described above.
2 |n the Diagram opening information dialog, click Stop.

The Diagram Editor displays the diagram with those elements that have been loaded before termination. Under the
diagram title, a message appears informing the user that the diagram contents were only partially loaded.

Note: The layout of a diagram may get adjusted automatically when opened. This happens in order to take into
account changes which may have happened to the model elements shown on the diagram, or to the diagram
preferences controlling the elements presentation while the diagram was closed (off-line).

For example: Assume the diagram has a class and a link coming from its bottom edge to
some other class shown below. While the diagram was closed the class may have had a few
members removed or the font size set to be smaller. Any of these changes would cause the
height of the class to get smaller. That in turn needs the position of the link end to be adjusted.
Such a change would normally cause a diagram file to be resaved.

If the corresponding diagram file is under the version control that would cause an outgoing
change, which may be unwanted if the diagram was opened without the intention to edit it
during the current session, but rather simply to view and close.

With Together 2008 R3 an option is provided that allows user control whether or not such
changes should be saved (Windows k Preferences k Modeling ¥ Diagram F If layout
is changed on diagram open). Save is the default state, which mimics previous Together
behavior: in this case the changes are silently saved. Other choice is Ignore. With this the
changes will not be saved immediately, but will be indicated with a ™' at the name shown on
the corresponding diagram editor Tab. If the diagram or underlying model has no other
changes intentionally made from Ul, then when it is closed the changes are dropped. Note
that the ™' marker will disappear if further edits are made to the diagram as it indicates that
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only automatic changes have been made; once intentional changes are made the marker
isn't needed as the automatic changes will be saved as well.

Related Procedures

Opening a Parent Diagram

Related Reference

Diagram Preferences
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Opening a Diagram Element in the Source Code Editor

Based on the LiveSource technology, you can open elements for editing and synchronize your model with the source
code.

In this section you will learn how to:

¢ Open a source-generating element in the Editor

¢ Enable synchronization between diagram and source code.

To open a source-generating element in the Editor

1 Right-click an element in the diagram.
2 On the context menu, choose Open.

Tip: Alternatively, press F3 or just double-click the element.

To enable synchronizing source code with the model

1 On the main menu, choose Window F Preferences k Modeling k¥ Diagram.
2 Check the option Synchronize source code editor to diagram.

Tip: Alternatively, just click Link with Editor button on the diagram toolbar.
If the source code editor is opened for a class and a class member is selected, the editor for this class gets focus,
and the member is selected in the source.

Related Concepts

Roundtrip Engineering Overview
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Printing Diagrams

To print a diagram or multiple diagrams

1 Open the diagram or select the tab in the Diagram Editor that displays the diagram.
2 Select File ¥ Print on the main menu. The Print Diagram dialog box is displayed.
3 Select the scope for printing.
4

If you check the option Print whole diagram as an image, the Print diagram as black and white image option
becomes enabled. Make your selections.

o

Click the Preview >>> button to see how the diagram or diagrams look with the current print settings.
Click the drop-down arrow to set the Preview Scale factor.

Click the Print Options button to define Together Print Preferences. You can use the scroll bars to scroll around
the diagram or to view other diagrams that were included in the scope.

8 Click Print to proceed to the standard print dialog box where you can select your printer.

Note: There is a known issue that the Java print library is not able to update the standard printer settings. Be sure
to check the paper and orientation and set them, if needed, to the settings in the Together Print Preferences.

Related Procedures

Print Preferences
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Reusing Existing Source Code in Modeling Projects

Together allows you to convert your existing source code to UML models. Together provides two ways to use reverse
engineering:

¢ Convert the existing source while creating a new project

Import the existing source code to a Java Modeling project

To import Java source code while creating a new project

1
2
3
4

On the main menu, choose File ¥ New F Project.
Expand the Modeling node and select Java Modeling Project. Click Next
On the Java Modeling Project page, type the project's name. Click Next

On the Modeling Settings page, choose the desired metamodel (UML 2.0 or UML 1.4, UML 2.0 is default).
Uncheck the Store package properties in package diagram files if you like them being stored in txaPackage
files. Check Create design elements in separate files if you like to have each model element stored in its own
txa* file. Click Next

Skip the Profiles page unless you like to enable one or more profiles for your project. Click Next

On the Java Settings page, Source tab, click the Link Additional Source to Project button in the upper right
toolbar, use the Browse... button to specify the path to the existing source code folder. Click Finish. If you like
this linked folder to be the only source folder for your project, remove the default source folder using Remove
button.

Click Finish.

To import source code to the existing modeling project
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Right-click a source folder of the target Java Modeling project in the Navigator view and select Import... on the
context menu.

In the Import wizard, select General F File System and click Next.

Browse to the folder with source code to import.

Select sources you want to import or click Select all to import the entire folder.
Click Finish.

Related Procedures

Creating a Project
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Selecting Model Elements

Most manipulations with diagram elements and links involve dragging the mouse or executing context menu
commands on the selected elements.

In this section you will learn how to:
¢ Select one or more elements

¢ Cancel selection

To select an element

1 Open a diagram in the Diagram Editor .
2 On the diagram Palette, click the Select button.
3 In the Diagram Editor , click any element or a member to select it.

To select multiple elements, do one of the following

Hold down the CTRL key and click each element individually, OR
Click the background and drag a lasso around an area to select all the elements it contains, OR
Press CTRL+A to select all elements on a diagram, OR
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Right-click the diagram background and choose Select All on the context menu.

Note: To cancel a selection, press the ESC key.

Related Procedures

Aligning Model Elements

Related Reference

Together Keyboard Shortcuts
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Using Drag-and-Drop

Drag-and-drop applies to the members as well as to the node elements. You can move or copy members (methods,
fields, properties, and so on) by using drag-and-drop in the Diagram Editor or in the Model Navigator. You can also
change the origin and destination for links on your diagrams using drag-and-drop.

Drag-and-drop functionality from the Model Navigator to the Diagram Editor and within the Model Navigator works
as follows:

¢ Selecting an element in the Model Navigator and using drag-and-drop to place the element onto the diagram
creates a shortcut.

Using drag-and-drop while pressing the SHIFT key moves the element to the selected container.

Using drag-and-drop while pressing the CTRL key copies the element to the selected container.

To move a link to a new destination

1 Select a link in the Diagram Editor .
Hover the cursor over the destination arrow.

Drag the arrow and drop it on the new destination. If the destination element is not in view, drag the link in the
appropriate direction, and the diagram will scroll with you.

Tip: Follow the same instructions to move the link source to an allowable location.

Related Procedures

Selecting Model Elements
Moving Model Elements

Related Reference

Together Keyboard Shortcuts
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Using Example Projects

Together comes with a set of predefined sample projects.

To use a Together Example Project

1 Select File ¥ New F Project on the main menu. The New Project wizard opens.
2 Expand the Examples node in the tree view list, and select the project you want. Click Next.

3 Follow the wizard steps to specify the necessary options for a new project and click Finish to complete the
wizard.

Tip: Alternatively, choose File ¥ New k Example on the main menu.

Related Concepts

Together Project Overview

Related Procedures

Together Projects

Related Reference

Together Projects
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Diagrams

This section describes how to create Together diagrams, customize their appearance, and populate diagrams with
elements and shortcuts.

In This Section
Common Diagrams Procedures
This section describes procedures that apply to all types of diagrams.

Customizing Appearance of Together Diagrams
Lists the Customizing Appearance of Together Diagrams Procedures.

Populating Together Diagrams
This topic provides How-To information about creating node elements, links and members in all types of
Together diagrams.

Editing Together Diagrams
Lists the Editing Together Diagrams Procedures.
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Common Diagrams Procedures

This section describes procedures that apply to all types of diagrams.

In This Section
Annotating a Diagram
How to annotate a diagram.

Browsing a Diagram with Overview Pane
How to browse.

Changing the Default Diagrams Directory
Lists the steps for changing the default directory of the diagram files.

Closing a Diagram
How to close a diagram.

Creating a Diagram
How to create a diagram in a Together project.

Deleting a Diagram
How to delete a diagram.

Exporting a Diagram to an Image
How to export a diagram to an image.

Hyperlinking Diagrams
How to hyperlink diagrams.

Opening a Diagram
How to open an existing diagram in the Diagram Editor.

Opening a Diagram Element in the Source Code Editor
How to open a code-generating element in the Source Code Editor.

Opening a Parent Diagram
How to open a parent diagram of the current diagram.

Printing Diagram Elements
How to print one or more diagram elements.

Printing Diagrams
Lists the steps for printing diagrams.

Searching Model Elements
How to search model elements on diagrams.

Searching Model with OCL queries
How to search for model elements using OCL queries.
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Annotating a Diagram

Use the following actions to annotate a diagram:

1 Draw a note
2 Draw a note link
3 Type comments

To draw a note
1 In the Diagram Editor , you can:

¢ Hyperlink the note to another diagram or element.
¢ Edit the text when its in-place editor is active.

¢ Edit the properties of a note using Properties View.

2 |n the Properties View for the note, you can:
¢ Edit the text.

4 Change the foreground and background colors.

¢ Change the text-only property.

To draw a note link

Click the Note Link button on the Palette.
In the Diagram Editor , click the source element.
Drag the link to the destination element.
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Drop when the second element is highlighted.

Tip: You can use the Properties View to view both the client and supplier sides of the link.

To enter comments

1 To enter comments in the source code, use the Comment fields (Author, Since, Version) in the Properties View
for the class.

2 You can also enter source code comments directly into the code using the Editor.

Related Concepts

Model Annotation Overview

Related Procedures

Adding a Single Model Element to a Diagram
Creating a Shortcut
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Browsing a Diagram with Overview Pane

To open the Overview pane
1 Open a diagram and click the Overview button. The pane expands to show a thumbnail image of the current
diagram.
Click the shaded area and drag it. This is a convenient way to scroll around the diagram.
Resize the Overview pane by clicking the upper-left corner of the pane and dragging it.
Close the Overview pane by clicking the diagram.

Related Procedures

Zooming a Diagram
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Changing the Default Diagrams Directory

By default, Together diagram files are contained within the default design root folder, which is called the Model
Folder.

To change the default diagrams directory

1 Right-click the project root in the Model Navigator, or Model Package Explorer view, and select Properties. The
Properties dialog box displays.
Choose Design root path from the properties list on the left.
Specify the path in the Design root path field, and press OK.

Warning: The path name can contain only the folder name that the existing design root will be renamed to, not the
path to the folder.
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Closing a Diagram

To close a diagram

1 Switch to the Diagram Editor .
2 Click the cross icon to close the current view.

Tip: Alternatively, choose File k Close on the main menu, or CTRL+W.
Note: Closing a diagram does not remove it from your project.

Related Concepts

Together Diagram Overview
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Creating a Diagram

Diagrams exist within the context of a project. Create or open a project before creating any new diagrams.

To create a new diagram from the Model Package Explorer

1 In the Model Package Explorer view, right-click on a package or the project root.

2 From the context menu, select New Diagram. The New Diagram Wizard displays. See To create a diagram
using the New Diagram Wizard below for more information.

Alternatively, right-click the default diagram of a source package, select New Diagram, and choose the diagram
type from the submenu.
To create a new diagram from the Model Navigator

1 In the Model Navigator, right-click on a package or the project root.
2 From the context menu, select New Diagram and choose the diagram type from the submenu.

To create a new diagram using the Diagram Editor toolbar

1 Click the arrow to the right of the New Diagram icon on the diagram editor toolbar.
2 Choose the diagram type from the submenu.
or

1 Click directly on the New Diagram icon. The UML Diagram dialog opens.

2 In the resulting dialog, select a diagram type from the drop down list. Select the package where the new
diagram will be created. Click Browse to choose a package. Enter a name for the new diagram.

3 Click Finish.

To create a new diagram using the New Diagram Wizard

1 Select File ¥ New F Diagram.
2 Specify the properties for the new diagram as follows:

¢ Location: By default, the new diagram is created in the package selected before the wizard displays.
¢ Type: Use the drop down list to select a diagram type. By default, the Class Diagram is selected.

¢ Name: Use the text field to type a name for the new diagram.

3 Click Finish.

To create a class diagram from a package diagram

1 On the package diagram, select classes that you would like to display in a separate class diagram.
2 On the main menu, select Model # Generate Class Diagram.
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Note: This action is available only when several classes are selected.
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Deleting a Diagram

Warning: You cannot delete the default diagram created automatically for a package.

To delete a diagram

1 Inthe Package Explorer, select the diagram to be deleted.
2 On the context menu, choose Delete.
3 Confirm deletion, if required.

Related Procedures

Creating a Diagram
Closing a Diagram
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Exporting a Diagram to an Image

To export a diagram to an image

1 Place the focus on the diagram that you want to export in the Diagram Editor .

Choose File ¥ Export on the main menu. The Export wizard opens.
In the Select page of the wizard, choose Modeling ¥ Image (GIF, JPEG, Bitmap, EMF, SVG), and click

Next.

4 In the Export to Image page, specify the following settings:

¢

* & & o o

Destination file: enter the fully qualified name of the resulting file, or click the Browse button and navigate
to the desired location.

Diagrams scope: click a radio button to select the diagrams or diagram elements to be exported.
Format: select the desired format from the drop-down list.

Scale: enter magnification factor.

Export heading: check the option to save the image together with the diagram title.

Open in viewer: check the option to launch the default image viewer.

Click Next to preview, or Finish to complete the export.

Related Concepts

Model Import and Export Overview

Related Reference

Export Diagram to Image Wizard
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Hyperlinking Diagrams

Select Hyperlinks from the diagram context menu to create, view, remove, and browse hyperlinks.

Use the following techniques to create a hyperlink

Create a hyperlink to an existing diagram or element
Create a hyperlink to a new diagram

Create a hyperlink to an external URL or file

Browse hyperlinks
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Remove a hyperlink

To create a hyperlink to an existing diagram or element

1 Open an existing diagram or create a new diagram from which to create the hyperlink.
2 Select the element that you want to link to another diagram or element.
3 To link the entire diagram, click the diagram background to deselect all elements.

Note: Do not select the actual package in the Model Navigator to create a hyperlink. Rather,
expand the package node, and select the desired diagram.
Right-click and choose Hyperlinks ¥ Edit. The Edit Hyperlinks dialog window (Selection Manager) opens.
Select the Model Elements tab to view the pane containing a tree view of the available project contents.
Select the diagram or element you want from the list, and click Add.
For element selection, expand diagram nodes in the Model Elements tab.
To remove an element from the selected list, select the element and click Remove.
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Click OK to close the dialog box and create the link.

To create a hyperlink to a new diagram

1 Open a diagram in the Diagram Editor , or select it in the Model Navigator.
2 On the context menu, choose Hyperlinks B New Diagram.
3 In the New Diagram dialog box, select the diagram type, enter the diagram name and click OK.

To create a hyperlink to an external URL or file

1 Open an existing diagram or create a new diagram from which to create the hyperlink.
2 Select the element that you want linked to the external document.
To link the entire diagram, click the diagram background to deselect all elements.
Right-click and choose Hyperlinks k Edit. The Edit Hyperlinks dialog box opens.

Select the External Documents tab to view the Recently Used Documents list which contains a list of previously
selected files or URLs.

5 To add a file to the Recently Used Documents list:

1 Click Browse. The Open file dialog box opens.
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2 Navigate to the appropriate file and click Open.

To add a URL to the Recently Used Documents list:

1 Click URL.
2 |n the dialog box that opens, enter the appropriate URL and click OK.

Tip: You can create a hyperlink to an external document by entering a relative URL path.

To remove an element from the selected list, select the element and click Remove.
To clear the Recently used Documents list, click Clear.
Click OK to close the dialog box and create the link.

To browse hyperlinks

1

To view hyperlinks to a diagram, element or external document, right-click on the diagram background or
element, and choose Hyperlinks from the context menu. All hyperlinks created appear under the Hyperlinks
submenu. On a diagram, all names of diagram elements that are hyperlinked are displayed in blue font. When
you select a link from the submenu, the respective element appears selected in the Diagram Editor .

After you have defined hyperlinks for a selected diagram or element, use the context menus to browse to the
linked resources.

Note: Browsing to a linked diagram opens it in the Diagram Editor or makes it the current diagram
(if it is already open).

Browsing to a linked element causes its parent diagram to open or become
current, and the diagram scrolls to the linked element and selects it.

To remove a hyperlink
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Open the diagram that displays the link you want to remove.

Choose Hyperlinks Fk Edit from the diagram or element context menu. The Edit Hyperlinks dialog box opens.
In the selected list on the right of the dialog, click the hyperlink that you want removed.

Click Remove.

Click OK to close the dialog box.

Note: To remove a hyperlink from a specific element, select the element first. Then choose Hyperlinks k Edit on

the context menu.

Related Concepts

Model Hyperlinking Overview
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Opening a Diagram
You can open diagrams from the Model Navigator, Model Package Explorer, or by using the Diagram Editor toolbar.

In this section you will learn how to:
4 open an existing diagram

¢ cancel a diagram's opening process

To open a diagram

1 In the Model Navigator view, navigate to the diagram you want to open.
2 Select the diagram node in the tree-view and do one of the following:

¢ Double-click the diagram
¢ Select Open from the context menu

¢ Select Open in Active Editor from the context menu (this replaces the contents of any currently opened
diagram)

You can use the Diagram Editor toolbar to open the parent diagram.

To terminate a diagram opening

1 Open diagram as described above.
2 |n the Diagram opening information dialog, click Stop.

The Diagram Editor displays the diagram with those elements that have been loaded before termination. Under the
diagram title, a message appears informing the user that the diagram contents were only partially loaded.

Note: The layout of a diagram may get adjusted automatically when opened. This happens in order to take into
account changes which may have happened to the model elements shown on the diagram, or to the diagram
preferences controlling the elements presentation while the diagram was closed (off-line).

For example: Assume the diagram has a class and a link coming from its bottom edge to
some other class shown below. While the diagram was closed the class may have had a few
members removed or the font size set to be smaller. Any of these changes would cause the
height of the class to get smaller. That in turn needs the position of the link end to be adjusted.
Such a change would normally cause a diagram file to be resaved.

If the corresponding diagram file is under the version control that would cause an outgoing
change, which may be unwanted if the diagram was opened without the intention to edit it
during the current session, but rather simply to view and close.

With Together 2008 R3 an option is provided that allows user control whether or not such
changes should be saved (Windows k Preferences k Modeling ¥ Diagram F If layout
is changed on diagram open). Save is the default state, which mimics previous Together
behavior: in this case the changes are silently saved. Other choice is Ignore. With this the
changes will not be saved immediately, but will be indicated with a ™' at the name shown on
the corresponding diagram editor Tab. If the diagram or underlying model has no other
changes intentionally made from Ul, then when it is closed the changes are dropped. Note
that the ™' marker will disappear if further edits are made to the diagram as it indicates that
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only automatic changes have been made; once intentional changes are made the marker
isn't needed as the automatic changes will be saved as well.

Related Procedures

Opening a Parent Diagram

Related Reference

Diagram Preferences
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Opening a Diagram Element in the Source Code Editor

Based on the LiveSource technology, you can open elements for editing and synchronize your model with the source
code.

In this section you will learn how to:

¢ Open a source-generating element in the Editor

¢ Enable synchronization between diagram and source code.

To open a source-generating element in the Editor

1 Right-click an element in the diagram.
2 On the context menu, choose Open.

Tip: Alternatively, press F3 or just double-click the element.

To enable synchronizing source code with the model

1 On the main menu, choose Window F Preferences k Modeling k¥ Diagram.
2 Check the option Synchronize source code editor to diagram.

Tip: Alternatively, just click Link with Editor button on the diagram toolbar.
If the source code editor is opened for a class and a class member is selected, the editor for this class gets focus,
and the member is selected in the source.

Related Concepts

Roundtrip Engineering Overview

202



Opening a Parent Diagram

You can open a parent diagram from the Diagram Editor toolbar.

To open the parent diagram

1 Click the Open Parent Diagram button to open the parent of the active diagram.

2 |f a diagram has no parent, the button is disabled.

Related Procedures

Opening a Diagram
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Printing Diagram Elements

To print one or more diagram elements

1

Open the diagram or select the tab in the Diagram Editor that displays the diagram containing the diagram
elements you want to print.

Right-click the diagram element or multiple elements, and select Print from the context menu. The Print
Diagram dialog box displays.

When you select the Print whole diagram as an image option, it enables the Print diagram as black and
white image option. Make your selections.

At this point you can click Preview >>> button to see how the selected diagram element or elements look with
the current print settings. You can click the Print Options button to set up Together Print Preferences.

Click the drop-down arrow to choose the Preview Scale factor from the list of available scales to best fit the
printed image on the page.

Click Print to proceed to the standard print dialog where you can select your printer.

Related Procedures

Print Preferences
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Printing Diagrams

To print a diagram or multiple diagrams

1 Open the diagram or select the tab in the Diagram Editor that displays the diagram.
2 Select File ¥ Print on the main menu. The Print Diagram dialog box is displayed.
3 Select the scope for printing.
4

If you check the option Print whole diagram as an image, the Print diagram as black and white image option
becomes enabled. Make your selections.

o

Click the Preview >>> button to see how the diagram or diagrams look with the current print settings.
Click the drop-down arrow to set the Preview Scale factor.

Click the Print Options button to define Together Print Preferences. You can use the scroll bars to scroll around
the diagram or to view other diagrams that were included in the scope.

8 Click Print to proceed to the standard print dialog box where you can select your printer.

Note: There is a known issue that the Java print library is not able to update the standard printer settings. Be sure
to check the paper and orientation and set them, if needed, to the settings in the Together Print Preferences.

Related Procedures

Print Preferences
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Searching Model Elements

Together enables you to use its search facilities to locate model elements on model diagrams. This function enables
you to search the current diagram or all opened diagrams for the specified string in a certain scope. You can create
search strings using wildcards and regular expressions. The function is case-sensitive.

To find model elements that fall under specified criteria, perform the following steps

1

On the main menu, choose Search k Model. The Search dialog box opens, with the Model Search tab
selected.

Specify the search string in the Search String field. Check the following options if necessary:
¢ Case sensitive: Searches for text that matches uppercase and lowercase characters

4 Regular expression: Enables using regular expressions.

In the Search for section, click the appropriate radio button to select the name or any other property to search
for.

In the Scope section, click the appropriate radio button to select the search area. The possible options are
workspace, selected resources, the current project or a predefined working set.

To select a working set, click the Choose button. In the Select Working Set dialog, choose your working set
and click OK. If there are no available working sets, use the New button to create one.

Click Search.

Related Procedures

Searching Model with OCL queries
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Searching Model with OCL queries

Together lets you search for models using OCL queries.

To find model elements that match the specified OCL query

1

6

On the main menu, choose Search ¥ Model.
The Search dialog box is displayed.

Click the OCL Model Search tab.
Specify the context for your expression in the Context field.

Tip: Use the drop-down list or the Content Assistant. To open the Content Assistant, click on the
Context field and press CTRL +SPACE. Choose your element from the list.

For example, to search for all UML 2.0 classes that have the stereotype MyStereotype, enter:

uml20::classes::Class

In the Invariant field, type the query expression.
For example, to complete your search for all UML 2.0 classes that have the stereotype MyStereotype, enter:

self.stereotypes->includes ('MyStereotype')

In the Scope section, click the appropriate radio button to select the search area. The possible options are
workspace, selected resources, the current project or a predefined working set.

To select a working set, click the Choose button. In the Select Working Set dialog, choose your working set
and click OK. If there are no available working sets, use the New button to create one.

Click Search.

A tree with the list of matching elements opens. You can navigate to the corresponding diagram from this view by
double-clicking the selected element.

Related Concepts

OCL Support

Related Procedures

Searching Model Elements
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Customizing Appearance of Together Diagrams

In This Section
Hiding and Showing Model Elements
How to hide or show model elements.

Using a Class Diagram as a View
How to use a class diagrams as a view.

Zooming a Diagram
How to zoom a diagram.
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Hiding and Showing Model Elements

You can control the visibility of elements on a diagram by using the Hide command (available on the context menu
for individual diagram elements) and the Show/Hide command (available on the diagram context menu).

To hide elements using the Diagram Editor
1 Open the Diagram Editor .
2 Do one of the following:
¢ Select the element on the diagram, right-click and choose Hide on the context menu.

¢ Select multiple elements on the diagram using CTRL+CLICK or by lassoing, and select Hide from the context
menu.

¢ Right-click the diagram background and choose Hide/Show on the context menu. The Show Hidden
dialog box opens, as discussed below.

To show or hide diagram elements using the Show Hidden dialog box

1 Right-click the diagram and choose Show/Hide on the context menu. The Show Hidden dialog box opens.
Select the element(s) that you want to hide from the Diagram Elements list.
To add elements in the Diagram Elements list to the Hidden Elements list, do one of the following:
¢ Double-click the element.
¢ Click the element once and click Add.

¢ Select multiple elements using CTRL+CLICK and click Add.

4 To remove items from the Hidden Elements list, do one of the following:
Double-click the element.
Click the element once and click Remove.

Select multiple elements using CTRL+CLICK and click Remove.
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To remove all items from the Hidden Elements list, click Remove All.

5 Click OK to close the dialog box.

Related Procedures
Adding a Single Model Element to a Diagram

Related Reference

View Management Preferences
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Using a Class Diagram as a View

Class diagrams can also be used to create subviews of the project.

To use a class diagrams as a view

1 Create a new class diagram.
2 Create shortcuts to the original diagram to easily and quickly build subset views for easier management.

Tip: Using this feature, you can create views of distributed classes into one diagram, with Together automatically
displaying any relationships that the gathered classes may have with each other.

Note: In implementation projects, changes made here also update the source code, keeping diagram and source
code in sync.

Related Concepts

Roundtrip Engineering Overview

Related Reference

UML 1.4 Class Diagrams
UML 2.0 Class Diagrams

210



Zooming a Diagram

Use the zooming commands of the main menu, or toolbar buttons, to obtain the required magnification in the Diagram
Editor .

To specify the magnification in the Diagram Editor

1 On the main menu, choose Diagram.

2 Choose one of the available zooming commands on the menu: Zoom In, Zoom Out, Fit to Window, Actual
Size.

Tip: Alternatively, use the diagram Palette or keyboard shortcuts.

Related Reference

Together Keyboard Shortcuts
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Populating Together Diagrams

This topic provides How-To information about creating node elements, links and members in all types of Together
diagrams.

In This Section
Adding a Member to a Container
How to add a member to a container.

Adding a Single Model Element to a Diagram
How to create a single model element.

Adding Multiple Elements to a Diagram
How to create multiple elements.

Creating a Link with Bending Points
How to create a link with bending points.

Creating a Shortcut
How to create a shortcut.

Creating a Simple Link
How to create a simple link.

Creating an Inner Classifier
How to create an inner classifier.
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Adding a Member to a Container

You can add members to class diagram elements (containers) by using the respective context menu for the diagram
element in the Diagram Editor or Model Navigator, or by using the available shortcut keys.

To add a member to a container

1 Right-click the desired container element.

2 On the context menu, choose New k <Member type>, where the Member type corresponds to the target
container.

Tip: You can also use keyboard shortcuts to add fields and methods to a container that allows
such members. Click CTRL+W (for fields) and CTRL+M (for methods and functions).

3 You can edit the member using the in-place editor, Properties View, or source code editor.

Related Procedures

Adding a Single Model Element to a Diagram

Related Reference

UML 1.4 Class Diagrams Procedures
UML 2.0 Class Diagrams
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Adding a Single Model Element to a Diagram

You can create a single node element using the diagram Palette, or the New command of the diagram context menu.

To create a single model element
1 Open a target diagram in the Diagram Editor .

2 On the Palette, click the icon for the element you want to place on the diagram. The button stays down.

Tip: Icons are identified with tooltips.

3 Click the diagram background in the place where you want to create the new element. This creates the new
element and activates the in-place editor for its name.

Tip: Alternatively, you can right-click the diagram background in the Diagram Editor , or the diagram node in the
Model Navigator, and choose New on the context menu. The submenu displays all of the basic elements that
can be added to the current diagram and the Shortcuts command.

Related Procedures

Adding Multiple Elements to a Diagram
Creating a Simple Link
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Adding Multiple Elements to a Diagram

You can place several elements of the same type on a diagram without returning to the Palette or by using the
diagram context menu. Each element will have a default name that can be edited with the in-place editor or in the
Properties View.

To create multiple elements
1 Holding down the CTRL key, click the Palette button for the element you want to create (the button stays down).
Release the CTRL key.

2 Click the desired location on the diagram background. The new element is placed on the diagram at the point
where you click.

3 Click the next location on the diagram background. The next new element is placed on the diagram.
Repeat the previous step until you have the desired number of elements of that type.

To stop multiple element creation, click the Pointer Palette button or press the ESC key to deselect the element
after closing the in-place editor of the last inserted element.

Tip: After making a selection on the Palette or doing the first of a multi-draw or multi-placement operation, you can
cancel the operation by clicking the Pointer button on the Palette or by pressing the ESC key.

Related Procedures

Adding a Single Model Element to a Diagram
Creating a Simple Link

Related Reference

Together Keyboard Shortcuts
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Creating a Link with Bending Points

If your diagram is densely populated, you can draw bent links between the source and target elements to avoid other
elements that are in the way.

To create a link with bending points

1 Click the link button on the Palette.
Click the source element.

Drag the link line, clicking the diagram background each time you want to create a section of the link. Sections
on a link lie between two blue bullets. The bullets display whenever you select the link on the diagram.

Tip: You can cancel each section of a link pressing the BACKSPACE key.

4 Click the destination element to terminate the link.

Tip: After you have created a link, you can add bending points to it. Click on a specific point of the link, and drag it
to the position you want.

Related Procedures

Rerouting a Link
Creating a Simple Link

Related Reference

Class Diagram Relationships
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Creating a Shortcut

You can create a shortcut to a model element from the current project or from the projects connected by cross-
projects references, by using three methods:

¢ By choosing New Shortcut on the Diagram Editor context menu
¢ By dragging and dropping a shortcut from the Model Navigator

¢ By choosing Add as Shortcut on the Model Navigator context menu

To create a shortcut by using the Shortcuts dialog window

—

Right-click the diagram background.

N

Choose New F Shortcuts on the context menu.

Tip: Use the CTRL+SHIFT+N keyboard shortcut

3 In the Shortcuts dialog window, choose the required element from the tree view of available contents.

Note: If the project has cross-project references to the other projects in the workspace, the
contents of these projects is available for being added as a shortcut.

H

Click Add to place the selected element to the list of the existing or ready-to-add elements.

a

When the list of ready-to-add elements is complete, click OK.

To create a shortcut by using drag-and-drop

1 Select the element in the Model Navigator.
2 Drag-and-drop the element onto the diagram.

To create a shortcut by using the Model Navigator context menu

1 Open the diagram where the shortcut will be added.
2 In the Model Navigator, select the element to be added to the current diagram as a shortcut.
3 Right-click the element in the Model Navigator and choose Add as Shortcut on the context menu.

Related Concepts

Model Shortcut Overview

Related Procedures

Establishing cross-project references
Adding a Single Model Element to a Diagram
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Creating a Simple Link

You can create a link to another node, or a shortcut of an element of the same or another project (these projects
must be of the same UML version).

To create a simple link between two nodes
1 On the diagram Palette, click the button for the type of link you want to draw in the diagram. The button stays
down.
Click the source element.
Drag to the destination element and drop when the target element is highlighted.

Related Procedures

Rerouting a Link
Creating a Link with Bending Points
Creating Model Element by Pattern

Related Reference

Class Diagram Relationships
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Creating an Inner Classifier

This section includes instructions for adding inner classifiers to classes (including Windows classes, such as
Windows forms, Inherited forms, User Controls and so on), structures, and modules (collectively, containers) in
implementation projects.

You can add inner classifiers to class diagram elements (containers) using the respective context menu for the
diagram element in the Diagram Editor or Model Navigator. You can also select a classifier in the Palette and click
the container element in the Diagram Editor to add the inner classifier to the container element.

Tip: You can use drag-and-drop or clipboard operations to remove an inner classifier from the container element.

To create an inner classifier using the context menu

1 Right-click the container element.
2 Choose Add F <Inner classifier type>

To create an inner classifier using the clipboard operations

1 Use the clipboard operations to either cut or copy an existing classifier.
2 Select the container element.
3 Use the clipboard operations to paste the selected classifier into the container element.

To create an inner classifier using drag-and-drop

1 Select an existing classifier in the Diagram Editor .

2 Drag-and-drop it onto an existing container in the Diagram Editor . A border highlights the location that Together
recognizes as a valid destination for the inner classifier.

Related Procedures

Adding a Single Model Element to a Diagram

Related Reference

UML 1.4 Class Diagrams
UML 2.0 Class Diagrams
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Editing Together Diagrams

In This Section
Aligning Model Elements
How to align model elements.

Assigning a Stereotype to an Element
How to specify and define an element stereotype.

Changing Type of an Association Link
How to change the type of an Association link.

Copying and Pasting Model Elements
How to copy and paste model elements.

Deleting Elements
How to delete an element from a diagram.

Laying Out a Diagram Automatically
How to lay out a diagram automatically.

Laying out a Diagram for Printing
How to use optimized layout for printing.

Moving Model Elements
How to move model elements.

Renaming a Diagram
How to rename a diagram.

Rerouting a Link
How to reroute a link.

Resizing Model Elements
How to change a size of a model element.

Selecting Model Elements
How to select model elements.

Working with Rulers Guides and Grid
How to use ruler guides and grids in your diagram.
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Aligning Model Elements

You can automatically rearrange all or selected model elements on a diagram according to the order you specify.
The following options are available:

¢ Top
Bottom
Right
Left

Center Horizontally
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Center Vertically

To align model elements on a diagram

1 Select several nodes or inner classifiers on a diagram.
2 On the main menu, choose Diagram F Align k¥ <option>.

Tip: Alternatively, use the diagram Palette buttons.

Related Procedures

Laying Out a Diagram Automatically
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Assigning a Stereotype to an Element

You can assign a stereotype in the diagram by using the in-place editor, or the Properties View.

To assign a stereotype by using the in-place editor

1 Double-click the stereotype name to activate the in-place editor.
2 Enter the new name.
3 Press ENTER.

To assign a stereotype by using the Properties View

Select an element on your diagram.
In the Properties View, select the Stereotype field.
Click the value editor button.
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In the Edit Property Values dialog, click the Add button and enter the required stereotype.

Related Reference

Stereotype Options of UML Profile for Modeling In Color
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Changing Type of an Association Link
Use the following techniques to change the type of an Association link

¢ Set the link type by using the Properties View
¢ Setthe link type by using the context menu

To set the Association link type by using the Properties View

Select a link on the diagram.
Open the Properties View.
In the Properties View, select the Type field.

A WO DN -

Click the drop-down arrow and select the appropriate property from the list. Your available choices are
association, aggregation, or composition.

To set the Association link type by using the context menu

1 Right-click an Association link on the diagram.
2 Choose Link Type on the context menu.
3 Choose Association, Aggregation, or Composition.

Related Procedures

Creating a Simple Link

Related Reference

Class Diagram Relationships
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Copying and Pasting Model Elements

The move and copy operations are performed by drag-and-drop, context menu commands, or keyboard shortcut
keys.

Note: You can move or copy an entire diagram. In this case, all elements addressed on this diagram are not copied,
and a new diagram contains shortcuts to these elements.

To copy and paste one or more elements
1 Select the desired element or elements.

2 To copy the selection, do any of the following:

¢ Right-click and choose Copy on the context menu

¢ Press CTRL+C on the keyboard

3 To paste the selection, do any of the following:
¢ Right-click the target location and choose Paste on the context menu

¢ Select the target location and press CTRL+V

Note: Pasting elements from one package to another also maps relationships of those elements to the target
package. By default, a prompt appears warning users of this before the paste is complete. To disable this
warning, select Window k Preferences from the main menu, choose the Modeling node, and uncheck the
Show warning about relationships when elements copied option.

Related Procedures

Adding a Single Model Element to a Diagram
Together Keyboard Shortcuts
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Deleting Elements

All elements shown on diagrams are shortcuts to actual model elements. When deleting an element on a diagram,
you have the option to delete either the shortcut from view or delete the element from the model (except classes on
synchronized package diagrams). This behavior is configured in the Modeling Preferences.

To delete an element

1 Select the element on the diagram.
2 Choose Delete on the context menu of the element.

Tip: Alternatively, click the DELETE key.

3 Confirm deletion, if this behavior is selected in the Modeling Preferences.

To delete an element from View

1 Select the element on the diagram.
2 Choose Delete from View on the context menu of the element.
3 Confirm deletion, if this behavior is selected in the Modeling Preferences.

Related Procedures

Adding a Single Model Element to a Diagram

Related Reference

Modeling Preferences
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Laying Out a Diagram Automatically

To lay out a diagram by using one of the algorithms

1 Right-click the diagram background.
2 On the context menu, select Layout, and choose a command from the submenu.
There are several Layout commands on the Layout submenu:

¢ Do Full Layout: Sets the layout of all elements according to the layout algorithm defined for the current
diagram.

¢ Layout for Printing: Sets the layout of all elements using the Together algorithm, regardless of the option
selected on any level.

Route All Links: Streamlines the links removing bending points.

Optimize Sizes: Enlarges or shrinks all elements on the diagram to the optimal size.

Note: Individual diagram elements also have the Route Links and Optimize Size layout
commands on their respective context menus. The Route Links command streamlines
the links and removes any bending points. The Optimize Size command enlarges or
shrinks the element to the optimal size, leaving enough space for its label and any sub
elements it may contain.

Tip: To enable the layout of the inner substructure in diagrams, check the Recursive option ((level) k¥ Diagram k
Layout k General) in the Options dialog window.

To set up the diagram layout

1 On the main menu, choose Window k Preferences k Modeling k Layout.
Select the desired layout for links in the Links layout section.
Choose the desired algorithm from the Algorithm drop-down list, and specify the algorithm-specific options (if
any).

4 To enable layout of the inner substructure in diagrams, check the Recursive option.

You can now observe results of layout tuning when you apply one of the Layout commands to the diagram.

The context menu available in the Diagram Editor provides access to the automated layout optimization features in
Together.

Related Procedures

Aligning Model Elements
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Laying out a Diagram for Printing

Together has automated layout optimization for printing diagrams. Using automated layout for printing ensures that
all diagram elements fall within page borders.

Invoke automated layout immediately before printing a diagram.

To lay out you diagram elements for printing

1 Right-click the diagram background.
2 On the context menu, choose Layout k Layout All for Printing.

Tip: You can revert to your manual layout after a Layout and optimize operation by using Undo. For example, you
might invoke Layout and optimize, print the diagram, then call Undo to restore your manual layout.

Related Procedures

Print Preferences
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Moving Model Elements

Create your own layout by selecting and moving single or multiple diagram elements.
You can:

¢ Select a single element and drag it to a new position.

¢ Select multiple elements and change their location.
¢ Manually reroute links.
¢

Use Cut and Paste operations.

Note: If you drag an element outside the borders of the Diagram Editor , the diagram automatically scrolls to follow
the dragging.

Tip: Manual layouts are saved when you close a diagram or project and are restored when you next open it. Manual
layouts are not preserved when you run one of the auto-layout commands (Do Full Layout or Optimize
Sizes).

To move one or more elements

1 Select the element or elements to be moved.
2 Drag-and-drop the selection to the target location.

Tip: If you have selected several model elements in certain diagrams (State Machine, Use Case, Activity or
Business Process), use the heading area of one of the selected elements to drag the entire group. Any attempt
to drag by an internal area of an element results in switching the Diagram Editor to the Select mode and losing
the current selection. However, if you hold the mouse button down and press ESC, the new selection will be
canceled and the current selection will be preserved.

Related Procedures

Selecting Model Elements

Related Reference

Together Keyboard Shortcuts
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Renaming a Diagram

Warning: The automatically created package diagram cannot be renamed.

To rename a diagram

1 In the Properties View, double-click the diagram name to initiate the inline editor.
2 Enter a new name.
3 Press Enter.

To rename a diagram using the Model Navigator

1 Select the diagram in the Model Navigator.

2 Press F2 or right-click and choose Rename on the context menu.
3 Enter a new name.

4 Press ENTER.

Related Procedures

Creating a Diagram

229



Rerouting a Link

To reroute a link

1 Select a link.

2 Drag and drop the client or supplier end of the link to the destination object.

3 To change the direction of the link, click a place on the link where you want to reroute the link.
4 Drag the line. Together automatically reshapes the link the way you want.

Tip: Model elements have the Layout k Route All Links command on diagram context menus.

Related Concepts

Model Element Overview

Related Procedures

Laying Out a Diagram Automatically
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Resizing Model Elements

You can resize diagram elements automatically or manually. When new items are added to an element that has
never been manually resized, the element automatically grows to enclose the new items.

To resize an element manually

1 Click an element. The selected element is highlighted with bullets.
2 Drag one of the bullets in the direction you want to expand.

When the element contents change (for example, when members are added or deleted, and the element size is too
small to display all members) scroll bars are displayed to the right of compartments.

To optimize a node element size

1 Right-click an element.
2 Choose Layout k Optimize Size.

To optimize the elements on an entire diagram

1 Right-click the diagram background.
2 Choose Layout k Optimize Size.

Related Procedures

Laying Out a Diagram Automatically
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Selecting Model Elements

Most manipulations with diagram elements and links involve dragging the mouse or executing context menu
commands on the selected elements.

In this section you will learn how to:
¢ Select one or more elements

¢ Cancel selection

To select an element

1 Open a diagram in the Diagram Editor .
2 On the diagram Palette, click the Select button.
3 In the Diagram Editor , click any element or a member to select it.

To select multiple elements, do one of the following

Hold down the CTRL key and click each element individually, OR
Click the background and drag a lasso around an area to select all the elements it contains, OR
Press CTRL+A to select all elements on a diagram, OR
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Right-click the diagram background and choose Select All on the context menu.

Note: To cancel a selection, press the ESC key.

Related Procedures

Aligning Model Elements

Related Reference

Together Keyboard Shortcuts
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Working with Rulers Guides and Grid

Together provides means to use ruler guides in the Diagram Editor for aligning purposes.

To add or remove a ruler guide

1 To add a ruler guide, click either the vertical or horizontal ruler. The guide appears at the click point.

Note: Alternatively, right-click a ruler and choose Create Guide. The guide is created at the zero
point of the ruler.

2 Toremove a ruler guide, click a guide on the ruler, drag it out of the ruler space until your pointer becomes a
normal select shape, and release your mouse button.

After you created several guides, you can connect your elements to ruler guides. If you connect several elements
to a guide, all elements move when you move the guide.

Aligning elements with ruler guides

1 Move or resize an element on the diagram to place one side of the element close to a rule guide.
2 Drop the element when the guide highlights.

3 Repeat the previous steps to connect other elements to the guide.

4 Move the guide. Notice how all connected elements move with the connected ruler guide.

Note: To disconnect an element from the guide, simply move the element from the guide.

You can optionally display or hide a design grid on the diagram background and have elements “snap” to the
nearest grid coordinate when you place or move them. Grid options are configured in the Diagram page of the
Preferences dialog box.

To show the grid

1 Open Preferences dialog box.
2 Choose the Modeling ¥ Diagram category, Rulers, Grid, and Snapping group.
3 Adjust the options.

Note: Grid display and snap are enabled by default.

Related Reference

Diagram Preferences
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Together Projects

This section provides how-to information on using Together projects.

In This Section
Changing the Default Diagrams Directory
Lists the steps for changing the default directory of the diagram files.

Choosing a Together Perspective
How to choose a Together perspective.

Configuring C++ Projects
How to define C++ project structure and language-specific options.

Configuring IDL Projects
How to define IDL project structure and language-specific options.

Converting UML 1.4 Project to UML 2.0 Project
How to convert a UML 1.4 Project to a UML 2.0 project.

Creating a Project
How to create a project in Together.

Enabling UML Profiles
Describes how to enable profile support for a project.

Establishing cross-project references
Describes how to establish cross-project references between the projects located in the same workspace.

Exporting a Project to XMI Format
How to export a project to XMI format.

Exporting a Project to XMI Format Using the Command Line
How to export a project to XMI format using the command line.

Generating Source Code from Design Project
How to create a source code project from design project in Together.

Importing a Project in an IBM Rational Rose MDX Model
How to import .mdx projects.

Importing a Project in IBM Rational Rose (MDL) Format
How to import .mdl projects.

Importing a Project in IBM Rational Rose (MDL) From the Command Line
How to import .mdl projects using the command line utility.

Importing a Project in IBM Rational Rose (MDX) From the Command Line
How to import Rational projects using the command line utility.

Importing a Project in XMI Format
How to import XMI data.

Importing Java Modeling Projects Created in Together Edition for Eclipse 7.0
How to import a project created in TEC 7.0.

Importing Legacy Projects
How to import a legacy project and handle multiple project roots.

Navigating between the Tree View, Diagram, and Source Code
How to synchronize the Tree View, Diagram, and source code.
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Resolving Duplicates During an XMI Import
How to resolve duplicates while importing an XMI project.

Reusing Existing Source Code in Modeling Projects
How to use existing source code in modeling projects.

Showing libraries
Describes how to show classes or packages from the standard Java libraries in a class diagram.

Troubleshooting a Model
How to troubleshoot a model.

Using Example Projects
How to use sample projects in Together.

Working with a Package
How to work with a package.

XMI Export and Import of the Models with Cross-Project References
You can import and export multi-root projects using XMI. Note that XMI imports and exports are implemented
differently for UML 1.4 and Java modeling projects, and for UML 2.0 projects.
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Changing the Default Diagrams Directory

By default, Together diagram files are contained within the default design root folder, which is called the Model
Folder.

To change the default diagrams directory

1 Right-click the project root in the Model Navigator, or Model Package Explorer view, and select Properties. The
Properties dialog box displays.
Choose Design root path from the properties list on the left.
Specify the path in the Design root path field, and press OK.

Warning: The path name can contain only the folder name that the existing design root will be renamed to, not the
path to the folder.
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Choosing a Together Perspective

Together changes the user interface according to how you want to work with Together by providing several
perspectives. By default, Together starts with the Modeling perspective.

Note: The way you have Together configured influences which perspectives and views you can choose from. For
example, clicking the Take me to the DSL workbench link from the Welcome page displays only the DSL
Workbench's default perspectives. In order to display a list of all the perspectives, check the Show all check
box in the Open Perspective dialog box. An additional Confirm Enablement dialog box might appear that
requires you to enable any necessary capabilities.

To choose a Together Perspective

1 On the main menu, choose Window k Open Perspective k Other. The Select Perspective dialog box opens.
2 Select one of the Together Perspectives from the list and click OK.

After you select a perspective, Together automatically customizes the interface to provide ready access to only the
relevant elements of the interface, and to show only the information in the model that best supports the chosen
perspective. Interface elements and/or model information that are not generally relevant to the perspective are
hidden. You can still access hidden information by changing the relevant configuration options and restoring hidden
panes manually, but you may find it easier to just switch perspectives.

Related Concepts

Together Capabilities Activation
Tour of Together

Related Procedures

Activating Together Capabilities
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Configuring C++ Projects

In this section, you will learn how to define the project structure and processing options:

L4
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Access C++ project properties

Define source path

Define entry points

Include search paths

Define C++ processing settings (for example, skip standard includes option, or suffixes for the C++ files)
Define indexer

Enable C++ formatting

Set up formatting options

To configure a C++ project

Select the desired project in the Model Navigator.
On the main menu, choose Project Properties.

Tip: Alternatively, choose Properties on the context menu of the project.

The Properties for <project> dialog opens. Select the Project Properties page.

In the Project source path tab, click the Link Additional Source to Project button.
In the Link Additional Source dialog, specify the linked folder location and name, and click OK.

Tip: Use the context menu of the linked folder to remove it, mark it read-only, or filter it.

Configure parsing entry points using the Configure Entry points dialog.
In the Include paths tab, click Add.

In the Add Include Folder dialog, enter the folder name or click Browse and navigate to the folder you want
to add.

In the C++ Processing Settings tab, select your C++ project options.

¢ To skip standard includes, check the Skip standard includes option.

¢ If you want to use the preinclude file, specify its name in the Preinclude file name field.

Select the C/C++ indexer page, and select an indexer from the list. Among the available indexers, you can
choose the Borland indexer.

To enable C++ formatter

1

On the main menu, choose Window F Preferences
Under the C/C++ category, select the Code Formatter page.
From the list of available formatters, select Together C++ Code Formatter.
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To set up formatting options
1 Under your Together installation, expand the plugins folder.

2 Inthe com.borland.tg.cdtintegration plugin, open the formatter.properties file.
3 Use the documentation provided with the file to edit as required.

Related Reference

New project Wizard C++ Language-Specific Options
C++ Projects
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Configuring IDL Projects

In this section you will learn how to define the project structure and processing options:

L4

¢
¢
¢

To

Access IDL project properties
Define source path
Include search paths

Define IDL processing settings

configure an IDL project
Select a project in the Model Navigator.

On the main menu, choose Project Properties.

Tip: Alternatively, choose Properties on the context menu of the project.

In the Project source path tab, click the Link Additional Source to Project button.
In the Link Additional Source dialog, specify the linked folder location and name, and click OK.

Tip: Use the context menu of the linked folder to remove it, mark it read-only, or filter it.

In the Include paths tab, click Add.
In the Add Include Folder dialog, enter the folder name or click Browse and navigate to the folder.

Inthe IDL Processing Settings tab, select your IDL project options. Refer to the IDL Language-Specific Options
section for details.

Related Reference

New project Wizard IDL Language-Specific Options

IDL Language-Specific Information
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Converting UML 1.4 Project to UML 2.0 Project

This topic describes how to convert a UML 1.4 project to a UML 2.0 project. If you want to preserve any cross-project
dependencies during the conversion, observe the following:

¢
¢

¢

To
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Ensure that all dependent projects are part of the current workspace and are opened.

Select Window F Preferences F Modeling ¥ UML 1.4 to UML 2.0 Converter and ensure that the Enable
referenced projects support option is checked.

Using the procedure that follows, convert each project separately, beginning with those that do not reference
other projects. Projects that are referenced by other projects should be converted first.

convert an existing UML 1.4 project to a UML 2.0 project

On the main menu, choose File ¥ New k Project. The New Project wizard opens.
Expand the Together node in the tree view list, and select UML 2.0 from 1.4 Project. Click Next.
Type the new UML 2.0 project name and specify other project-related options. Click Next.

Select the UML 1.4 project you want to convert. If necessary, specify mappings between referenced UML 1.4
projects and existing UML 2.0 projects near the bottom section of the dialog that shows a list of all UML 1.4
projects currently referenced by the selected project. Automatic mappings are normally created during any
previous conversions.

Click Next.
Click Finish to complete the wizard.

The selected UML 1.4 project is converted to a newly created UML 2.0 project.

Related Procedures

Reusing Existing Source Code in Modeling Projects
Working with a Package
Creating a Diagram
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Creating a Project

Together provides several projects that you can work with. The projects in Together are created in the same manner.
While creating a project, you will specify different options depending on the type of project.

To create a Together Project

1 Select File ¥ New F Project on the main menu. The New Project wizard displays.
2 Expand the Modeling node in the tree view list, and select the type of project you want to create. Click Next.
3 Follow the wizard steps to specify necessary options for a new project and click Finish to complete the wizard.

Related Concepts

Together Project Overview

Related Procedures

Together Projects

Related Reference

Together Projects
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Enabling UML Profiles

There are several ways to enable UML profiles for Together projects.

To enable UML profiles support while creating a project

1 On the main menu, choose File ¥ New F Project. The New Project wizard opens.

2 Expand the Modeling node in the tree view list, and select the UML project you want to create (UML 2.0 or UML
1.4). Click Next.

3 Follow the wizard to the Profiles screen. The Profiles screen of the wizard lists available profiles.

4 Select one or more profiles you want to enable and click Next to continue creating a new project with the New
Project wizard.

To enable UML profiles support for existing projects
1 In the Model Navigator, right-click the root project folder, and select Properties on the context menu. The
Properties for <project> dialog box displays.
2 From the list on the left, select UML Profiles.
3 Select any of the UML profiles that you want to enable. More than one can be activated.
4 Click OK.

Note: You can also access the Properties for <project> dialog box through the Model Package Explorer view
and Navigator view.

To specify the default set of UML profiles enabled for all new workspace projects

1 Choose Window k Preferences on the main menu.

2 In the left pane of the Preferences dialog box, expand the Modeling node.
3 Select the UML Profiles node.

4 Select the profiles you want to enable for UML 1.4 and UML 2.0 projects.

Note: The selected UML profiles are automatically enabled for projects created after you changed profile
preferences. Profiles support of existing projects is not changed.
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Establishing cross-project references

You can establish references between the projects of a similar type within your workspace. This capability is enabled
in the Model Path page of the Project Properties dialog. When cross-project referencing is enabled, the imported
projectis included in the original project as read-only root and becomes visible in the selection dialogs. Consequently,
any changes in the referenced projects are propagated across the target project as well. For example, renaming
elements in the referenced project is immediately reflected in the target project.

To enable cross-project references

1
2

Select the desired project in the Model Navigator.
On the main menu, choose Project Properties. The Properties for <Project Name> dialog opens.

Tip: Right-click on the project node and choose Properties on the context menu.

Select Model Path node.

In the Model Path page, click Add Project button. The Select Projects to Import dialog opens, displaying the
list of available projects in the workspace.

Note: Only the projects of similar types are included in the list.

Check one or more projects in the field Available Projects in the Workspace and click OK.
Click OK to confirm your settings and close the Project Properties dialog.

Warning: Avoid establishing recurrent references.

Tip: The Project references tab of the Project Properties dialog is a part of Eclipse functionality, and does not

have any effect on the Together cross-project references.

Related Concepts

Together Project Overview

Related Procedures

Creating a Project

Related Reference

Project Properties
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Exporting a Project to XMI Format

You can export projects or sections of projects created in Together for use by other applications/languages using
XMI. Together supports several XMI formats. The availability of formats depends on the types of projects currently
opened in Together.

To export a project to XMI format

1 Select File ¥ Export on the main menu. The Export dialog box opens.
2 Under Modeling, choose XMI File and click Next.
3 In the Export Project to XMI Flle dialog box, specify the following:
¢ Select the project to export. For UML 1.4 and Java modeling projects, you can also expand the project to
select only a portion of it. You cannot proceed until a project or package is selected.

¢ Select the XML and UML version you want the file to support under Select XMI Type. A UML 2.0 project
can be exported to XMl for UML 2.0 only.

Select an appropriate XMI Encoding requirement in the XMI Encoding list.

Specify the destination in the Select the export destination field. You can include the path as well as
the name of the file that will be created, or you can accept the default. For UML versions 1.3-1.4, the name
consists of <project folder>\out\xmi\<project name><number>.xml. For the first file
generated under this name, <number>=1. Thereafter, <number> increases by one for each file saved
under the same name. Note that . xm1 is automatically added as the file extension. For UML version 2.0,
the name consists of <project folder>\out\xmi\<project name>.uml2.

4 Click Finish to generate the XMl file.

A dialog box opens indicating that the XMI export is completed. If there are any warnings produced during XMI
export, the XMI Export dialog box notifies you to refer to the Task view. To open the Task view, select Window
F Show View k Other F Basic F Tasks from the main menu.

Note: For UML 2.0 projects with applied profiles or projects that contain any stereotypes or primitive types, the
following files are created during the export process in addition to the model .umi2 file:
<model name>.profile.uml2 — for stereotypes and primitive types

<profile name>.profile.uml2 — for applied profiles

Related Concepts

Model Import and Export Overview

Related Procedures

XMI Export and Import of the Models with Cross-Project References

Related Reference
XMI Export Wizard
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Exporting a Project to XMl Format Using the Command Line

Together provides a comand-line method for an XMl export of UML 1.4, UML 2.0, and Java Modeling projects. Use
the XMIExport.cmd on the Windows platform or XMIExport.sh on the UNIX platforms.

To export a project to XMI format under Windows

1 Locate the XMIExport.cmd file in the Together installation folder.
2 Run the XMIExport.cmd file with necessary parameters.

Note: For usage instructions and command-line parameters, run XMIExport.cmd -help or XMIExport.sh -
help.

Related Concepts
Model Import and Export Overview

Related Reference
XMI Export Wizard
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Generating Source Code from Design Project

Together provides several projects that you can work with.

To generate source code from a design project

Select File ¥ Export on the main menu. The Export wizard is displayed.

Select either Generate C++ Project or Generate Java Project in the list. Click Next.
Select the modeling project you want to use for source generation. Click Next.
Specify source code generation options and click Next.

Specify a new code generation project name. Click Finish for a C++ Project. Click Next to specify Java-related
options for a Java project.
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6 Click Finish to complete the wizard.
A new code generation project is created from the selected modeling project.

Related Concepts

Together Interoperability and Migration
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Importing a Project in an IBM Rational Rose MDX Model

Together enables you to create projects around an IBM® Rational® XDE .mdx file.

Note: Together design projects that are created on the basis of the imported MDX models always comply with the

UML 2.0 specification.

To create a project from an MDX model

1
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On the main menu, choose File ¥ Import. The New Project wizard opens.
Select Project from MDX file and click Next.
Specify the path to the MDX file you want to import or click Browse to locate the file. You can also specify the
following:
¢ Use the Scale factor field to specify the element dimensions coefficient. By default, the scale factor is
0.03.

¢ Preserve diagram nodes and bounds: If this option is selected, user-defined bounds are preserved in
the resulting diagrams. Otherwise the default values are applied.

Click Next.

Specify new project name. Click Next.

Specify the diagram to start with. Click Next.

Select one or more profiles you want to enable for this project. Click Next.

Select any referenced projects.

Click Finish to complete the wizard. A new project will be created with elements from the MDX file.

Note: [f a profile was applied to the Rational XDE model while importing the MDX model to Together, the properties

from this profile are imported as custom properties.

Related Concepts

Model Import and Export Overview

Related Reference

MDX Import Wizard

MDX Projects Import Options
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Importing a Project in IBM Rational Rose (MDL) Format

Together enables you to create projects around IBM® Rational® Rose model files (.mdl, .ptl, .cat, .sub).

Note: You can import a set of petal and subunit files.

Warning: Together projects created on the basis of the imported MDL models always comply with the UML 1.4

specification.

To create a design project from an IBM Rational Rose (MDL) project

1

On the main menu, choose File ¥ Import. The New Project wizard opens.
Select Project from MDL file and click Next.

Click either Add or Add Folder to designate the MDL project path. This step specifies the name (or names) of
the Rational Rose project file (or files) to be imported (several model files can be imported at once). Click
Remove to delete the selected file or files from the Paths list. Click Remove all to delete all files from the Paths
list.

Note: Avoid adding a model file along with its subunit to the import list because this results in
invalid project.
Use the Scale factor field to specify the element dimensions coefficient. By default, the scale factor is 0.3.
Specify the following options for the project:
¢ Convert Rose default colors: If this option is selected, the default Rational Rose colors will be replaced
with the default Together colors.

¢ Preserve diagram nodes and bounds: If this option is selected, user-defined bounds are preserved in
the resulting diagrams. Otherwise the default values are applied.

4 Convert Rose actors: This option enables you to choose mapping for the Rose actors. If the option is
selected, the Rose actors are mapped to Together actors. If the option is not selected, the Rose actors
are mapped to the classes with the Actor stereotype, such as Actor, Business Actor, Business Worker, or
Physical Worker.

¢ Generate source code: If this option is selected, a new Java Modeling project is created; otherwise, a
Modeling project is created from imported MDL.

Click Finish.
When prompted, supply a name for your project and click Finish.

Follow the remaining steps in the wizard to specify options for your new project, and click Finish to complete
the wizard.

After the import process is complete, you can view the project structure in the Model Navigator view. The
mdlimport.log file is generated by default and lists any errors encountered during the import process.

Note: After entering a project name, you can click Finish without completing the remaining steps of the wizard. The

project is created using the remainder of default settings.

249



Related Concepts

Model Import and Export Overview

Related Procedures

Generating Source Code from Design Project

Related Reference

Together Projects
MDL Projects Import Options
MDL Import Wizard

250



Importing a Project in IBM Rational Rose (MDL) From the Command
Line

Together enables you to create projects around IBM® Rational® Rose model files (.md1, .ptl, .cat, .sub)
by executing the import wizard from the command line.

To execute an MDL import from the command line

1 Navigate to plugins\com.borland.tg.mdlimport 8.1.0 inthe Together installation folder.

2 Execute 'java -cp mdlimport.jar com.borland.tg.mdlimport.CmdLineImporter
<parameters>'

For example, Java -cp mdlimport.jar com.borland.tg.mdlimport.CmdLineImporter -d c:
\myproject -project myproject -modelfile mymodel.mdl.

Related Concepts

Model Import and Export Overview

Related Procedures

MDL Projects Import Options

251



Importing a Project in IBM Rational Rose (MDX) From the Command
Line

Together enables you to create projects around IBM® Rational® XDE model * .mdx files by executing the MDL
import wizard from the command line with specific parameters.

To execute an mdx import from command line

1 Navigate to plugins\com.borland.tg.mdlimport 8.1.0 inthe Together installation folder.

2 Execute 'java -cp mdlimport.jar com.borland.tg.mdlimport.CmdLineImporter
<parameters>"'.

Note: For parameter values, refer to MDX Project Import Options.

Related Concepts

Model Import and Export Overview

Related Reference

MDX Projects Import Options
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Importing a Project in XMI Format

You can import projects or sections of projects that were created in other modeling tools and saved in XMI format.

Note: For UML 1.4 and Java Modeling projects only, XMI 1.1/1.2 imports are supported. Attempting to import an
XMI 1.0 file results in an empty project.

To import a project from an XMl file

—

Select File ¥ Import on the main menu. The Import dialog box opens.
Select XMI File and click Next.

In the Import Project from XMI File dialog box, specify the following:

w N

¢ The Together project to which your XMI data will be imported in the Select destination project field.

¢ The full path to the .xml, .xmi, or .uml2 file you want to import in the Select source .xmi file field.

4 Click Finish.

Note: A .xml or .xmi file can be imported to UML 1.4 and Java Modeling projects; a .umi2 file can
be imported to UML 2.0 projects.

After you are notified that the import process is complete, you can view the results in the Model Navigator.

Note: When importing UML 2.0 models with profile files related to the model, for the models originally exported from

Together for Eclipse, select model .umi2 file as a source and make sure that all the profile files are located
in the same folder with the model file.

If there are any warnings produced during XMl import, the XMI Import dialog notifies you to refer to the Task view.
To open the Task view, select Window ¢ Show View F Other k Basic F Tasks from the main menu.

Related Concepts

Model Import and Export Overview

Related Procedures

XMI Export and Import of the Models with Cross-Project References
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Importing Java Modeling Projects Created in Together Edition for
Eclipse 7.0

You can import projects created in Together Edition for Eclipse 7.0.

The general procedure for importing a project created in Together Edition for Eclipse 7.0
consists of the following steps:

1 Importing your existing project into a workspace

2 Creating a Java modeling project from a Java project

To import an existing project from TEC 7.0

1 Select File ¥ Import on the main menu.
2 Select Existing Projects into Workspace and click Next.

3 Inthe Import Projects dialog box, specify the path to your project's root directory and select one or more projects
you want to import.

4 Click Finish when you specified all necessary options.
The new Java project is created and opened in your workspace.

Note: The name of the imported project cannot be changed during the import process. Therefore, the projects are
created with the same name as the imported projects.

To create a Java modeling project from a Java project

1 Select File ¥ New F Project on the main menu. The New Project wizard opens.

2 Expand the Together node in the tree view list and select Java Modeling projects from Java projects. Click
Next.

3 Select the Java project you created from the project created in Together Edition for Eclipse. Click Next.
Specify other project-related options.
Click Finish when you specified all necessary options.

Related Concepts

Together Interoperability and Migration
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Importing Legacy Projects

Together allows you to import projects from some of the previously released Together products. Considering the
differences between the products, Together suggests two ways to accomplish this import. You can merge all roots
of a legacy multi-rooted project into a single root, or you can create a separate project for each root of the source
project.

L4

¢

The Merge option is recommended for typical cases of when the input project has one design root and several
source code roots.

The Separate projects option is recommended when your input project has nonstandard configuration with
several design roots, which you would like to preserve as separate projects.

To import a legacy project merging all source roots into a single project

1
2
3
4

(5]

Select File ¥ Import on the main menu
In the Import Wizard, select Modeling Together Project and click Next. The second page of the wizard opens.
Click Browse to specify the fully qualified name of the project you want to import.

In the Design elements storage policy section, choose whether the design elements of the resulting project
will be stored as standalone design elements or as filemates.

In the Migration type section, select the Merge all roots contents into the new project option.
Click Next. The third page of the wizard opens.

Specify the name of the target project. The default project name is constructed from the names of the last two
folders of the source project file location.

Click Finish to import the selected project.

Warning: TVS projects and projects created in Together Editions for Eclipse prior to version 7.0 cannot be imported

to Together.

To create separate projects for each selected root

1
2
3
4

(5]

Select File ¥ Import on the main menu
In the Import Wizard, select Modeling Together Project and click Next. The second page of the wizard opens.
Click Browse to specify the fully qualified name of the project you want to import.

In the Design elements storage policy section, choose whether the design elements of the resulting project
will be stored as standalone design elements or as filemates.

In the Migration type section, select the Create a separate project for each root option.
On the third page of the wizard, the Root location table displays the list of folders of the source project. Select
each root from the list and define the way you want to handle the root and its contents:

¢ Inthe Together project name field, specify the name of the target project for the selected root. The default
name is constructed from the package prefix, if any. If there is no package prefix, the project name is
created from the names of the last two folders of the root location.

¢ The read-only Content type and Diagram format fields display the corresponding information for the
selected root.

¢ Inthe Decision field, choose the way to handle information of the selected root. If the root contains design
files, you can either copy them to the target location or skip the root. If the root contains source code files,
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you have the choice to copy it as is, copy and convert it to design language, or skip the root. The option
Copy and convert to design language is the default choice for the roots that contain Java files.

¢ Inthe Dependencies to be preserved while importing field, you can specify whether the import handles
links and references between projects created for the currently selected root and projects created for other
roots. All dependencies are processed by default. However, if you are aware of any one-way dependencies
between the original roots, and the selected root does not refer to any elements from other roots, uncheck
those corresponding projects listed in the field to save CPU resources and complete the import faster.

7 Click Next. The fourth page of the wizard opens.
8 Specify the name of the master project that contains references to all projects created in the course of the
migration. The default name of the master project is based on the source project name.

Note: The master project is created to demonstrate the contents and structure of the source

project. It is read-only and not intended for editing. Use the real projects to create or edit
contents and establish dependencies.

9 Click Finish to import the selected project.

All resulting projects belong to the same type, which is defined by the properties of the source project and your choice
in the Decision field of the Import Wizard. Java modeling projects are created if there is at least one Java source
root for which the Copy option is selected. UML 1.4 modeling projects are created if there are no Java source roots,
or if such roots exist but the Decision field is set to Skip or Convert to design language.

Related Concepts

Together Interoperability and Migration

Related Reference

Import Together Project Wizard
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Navigating between the Tree View, Diagram, and Source Code
Together provides constant synchronization between different aspects of your project:

¢ Model hierarchy, presented in the tree view (Model Navigator View)
¢ Model graphical representation in the Diagram Editor

¢ Source code (for implementation projects)

Tip: You can also use the Refresh function of the Model Tree View to update the entire model, and the Refresh
function of the Diagram Editor.

You can navigate between the Model Tree, Diagram Editor, and source code in the
following directions:

Navigate to the Diagram Editor from the Model Tree View.

Navigate to a model element from the Model Tree View to the Diagram Editor.
Navigate from the Diagram Editor to the Model Tree View.

Navigate from a lifeline to its classifier in the Model Navigator View or a Class diagram.
Navigate from source code to the Tree View.
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Navigate from the Model Tree View or Diagram Editor to source code (for implementation projects).

To navigate to the Diagram Editor from the Model Navigator View

1 In the Model Navigator View, right-click the diagram node.
2 Choose Select on Diagram.

Alternatively, double-click the diagram node in the Model Navigator View.

To navigate to a model element from the Model Navigator View to the Diagram Editor

1 Right-click a model element in the Model Navigator View.
2 Choose Select on Diagram on the context menu.

Note: Click the Link with Editor button on the Model Navigator toolbar and all elements selected
in the Model Navigator will be automatically selected on diagrams.

To navigate from the Diagram Editor to the Model Navigator View

1 Right-click the selected element or diagram background in the Diagram Editor.
2 Choose Select in Model Tree on the context menu.

To navigate from a lifeline to its classifier in the Model Navigator View or a Class diagram

1 Right-click the selected lifeline on a UML 2.0 Sequence diagram in the Diagram Editor.
2 Choose Select ¥ Type in Model Navigator View to navigate to the classifier in the Model Navigator View,
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OR

Choose Select k¥ Type On Diagram to navigate to the classifier on a Class diagram in the Diagram Editor.

To navigate from source code to the Model Navigator View
1 Right-click the line that contains the element you want.

2 On the context menu of the selection, choose Select in Model Tree.

The corresponding element is highlighted in the Model Navigator View.

To navigate from the Model Navigator View or Diagram Editor to source code (for
implementation projects)

1 Right-click a model element or a node member.
2 Choose Open on the context menu.

Note: This command is available for source code-generating elements.

Click the Link with Editor button on the Model Editor toolbar and corresponding definitions will be automatically
selected in the source code editor when you select model elements. Likewise, corresponding model elements will
be selected when definitions are selected in the source code editor.

Related Concepts

Roundtrip Engineering Overview

Related Procedures

Troubleshooting a Model
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Resolving Duplicates During an XMl Import

To resolve duplicates when importing an XMl file

1 If a duplicate package exists in the XMl file, the Confirmation dialog opens.

2 Select whether to rename the imported package or replace a package in the current project with the imported
package.

Further behavior depends on the project type:

UML 1.4 and Java Modeling projects: When you choose rename, the name of the imported entity is automatically
updated, adding a numeric value to the end. For example, if you have a project that contains a package named
"problem_domain," and the imported XMl file also contains a package with the same name, choosing rename will
rename the imported package "problem_domain1." Choosing replace will automatically replace the entity in the
current project with the imported entity.

UML 2.0 projects: During XMl import, if an entity exists in the XMI file and it has the same name as an entity in the
project, a new entity is created. For each imported package that has the same name as a package in the project, a
new package is created and an incremental number is added to the package name.

Related Concepts

Model Import and Export Overview

Related Reference
XMI Export Wizard
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Reusing Existing Source Code in Modeling Projects

Together allows you to convert your existing source code to UML models. Together provides two ways to use reverse
engineering:

¢ Convert the existing source while creating a new project

Import the existing source code to a Java Modeling project

To import Java source code while creating a new project

1
2
3
4

On the main menu, choose File ¥ New F Project.
Expand the Modeling node and select Java Modeling Project. Click Next
On the Java Modeling Project page, type the project's name. Click Next

On the Modeling Settings page, choose the desired metamodel (UML 2.0 or UML 1.4, UML 2.0 is default).
Uncheck the Store package properties in package diagram files if you like them being stored in txaPackage
files. Check Create design elements in separate files if you like to have each model element stored in its own
txa* file. Click Next

Skip the Profiles page unless you like to enable one or more profiles for your project. Click Next

On the Java Settings page, Source tab, click the Link Additional Source to Project button in the upper right
toolbar, use the Browse... button to specify the path to the existing source code folder. Click Finish. If you like
this linked folder to be the only source folder for your project, remove the default source folder using Remove
button.

Click Finish.

To import source code to the existing modeling project
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Right-click a source folder of the target Java Modeling project in the Navigator view and select Import... on the
context menu.

In the Import wizard, select General F File System and click Next.

Browse to the folder with source code to import.

Select sources you want to import or click Select all to import the entire folder.
Click Finish.

Related Procedures

Creating a Project
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Showing libraries

When you create a project, you can define directories with any number of search paths whose content you want to
show in diagrams. For example, you can show entities that reside in the standard Java libraries. Such resources
exist for the project, but Together does not include them in the generated HTML documentation for the project.

To show classes or packages from the standard Java libraries in a class diagram

1 Open or create a class diagram.

2 Right-click on the background and choose New > Shortcut. The Shortcuts dialog opens displaying available
model elements.

3 Under the Model Elements tab, expand the libraries node, and navigate to the resource you want to add. Click
Add. Repeat until you have added all the resources you want.

4 Click OK to close the dialog.

Tip: If the resource you are looking for is not shown, it is probably not in the Java build paths defined in Project
Properties. You can add resources to the Java build paths at any time by using the Navigator view (Navigator
view is not the same as Model Navigator View). Right-click the project in the Navigator view, and select
Properties from the context menu. In the dialog that displays, select Java Build Path. Add the appropriate
paths to your project by using the different tabs listed on the Java Build Path page.

Note: The new command available from the context menu, New, is disabled for classes that have been added from
libraries (or compiled source code) to the diagram.
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Troubleshooting a Model

You can also reload your project from the source code.

Use the following techniques to troubleshoot your model:

1 Refresh a model
2 Reload a model
3 Fix a model

To refresh a model

1 Open the Diagram View.
2 Press F6.

To reload a model

1 Open the Model View.
2 Right-click the project root node and choose Reload on the context menu.

Note: Use the Reload command as a workaround for issues that might appear while making changes in Together
that cause some elements on the diagram to stop responding. The command is also helpful if you get certain
errors from Together, such as <undefined value>.

Tip: Usually, when these problems occur, the elements also disappear from the Together Structure View Class
View and the corresponding source code is underlined in blue in the Together Editor. Together cannot always
properly handle such elements that become broken. To restore broken elements to a normal state, edit the
code in the text editor according to the recommendation shown in the Together Editor. In these cases, it is best
to refresh the model using Reload to prevent further problems.

To fix a model

1 For interaction diagrams, regenerate them from the source code.
2 For all types of diagrams, check that none of the necessary elements are hidden.

Related Procedures

Navigating between the Tree View, Diagram, and Source Code
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Using Example Projects

Together comes with a set of predefined sample projects.

To use a Together Example Project

1 Select File ¥ New F Project on the main menu. The New Project wizard opens.
2 Expand the Examples node in the tree view list, and select the project you want. Click Next.

3 Follow the wizard steps to specify the necessary options for a new project and click Finish to complete the
wizard.

Tip: Alternatively, choose File ¥ New k Example on the main menu.

Related Concepts

Together Project Overview

Related Procedures

Together Projects

Related Reference

Together Projects

263



Working with a Package

By default, a package element on diagram displays the package contents.

You can accomplish the following tasks for a package:

Open a package

Modify package contents
Delete a package
Rename a package
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Move a package

To open a package

1 Select the package in the Diagram Editor or in the Model Navigator.
2 Choose the Open or Open in Active Editor command on the package context menu.

Tip: Alternatively, double-click the package element on the diagram.

To modify package contents

1 To add an element, choose New <element> on the package context menu.

Tip: You can use the context menu of a nested element in a package to add its fields and
subelements directly without opening it in diagram.

2 To delete an element from a package, press the DELETE key.

To delete a package
1 Select the package in the Diagram Editor or in the Model Navigator.

2 Choose Delete on its context menu.

Warning: Deleting a package also deletes all of its contents.

To rename a package

1 Select the package in the Diagram Editor or in the Model Navigator.
2 Torename the package, including changing its name in all of its source files, do one of the following:

¢ Choose Rename on the context menu of the package in the Diagram Editor or in the Model Navigator.

¢ Press F2 to invoke the in-place editor for the package element in the Diagram Editor or in the Model
Navigator.
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¢ Edit the Name field in the Properties View

To move a package

1 Select the package in the Diagram Editor or in the Model Navigator.
2 Drag the package and drop it to the target location.

Warning: It is not recommended to undo move operations for packages.

To split package diagram persistence

1 Right-click the project in the Model Navigator and choose Properties.
2 Make sure the Store package properties in package diagram files option is not checked (this option is on
by default).

The default setting specifies that all properties of the package diagram, both visual and semantical, are
preserved in the default. txvpck diagram file. With this option off, only diagram-specific information (visual
information, such as layout) is retained in the default. txvpck diagram file, while settings that you treat as
package properties (semantical information, such as descriptions and custom properties) are moved from the
default.txvpck file into the default.txaPackage file. This allows you to track your package changes

using version control.
3 Click OK.

Note: Changing this option from Project Properties dialog converts the project files. This option
can also be set using the New Project Wizard.

Related Concepts

Package Overview
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XMI Export and Import of the Models with Cross-Project References

You can import and export multi-root projects using XMI. Note that XMI import and export is implemented differently
for UML 1.4 and Java modeling projects, and for UML 2.0 projects.

¢ UML 1.4 and Java modeling projects: When a project that contains cross-project references is exported to
an XMl file, the main project root and referenced roots are exported to the same XMl file. The Use prefix of
imported root option of the Export Wizard enables you to reproduce the package structure of each root in
top-level packages named as the root prefixes. If the option is unchecked, all same-named packages from the
different roots are merged. When an XMl file is imported, the resulting project contains all packages and
elements from the main model and referenced roots.

¢ UML 2.0 projects: When a project that contains cross-project references is exported to an XMl file,
* imports.uml?2 special files are created for each referenced root. The exported XMl file contains references
to these files. When an XMl file is imported, the resulting project contains the main model only. If the referenced
roots still exist in the workspace, the resulting UML 2.0 model recognizes them. References to the elements
from these roots can be resolved only if the unique identifiers (UINs) of the elements have not been changed
since export. Note that when an element is moved, its container is changed, and this can change the UIN.

To export a UML 1.4 and Java modeling project with cross-project references

1 On the main menu, choose File Export.
2 On the first page of the Export Wizard, select XMI file under Modeling and click Next.
3 On the second page of the wizard:

¢ Select the project to be exported;

¢ Select the XMI type and encoding;

¢ Specify the export destination;

¢ Check the Use prefix of imported root option if you want to reproduce the package structure of each

root in top-level packages named as the root prefixes. By default, this option is unchecked.

4 Click Finish.

Tip: Package prefixes of the referenced roots are never used if you perform an export via the XMIExport.cmd
command line utility.

To export a UML 2.0 project with cross-project references

—

On the main menu, choose File Export.

N

On the first page of the Export Wizard, select XMl file under Modeling and click Next.
3 On the second page of the wizard:

¢ Select XMI for UML 2.0 as the project to be exported
¢ Specify export destination

4 Click Finish.
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Related Concepts

Together Interoperability and Migration

Model Import and Export Overview

Related Procedures

Importing a Project in XMI Format
Exporting a Project to XMI Format
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Together Profiles

Together allows you to model diagrams using several preinstalled profiles as well as profiles created with Profile
Definition projects.

In This Section
A Typical User Scenario of Working With Profiles
General information on how to create a profile definition.

Adding Attributes to Stereotypes
How to add attributes (tagged values) to stereotypes, and define inspector grouping.

Adding Shortcuts to Metaclasses
How to create shortcuts to metaclasses.

Applying Profiles
How to apply a profile.

Converting Profile-Specific Properties
How to reuse a project with a profile, created and applied in Together 2006.

Creating Palette Contributions
How to create a palette contribution in the profile.

Creating Profile-Specific Constraints
How to create profile-specific constraints.

Creating Stereotypes
How to create stereotypes in your profile.

Defining Profile Properties
How to specify profile definition properties

Deploying Profiles
How to deploy a profile.

Enabling UML Profiles
Describes how to enable profile support for a project.

Exporting and Importing Profiles
How to import and export profile plugins.

Opening Profile Definition
How to view and modify definitions of the custom profiles and profiles that come bundled with Together.

Setting Viewmap Properties for Stereotypes
How to specify a visual representation of the elements in the created profile.

Uninstalling Profiles
How to uninstall a profile and correctly remove it from the platform.

Verifying a Model Against Profile Constraints
How to verify a model against the specified constraints, provided that a profile is applied to this model.

Working with Required Stereotypes
How to define required stereotypes and filter their manifestation in diagrams.
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A Typical User Scenario of Working With Profiles

To create, deploy and apply a new profile definition, perform the following general steps:

1

Create a Profile Definition project. While creating a Profile Definition project, specify a UML version that the
profile is targeted for (UML 2.0 by default). Metaclasses referenced in a profile must be taken from the

corresponding target UML metamodel.

Creating a Project

Open the default class diagram of your Profile Definition project and edit the profile properties:

Defining Profile Properties

Create Stereotypes:

Creating Stereotypes
Edit Stereotypes (edit properties, create shortcuts to metaclasses):

Adding Shortcuts to Metaclasses
Add attributes (tagged values) to the stereotypes:

Adding Attributes to Stereotypes
Define view properties for the stereotypes:

Setting Viewmap Properties for Stereotypes
Create Palette Contributions; fill them with the contributed stereotypes or pure metaclasses.

Creating Palette Contributions

Deploy profile:
Deploying Profiles

Apply profile:
Applying Profiles

Related Concepts

UML Profiles Basics

Related Procedures

Together Profiles

269



Creating a Project

Together provides several projects that you can work with. The projects in Together are created in the same manner.
While creating a project, you will specify different options depending on the type of project.

To create a Together Project

1 Select File ¥ New F Project on the main menu. The New Project wizard displays.
2 Expand the Modeling node in the tree view list, and select the type of project you want to create. Click Next.
3 Follow the wizard steps to specify necessary options for a new project and click Finish to complete the wizard.

Related Concepts

Together Project Overview

Related Procedures

Together Projects

Related Reference

Together Projects
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Defining Profile Properties

When a Profile Definition project is created, you can specify or edit profile properties that are accessible via the
default package diagram of the Profile Definition project. These properties are:

¢ Textual profile description

¢ Namespace, which identifies the profile

To specify profile definition properties

Open the default package diagram of the Profile Definition project.

On the context menu of the diagram, choose Properties. The Properties View opens.

In the Properties View, select the Profile Definition tab.

Click the description field and enter the description text. Optionally, click the Edit button.
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Click the namespace field and enter a valid string.

Related Reference

Profile Definition Properties
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Creating Stereotypes

To create a Stereotype

1 Using the Profile Definition palette, add a Stereotype node to the diagram background.
In the Properties View, choose Profile Definition node.
In the Extended metaclass field, click the Edit button.

In the dialog box that opens, select the desired metaclasses from the Model Elements pane. Use the Add and
Remove buttons to make up a list of extended metaclasses. Click OK when you are finished.

4 If necessary, specify the required stereotype property:

Working with Required Stereotypes

(5]

Define view properties.

Tip: View properties are not available for the stereotypes that extend across multiple
metaclasses.

Setting Viewmap Properties for Stereotypes

(2]

Add attributes (tagged values) to the stereotype:
Adding Attributes to Stereotypes

7 Using Contribution link, connect the Stereotype to the desired Palette Contribution.

Related Procedures

Working with Required Stereotypes
Setting Viewmap Properties for Stereotypes
Adding Attributes to Stereotypes
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Adding Shortcuts to Metaclasses

When creating your profile definition project, you can use shortcuts to metatypes from the metamodel root. Shortcuts
to metaclasses can be created in several ways, some of which are similar to adding any other shortcut to your
diagram.

To use the Shortcuts dialog box

Right-click the diagram background and select Shortcuts # New. The Shortcuts dialog box opens.
Expand the metamodels node, choose the desired metaclass, and click Add.

Use the Add and Remove buttons to make up a list of extended metaclasses.

Click OK when you are finished.
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To use cut, copy, and paste operations

1 Cut, copy, or drag a metaclass in the Model Navigator
2 Paste and drop it to any diagram that is not a package diagram.

To use the drag-and-drop operation to create a shortcut on a package diagram, press and hold the CTRL and SHIFT
keys while dragging an element from the Model Navigator to your package.

Related Procedures

Profile Definition Properties
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Adding Attributes to Stereotypes

In this section you will learn how to add attributes to stereotypes, and how to define attribute properties, groupings
and descriptions. After applying a profile, stereotype attributes become visible in the Properties View of the elements
with this stereotype.

You can add attributes to stereotypes in one of the following ways:

¢ Using the Properties View

¢ Using outgoing association links

To add attributes (tagged values) to a stereotype using the Properties View
1 Right-click on the selected stereotype in a profile definition diagram, and choose New k Attribute on the context
menu. Add as many attributes as required.
Select an attribute in the stereotype node. Its properties are displayed in the Properties View.
In the Properties tab:

¢ Choose the name field and enter the attribute name.

¢ Click the type field and specify the valid type using the combobox for primitive types or the selection
manager dialog for the enumerations and metaclasses.

Note: Invalid types are ignored during profile deployment.

4 In the Profile Definition tab, click the inspector group field, and select the inspector group from the list of
existing groups, or create a new one. After applying the profile, the attribute is displayed in a separate tab (group)
of the Properties View.

5 Inthe Description tab, choose the Edit tab and enter description text. After applying the profile, this description
shows up as a tooltip in the tab (group) of the Properties View.

After the attribute is added to the stereotype, the tagged value name is equal to the attribute name. Multiplicity of
the tagged value is equal to the attribute's multiplicity.

Note: If a profile defines attributes with a default value for a given type that is different from the default value in the
underlying implementation, some side effects should be noted. For example, the default value for a Boolean
property is false and is not persisted in the model instance. If a Boolean property is set to true as the
default value in a profile definition and a user sets an instance value to false, its value is not persisted but
interpreted as the default value (t rue) when read back in. Similarly, instance values changed to empty/null
will not be persisted and will likewise be interpreted as the default value when read back in.

To add attributes (tagged values) to a stereotype using outgoing association links
1 On the profile definition diagram, create shortcuts to certain types (Primitive types, Enumerations or
Metaclasses). Note that invalid types are ignored during profile deployment.

2 In the Class Diagram group of the Tool Palette, select the Association link and draw it from the stereotype to a
shortcut to the type that you have chosen.

Select the created association link. lts properties are displayed in the Properties View.
In the Supplier tab, specify the following properties: supplier multiplicity, supplier role
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5 If necessary, specify the inspector group and description, as described in the steps 4 and 5 of the previous
procedure.

After the attribute is added to the stereotype, the supplier role (if specified) is used as the tagged value name. If the
supplier role is not specified, the link name or default name is used as a tagged value name. Multiplicity of the tagged

value is equal to the supplier multiplicity. If the upper value of the supplier multiplicity is greater than 1, the attribute
is treated as multivalued.

Note: When the attribute of a metaclass type or the association to a metaclass shortcut is added to a stereotype,
this attribute or association receives the viewmap and icon properties specified in the Profile Definition section
of the Properties View. These properties allow you to select the viewmap and icon for the link that appears
when this profile-specific property is set in the target project for the element with this stereotype.

Related Reference

Profile Definition Properties
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Setting Viewmap Properties for Stereotypes

You can specify a visual representation of the elements in the profile you create. Values in the icon and viewmap
properties affect the way the elements are displayed on your diagram.

Note: Viewmap property values are different for stereotypes that extend links.

To set viewmap and icon properties

1 Select a stereotype rectangle. The Properties view displays the properties of the selected stereotype.

2 |n the Profile Definition node of the Properties view, choose the extended metaclass field and click the Edit
button.

3 In the selection manager dialog, navigate to the a metaclass and click Add. You can select several extended
metaclasses. Click OK when you are finished.

Tip: The viewmap property is available for the stereotypes that extend one metaclass only.

After a value for the extended metaclass property is provided, viewmap and icon properties are displayed.

Select the viewmap field and click the Edit button. This opens the Viewmap Editor dialog box. Note that
viewmap depends on the type of the extended metaclass. There are different sets of viewmap properties for
the links and nodes.

6 Specify the viewmap properties. For a stereotype that extends a node, select color to specify color for the
element, or select svg to browse for an svg file. If you choose svg, you can also specify the figure from those
described in the selected svg file and specify whether the graphical node with the selected . svg figure will be
resizable. For a stereotype that extends a link, specify values for Source decoration, Target decoration,
Foreground, Background, and Line style options.

7 Click OK to save the changes and close the dialog box.
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Creating Palette Contributions
In this section you will learn how to create a new tool, assign target diagrams and define the tool icon.
A Palette Contribution is defined by the two basic notions:

¢ its target diagram

¢ contributed stereotypes or pure metaclasses

To create a Palette Contribution

1 Using the Profile Definition tool, add a Palette Contribution node to the diagram background.
In the Properties View, choose Profile Definition node.

In the diagrams field, define the diagram types where you want the new creation tools to appear. Click the
Edit button and in the Select Diagrams dialog box that opens, check the desired diagram types.

4 Inthe icon field, click the Edit button. In the Select Icon dialog box that opens, navigate to the * . gi f file you
want using the Copy From File System button.

Tip: This dialog lets you arrange your icons in an orderly way. Use the Create New Directory
button to create a special folder for storing icons, and populate it with the required images.
This is useful for the large shared projects.

5 Using the Contribution link, define the contributed stereotype set:

¢ Linking to a stereotype defines the contributed stereotype

¢ Linking to a metaclass shortcut defines the contributed pure metaclass

Related Concepts
UML Profiles Basics

Related Procedures

Together Profiles
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Deploying Profiles

After you create one or more profiles, you can create profile plugins to share them with your team members.

To deploy a created profile

1 Select the Profile Definition project or any project element in the Diagram Editor or Navigator view.

2 Choose Model k Profile ¥ Deploy profile. The Deploy Profile wizard opens.

3 In the Profile Content Project Settings page, update project and plugin settings as required and click Next.
4

In the Behavior page, define the way the new profile will be deployed. Follow the notes of the wizard. Click
Next.

5 In the Target Directory page, select the directory where the plugin will be deployed. You can choose from the
default location, linked folders or an external location outside of the Eclipse platform. Click Finish.

6 Any errors that occur during the profile validation are reported in the Profile Validation Results view. You can
navigate from an error message to the respective profile definition element and correct the error. When you are
ready, click the Deploy button in the view.

7 After the profile plugin is deployed, you will be prompted to restart the workbench and make the new profile
available in the list of supported profiles. Click Yes to restart.

Note: Because the profiles are internationalized on creation, you can edit the .properties file inside your new
profile plugin to provide any strings.

Related Procedures

Uninstalling Profiles
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Applying Profiles
Profile plugins that you create can be distributed among your team members.

If you have just created a profile plugin, you need to restart Together for the changes to take effect and for the plugin
to become available in the program.

To enable a created profile
1 Select the Navigator view tab. If this view is not open, select Window ¥ Show View F Navigator on the main
menu.

2 |n the Navigator view, right-click the root project folder, and select Properties from the context menu. The
Properties dialog box displays.

From the list on the left, select UML Profiles.
Select the profile you created. More than one can be activated.
Click OK.

Note: There is no binary compatibility of compiled profiles across the various operating systems and versions of
Together. You can copy a deployed profile to the plugins folder on another computer if the operating system
and Together version are the same.

Related Procedures

UML Profiles Basics
Profile Definition Project
A Typical User Scenario of Working With Profiles
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Adding Attributes to Stereotypes

In this section you will learn how to add attributes to stereotypes, and how to define attribute properties, groupings
and descriptions. After applying a profile, stereotype attributes become visible in the Properties View of the elements
with this stereotype.

You can add attributes to stereotypes in one of the following ways:

¢ Using the Properties View

¢ Using outgoing association links

To add attributes (tagged values) to a stereotype using the Properties View
1 Right-click on the selected stereotype in a profile definition diagram, and choose New k Attribute on the context
menu. Add as many attributes as required.
Select an attribute in the stereotype node. Its properties are displayed in the Properties View.
In the Properties tab:

¢ Choose the name field and enter the attribute name.

¢ Click the type field and specify the valid type using the combobox for primitive types or the selection
manager dialog for the enumerations and metaclasses.

Note: Invalid types are ignored during profile deployment.

4 In the Profile Definition tab, click the inspector group field, and select the inspector group from the list of
existing groups, or create a new one. After applying the profile, the attribute is displayed in a separate tab (group)
of the Properties View.

5 Inthe Description tab, choose the Edit tab and enter description text. After applying the profile, this description
shows up as a tooltip in the tab (group) of the Properties View.

After the attribute is added to the stereotype, the tagged value name is equal to the attribute name. Multiplicity of
the tagged value is equal to the attribute's multiplicity.

Note: If a profile defines attributes with a default value for a given type that is different from the default value in the
underlying implementation, some side effects should be noted. For example, the default value for a Boolean
property is false and is not persisted in the model instance. If a Boolean property is set to true as the
default value in a profile definition and a user sets an instance value to false, its value is not persisted but
interpreted as the default value (t rue) when read back in. Similarly, instance values changed to empty/null
will not be persisted and will likewise be interpreted as the default value when read back in.

To add attributes (tagged values) to a stereotype using outgoing association links
1 On the profile definition diagram, create shortcuts to certain types (Primitive types, Enumerations or
Metaclasses). Note that invalid types are ignored during profile deployment.

2 In the Class Diagram group of the Tool Palette, select the Association link and draw it from the stereotype to a
shortcut to the type that you have chosen.

Select the created association link. lts properties are displayed in the Properties View.
In the Supplier tab, specify the following properties: supplier multiplicity, supplier role
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5 If necessary, specify the inspector group and description, as described in the steps 4 and 5 of the previous
procedure.

After the attribute is added to the stereotype, the supplier role (if specified) is used as the tagged value name. If the
supplier role is not specified, the link name or default name is used as a tagged value name. Multiplicity of the tagged

value is equal to the supplier multiplicity. If the upper value of the supplier multiplicity is greater than 1, the attribute
is treated as multivalued.

Note: When the attribute of a metaclass type or the association to a metaclass shortcut is added to a stereotype,
this attribute or association receives the viewmap and icon properties specified in the Profile Definition section
of the Properties View. These properties allow you to select the viewmap and icon for the link that appears
when this profile-specific property is set in the target project for the element with this stereotype.

Related Reference

Profile Definition Properties
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Adding Shortcuts to Metaclasses

When creating your profile definition project, you can use shortcuts to metatypes from the metamodel root. Shortcuts
to metaclasses can be created in several ways, some of which are similar to adding any other shortcut to your
diagram.

To use the Shortcuts dialog box

Right-click the diagram background and select Shortcuts # New. The Shortcuts dialog box opens.
Expand the metamodels node, choose the desired metaclass, and click Add.

Use the Add and Remove buttons to make up a list of extended metaclasses.

Click OK when you are finished.
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To use cut, copy, and paste operations

1 Cut, copy, or drag a metaclass in the Model Navigator
2 Paste and drop it to any diagram that is not a package diagram.

To use the drag-and-drop operation to create a shortcut on a package diagram, press and hold the CTRL and SHIFT
keys while dragging an element from the Model Navigator to your package.

Related Procedures

Profile Definition Properties
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Applying Profiles
Profile plugins that you create can be distributed among your team members.

If you have just created a profile plugin, you need to restart Together for the changes to take effect and for the plugin
to become available in the program.

To enable a created profile
1 Select the Navigator view tab. If this view is not open, select Window ¥ Show View F Navigator on the main
menu.

2 |n the Navigator view, right-click the root project folder, and select Properties from the context menu. The
Properties dialog box displays.

From the list on the left, select UML Profiles.
Select the profile you created. More than one can be activated.
Click OK.

Note: There is no binary compatibility of compiled profiles across the various operating systems and versions of
Together. You can copy a deployed profile to the plugins folder on another computer if the operating system
and Together version are the same.

Related Procedures

UML Profiles Basics
Profile Definition Project
A Typical User Scenario of Working With Profiles
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Converting Profile-Specific Properties
The converting profiles function helps you reuse projects from Together 2006 in which custom profiles were applied.

This feature is useful for the following scenario:

—

In Together 2006, a profile has been created and deployed. This results in creating a profile plugin.

N

This profile plugin is applied to a certain modeling project.

3 The same profile definition is reused and deployed in Together 2006 R2. This results in creating another profile
plugin, which has different properties names.

The same modeling project is opened in Together 2006 R2. On an attempt to apply the new profile plugin to
this project, the profile-specific properties will loose their values unless they are properly converted.

»

To convert profile-specific properties

1 On the main menu, choose Model k Profile ¥ Convert Properties.
2 If there are no profile-specific properties in the project, no action is performed.

Related Concepts
UML Profiles
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Creating Palette Contributions
In this section you will learn how to create a new tool, assign target diagrams and define the tool icon.
A Palette Contribution is defined by the two basic notions:

¢ its target diagram

¢ contributed stereotypes or pure metaclasses

To create a Palette Contribution

1 Using the Profile Definition tool, add a Palette Contribution node to the diagram background.
In the Properties View, choose Profile Definition node.

In the diagrams field, define the diagram types where you want the new creation tools to appear. Click the
Edit button and in the Select Diagrams dialog box that opens, check the desired diagram types.

4 Inthe icon field, click the Edit button. In the Select Icon dialog box that opens, navigate to the * . gi f file you
want using the Copy From File System button.

Tip: This dialog lets you arrange your icons in an orderly way. Use the Create New Directory
button to create a special folder for storing icons, and populate it with the required images.
This is useful for the large shared projects.

5 Using the Contribution link, define the contributed stereotype set:

¢ Linking to a stereotype defines the contributed stereotype

¢ Linking to a metaclass shortcut defines the contributed pure metaclass

Related Concepts
UML Profiles Basics

Related Procedures

Together Profiles
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Creating Profile-Specific Constraints

When defining your profile, you can create a set of specific audits available only for projects with the applied profile.
Such audits can be created as constraints linked to metaclasses in the profile definition project. Note that a constraint
context can be represented only by a metaclass from the target metamodel.

For the following procedure, a stereotype MyStereotype has been defined for um120: :classes::Class, and
you want to verify that the class with this stereotype only extends class with the same stereotype.

To provide the audit, do the following in your profile definition project:

1 Create a shortcuttothe uml120::classes::Class metaclass.

2 Create a constraint element.

3 Link the created constraint with the metaclass shortcut (it gets the context uml20::classes::Class).
4

Type the following in the body of the constraint: inv:stereotypes->includes ('MyStereotype')
implies generalizations->forAll ( general.stereotypes->includes ('MyStereotype'))

5 Deploy the profile.

After the profile is applied to some project, it is possible to run profile-specific audits via the Model ¥ Profile ¥ Run
Profile Constrains command.

Note: The description and name properties of the constraint element, specified in the Properties View, are used
in the new audit. The value of the description property is used as the audit description, and the constraint
name and invariant name are used as the audit name.

Related Concepts
UML Profiles Basics

Related Procedures

Together Profiles
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Creating Stereotypes

To create a Stereotype

1 Using the Profile Definition palette, add a Stereotype node to the diagram background.
In the Properties View, choose Profile Definition node.
In the Extended metaclass field, click the Edit button.

In the dialog box that opens, select the desired metaclasses from the Model Elements pane. Use the Add and
Remove buttons to make up a list of extended metaclasses. Click OK when you are finished.

4 If necessary, specify the required stereotype property:

Working with Required Stereotypes

(5]

Define view properties.

Tip: View properties are not available for the stereotypes that extend across multiple
metaclasses.

Setting Viewmap Properties for Stereotypes

(2]

Add attributes (tagged values) to the stereotype:
Adding Attributes to Stereotypes

7 Using Contribution link, connect the Stereotype to the desired Palette Contribution.

Related Procedures

Working with Required Stereotypes
Setting Viewmap Properties for Stereotypes
Adding Attributes to Stereotypes
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Working with Required Stereotypes

In this section you will learn how to create a required stereotype and how to manage stereotypes in diagrams after
applying or removing the parent profile of a stereotype.

To create a required stereotype

1 In a Profile Definition, select a stereotype that extends a metaclass.

N

Select an extension link. In the Model Navigator, expand the stereotype node and click the extension link.

Tip: Alternatively, add a shortcut to the parent metaclass to the Profile Definition. The extension
link to the extending stereotype is drawn automatically.

w

In the Properties View of the extension link, select the Profile Definition tab.

»

Set the is required property to t rue. The extension link in the diagram gets the {isRequired} label, and the
bind with profile field appears in the Properties View.

5 Set the bind with profile field as required:
¢ Ifthe field is set to true, after applying the profile to a project, the appropriate elements get the required
stereotype. After the parent profile is turned off, this stereotype is removed from the elements.

¢ Ifthefield is setto false, after applying the profile to a project, the appropriate elements get the required
stereotype. After the parent profile is turned off, this stereotype is preserved.

Tip: This feature is useful for the large team projects and helps avoid confusion that might be caused by applying
custom profiles.

To filter out required stereotypes in diagrams

On the main menu, choose Window k Preferences F Modeling k Profiles ¥ View Management.
Click the tab that corresponds to the appropriate metamodel.
In the list of available profiles, check the stereotypes you would like to hide in diagrams.
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Apply the changes and close the dialog.

Related Concepts
UML Profiles Basics

Related Procedures

Creating Stereotypes

Related Reference

Profile Definition Properties
UML Profiles Preferences View Management
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Setting Viewmap Properties for Stereotypes

You can specify a visual representation of the elements in the profile you create. Values in the icon and viewmap
properties affect the way the elements are displayed on your diagram.

Note: Viewmap property values are different for stereotypes that extend links.

To set viewmap and icon properties

1 Select a stereotype rectangle. The Properties view displays the properties of the selected stereotype.

2 |n the Profile Definition node of the Properties view, choose the extended metaclass field and click the Edit
button.

3 In the selection manager dialog, navigate to the a metaclass and click Add. You can select several extended
metaclasses. Click OK when you are finished.

Tip: The viewmap property is available for the stereotypes that extend one metaclass only.

After a value for the extended metaclass property is provided, viewmap and icon properties are displayed.

Select the viewmap field and click the Edit button. This opens the Viewmap Editor dialog box. Note that
viewmap depends on the type of the extended metaclass. There are different sets of viewmap properties for
the links and nodes.

6 Specify the viewmap properties. For a stereotype that extends a node, select color to specify color for the
element, or select svg to browse for an svg file. If you choose svg, you can also specify the figure from those
described in the selected svg file and specify whether the graphical node with the selected . svg figure will be
resizable. For a stereotype that extends a link, specify values for Source decoration, Target decoration,
Foreground, Background, and Line style options.

7 Click OK to save the changes and close the dialog box.
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Adding Attributes to Stereotypes

In this section you will learn how to add attributes to stereotypes, and how to define attribute properties, groupings
and descriptions. After applying a profile, stereotype attributes become visible in the Properties View of the elements
with this stereotype.

You can add attributes to stereotypes in one of the following ways:

¢ Using the Properties View

¢ Using outgoing association links

To add attributes (tagged values) to a stereotype using the Properties View
1 Right-click on the selected stereotype in a profile definition diagram, and choose New k Attribute on the context
menu. Add as many attributes as required.
Select an attribute in the stereotype node. Its properties are displayed in the Properties View.
In the Properties tab:

¢ Choose the name field and enter the attribute name.

¢ Click the type field and specify the valid type using the combobox for primitive types or the selection
manager dialog for the enumerations and metaclasses.

Note: Invalid types are ignored during profile deployment.

4 In the Profile Definition tab, click the inspector group field, and select the inspector group from the list of
existing groups, or create a new one. After applying the profile, the attribute is displayed in a separate tab (group)
of the Properties View.

5 Inthe Description tab, choose the Edit tab and enter description text. After applying the profile, this description
shows up as a tooltip in the tab (group) of the Properties View.

After the attribute is added to the stereotype, the tagged value name is equal to the attribute name. Multiplicity of
the tagged value is equal to the attribute's multiplicity.

Note: If a profile defines attributes with a default value for a given type that is different from the default value in the
underlying implementation, some side effects should be noted. For example, the default value for a Boolean
property is false and is not persisted in the model instance. If a Boolean property is set to true as the
default value in a profile definition and a user sets an instance value to false, its value is not persisted but
interpreted as the default value (t rue) when read back in. Similarly, instance values changed to empty/null
will not be persisted and will likewise be interpreted as the default value when read back in.

To add attributes (tagged values) to a stereotype using outgoing association links
1 On the profile definition diagram, create shortcuts to certain types (Primitive types, Enumerations or
Metaclasses). Note that invalid types are ignored during profile deployment.

2 In the Class Diagram group of the Tool Palette, select the Association link and draw it from the stereotype to a
shortcut to the type that you have chosen.

Select the created association link. lts properties are displayed in the Properties View.
In the Supplier tab, specify the following properties: supplier multiplicity, supplier role
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5 If necessary, specify the inspector group and description, as described in the steps 4 and 5 of the previous
procedure.

After the attribute is added to the stereotype, the supplier role (if specified) is used as the tagged value name. If the
supplier role is not specified, the link name or default name is used as a tagged value name. Multiplicity of the tagged

value is equal to the supplier multiplicity. If the upper value of the supplier multiplicity is greater than 1, the attribute
is treated as multivalued.

Note: When the attribute of a metaclass type or the association to a metaclass shortcut is added to a stereotype,
this attribute or association receives the viewmap and icon properties specified in the Profile Definition section
of the Properties View. These properties allow you to select the viewmap and icon for the link that appears
when this profile-specific property is set in the target project for the element with this stereotype.

Related Reference

Profile Definition Properties
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Defining Profile Properties

When a Profile Definition project is created, you can specify or edit profile properties that are accessible via the
default package diagram of the Profile Definition project. These properties are:

¢ Textual profile description

¢ Namespace, which identifies the profile

To specify profile definition properties

Open the default package diagram of the Profile Definition project.

On the context menu of the diagram, choose Properties. The Properties View opens.

In the Properties View, select the Profile Definition tab.

Click the description field and enter the description text. Optionally, click the Edit button.
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Click the namespace field and enter a valid string.

Related Reference

Profile Definition Properties
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Deploying Profiles

After you create one or more profiles, you can create profile plugins to share them with your team members.

To deploy a created profile

1 Select the Profile Definition project or any project element in the Diagram Editor or Navigator view.

2 Choose Model k Profile ¥ Deploy profile. The Deploy Profile wizard opens.

3 In the Profile Content Project Settings page, update project and plugin settings as required and click Next.
4

In the Behavior page, define the way the new profile will be deployed. Follow the notes of the wizard. Click
Next.

5 In the Target Directory page, select the directory where the plugin will be deployed. You can choose from the
default location, linked folders or an external location outside of the Eclipse platform. Click Finish.

6 Any errors that occur during the profile validation are reported in the Profile Validation Results view. You can
navigate from an error message to the respective profile definition element and correct the error. When you are
ready, click the Deploy button in the view.

7 After the profile plugin is deployed, you will be prompted to restart the workbench and make the new profile
available in the list of supported profiles. Click Yes to restart.

Note: Because the profiles are internationalized on creation, you can edit the .properties file inside your new
profile plugin to provide any strings.

Related Procedures

Uninstalling Profiles
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Enabling UML Profiles

There are several ways to enable UML profiles for Together projects.

To enable UML profiles support while creating a project

1 On the main menu, choose File ¥ New F Project. The New Project wizard opens.

2 Expand the Modeling node in the tree view list, and select the UML project you want to create (UML 2.0 or UML
1.4). Click Next.

3 Follow the wizard to the Profiles screen. The Profiles screen of the wizard lists available profiles.

4 Select one or more profiles you want to enable and click Next to continue creating a new project with the New
Project wizard.

To enable UML profiles support for existing projects
1 In the Model Navigator, right-click the root project folder, and select Properties on the context menu. The
Properties for <project> dialog box displays.
2 From the list on the left, select UML Profiles.
3 Select any of the UML profiles that you want to enable. More than one can be activated.
4 Click OK.

Note: You can also access the Properties for <project> dialog box through the Model Package Explorer view
and Navigator view.

To specify the default set of UML profiles enabled for all new workspace projects

1 Choose Window k Preferences on the main menu.

2 In the left pane of the Preferences dialog box, expand the Modeling node.
3 Select the UML Profiles node.

4 Select the profiles you want to enable for UML 1.4 and UML 2.0 projects.

Note: The selected UML profiles are automatically enabled for projects created after you changed profile
preferences. Profiles support of existing projects is not changed.
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Exporting and Importing Profiles

In this section you will learn how to export and import profile plugins.

To export profiles

On the main menu, choose File ¥ Export.

In the Export dialog, under the Modeling node, choose Profile Plug-ins and click Next .

In the list of available profiles, check the ones to be exported.

Specify the target directory, entering its fully qualified name in the text field or clicking the Browse button.
Click Finish.
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Note: When exporting, you do not have to copy default values for properties to the target directory. The data from
the other model should provide similar functionality with default values if it has a similar active profile.

With XMI exports, default values are stored in the profile itself (the defaultValue property of
the stereotype attribute). For example, when you export a Together model with a profile
applied, two files are created: model .uml and model.profile.uml. The profile's default
values are stored in the latter, and ownership of the profile default values are repeated.

To import profiles

1 On the main menu, choose File ¥ Import.
In the Import dialog, under the Modeling node, choose Profile Plug-ins and click Next .

In the Search profile plug-ins in directory field, specify the source directory where the plug-ins you want are
stored. The list of available profiles is displayed.

In the list of profiles encountered in the specified folder, check the ones to be imported, and click Next.
Specify the target directory.

¢ Ifyou click the Target plug-ins directory radio button, the selected profile plug-ins will be imported to the
default directory.

¢ If you click the Linked directory radio button, the selected profile plug-ins will be imported to the linked
directory of your choice. Optionally, you can link new directories using the Link New Directory button.

6 Click Finish.

Related Procedures

UML Profiles Basics
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Opening Profile Definition

In this section you will learn how to view and modify definitions of the custom profiles and profiles that come bundled
with Together. A profile definition opens as a UML 2.0 project.

To open a profile definition

1 On the main menu, choose Model k Profile ¥ Open Profile Definition.
The Open Profile Definition dialog displays the list of profiles that declare their definitions.

2 Check the profile you want and click Finish. The selected profile definition opens as a UML 2.0 project.

Related Concepts

Profile Definition Project

Related Procedures
UML Profiles Basics
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Setting Viewmap Properties for Stereotypes

You can specify a visual representation of the elements in the profile you create. Values in the icon and viewmap
properties affect the way the elements are displayed on your diagram.

Note: Viewmap property values are different for stereotypes that extend links.

To set viewmap and icon properties

1 Select a stereotype rectangle. The Properties view displays the properties of the selected stereotype.

2 |n the Profile Definition node of the Properties view, choose the extended metaclass field and click the Edit
button.

3 In the selection manager dialog, navigate to the a metaclass and click Add. You can select several extended
metaclasses. Click OK when you are finished.

Tip: The viewmap property is available for the stereotypes that extend one metaclass only.

After a value for the extended metaclass property is provided, viewmap and icon properties are displayed.

Select the viewmap field and click the Edit button. This opens the Viewmap Editor dialog box. Note that
viewmap depends on the type of the extended metaclass. There are different sets of viewmap properties for
the links and nodes.

6 Specify the viewmap properties. For a stereotype that extends a node, select color to specify color for the
element, or select svg to browse for an svg file. If you choose svg, you can also specify the figure from those
described in the selected svg file and specify whether the graphical node with the selected . svg figure will be
resizable. For a stereotype that extends a link, specify values for Source decoration, Target decoration,
Foreground, Background, and Line style options.

7 Click OK to save the changes and close the dialog box.
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Uninstalling Profiles

The uninstalling profile feature enables you to correctly remove the unused profile plugins, which involves detaching
them from all projects in your workspace and deleting them from the file system.

To uninstall a profile
1 On the main menu, choose Model F Profile k Uninstall Profile.

2 Select the profiles to be uninstalled.

Related Procedures

UML Profiles Basics
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Verifying a Model Against Profile Constraints

Verification of a profile involves defining the necessary constraints within the target metamodel, and an actual
verification of a model against the selected constraints.

To verify a model against an applied profile
1 On the main menu, choose Window F Preferences F Profile ¢ Constraints, and choose the desired
constraints in the appropriate metamodel.
2 On the main menu, choose Model k Profile ¥ Run Constraints.

Note: You can specify a scope for profile constraints after choosing Model k Profile k Run
Constraints. The possible constraint restrictions are selected resource (single selection),
package (shallow or deep), and project. The Profile Constraint history contains the project
name. The project name is qualified with an actual item.

The results of verification display in the Profile Constraints view. You can navigate from any entry in the table to
the respective element in diagram.

Related Procedures
UML Profiles Basics

Related Reference

UML Profiles Preferences Constraints
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Working with Required Stereotypes

In this section you will learn how to create a required stereotype and how to manage stereotypes in diagrams after
applying or removing the parent profile of a stereotype.

To create a required stereotype

1 In a Profile Definition, select a stereotype that extends a metaclass.

N

Select an extension link. In the Model Navigator, expand the stereotype node and click the extension link.

Tip: Alternatively, add a shortcut to the parent metaclass to the Profile Definition. The extension
link to the extending stereotype is drawn automatically.

w

In the Properties View of the extension link, select the Profile Definition tab.

»

Set the is required property to t rue. The extension link in the diagram gets the {isRequired} label, and the
bind with profile field appears in the Properties View.

5 Set the bind with profile field as required:
¢ Ifthe field is set to true, after applying the profile to a project, the appropriate elements get the required
stereotype. After the parent profile is turned off, this stereotype is removed from the elements.

¢ Ifthefield is setto false, after applying the profile to a project, the appropriate elements get the required
stereotype. After the parent profile is turned off, this stereotype is preserved.

Tip: This feature is useful for the large team projects and helps avoid confusion that might be caused by applying
custom profiles.

To filter out required stereotypes in diagrams

On the main menu, choose Window k Preferences F Modeling k Profiles ¥ View Management.
Click the tab that corresponds to the appropriate metamodel.
In the list of available profiles, check the stereotypes you would like to hide in diagrams.
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Apply the changes and close the dialog.

Related Concepts
UML Profiles Basics

Related Procedures

Creating Stereotypes

Related Reference

Profile Definition Properties
UML Profiles Preferences View Management
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Configuring Implementation Projects

This part provides how-to information on setting Together preferences and options for the implementation projects.

In This Section
Configuring C++ Projects
How to define C++ project structure and language-specific options.

Configuring IDL Projects
How to define IDL project structure and language-specific options.
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Configuring C++ Projects

In this section, you will learn how to define the project structure and processing options:

L4
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Access C++ project properties

Define source path

Define entry points

Include search paths

Define C++ processing settings (for example, skip standard includes option, or suffixes for the C++ files)
Define indexer

Enable C++ formatting

Set up formatting options

To configure a C++ project

Select the desired project in the Model Navigator.
On the main menu, choose Project Properties.

Tip: Alternatively, choose Properties on the context menu of the project.

The Properties for <project> dialog opens. Select the Project Properties page.

In the Project source path tab, click the Link Additional Source to Project button.
In the Link Additional Source dialog, specify the linked folder location and name, and click OK.

Tip: Use the context menu of the linked folder to remove it, mark it read-only, or filter it.

Configure parsing entry points using the Configure Entry points dialog.
In the Include paths tab, click Add.

In the Add Include Folder dialog, enter the folder name or click Browse and navigate to the folder you want
to add.

In the C++ Processing Settings tab, select your C++ project options.

¢ To skip standard includes, check the Skip standard includes option.

¢ If you want to use the preinclude file, specify its name in the Preinclude file name field.

Select the C/C++ indexer page, and select an indexer from the list. Among the available indexers, you can
choose the Borland indexer.

To enable C++ formatter

1

On the main menu, choose Window F Preferences
Under the C/C++ category, select the Code Formatter page.
From the list of available formatters, select Together C++ Code Formatter.
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To set up formatting options
1 Under your Together installation, expand the plugins folder.

2 Inthe com.borland.tg.cdtintegration plugin, open the formatter.properties file.
3 Use the documentation provided with the file to edit as required.

Related Reference

New project Wizard C++ Language-Specific Options
C++ Projects
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Configuring IDL Projects

In this section you will learn how to define the project structure and processing options:

L4
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To

Access IDL project properties
Define source path
Include search paths

Define IDL processing settings

configure an IDL project
Select a project in the Model Navigator.

On the main menu, choose Project Properties.

Tip: Alternatively, choose Properties on the context menu of the project.

In the Project source path tab, click the Link Additional Source to Project button.
In the Link Additional Source dialog, specify the linked folder location and name, and click OK.

Tip: Use the context menu of the linked folder to remove it, mark it read-only, or filter it.

In the Include paths tab, click Add.
In the Add Include Folder dialog, enter the folder name or click Browse and navigate to the folder.

Inthe IDL Processing Settings tab, select your IDL project options. Refer to the IDL Language-Specific Options
section for details.

Related Reference

New project Wizard IDL Language-Specific Options

IDL Language-Specific Information
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Together UML 2.0 Diagrams

This section provides how-to information on using Together UML diagrams.

In This Section
UML 2.0 Class Diagrams Procedures
Lists the UML 2.0 Class Diagrams Procedures.

UML 2.0 Use Case Diagrams Procedures
Lists the UML 2.0 Use Case Diagrams Procedures.

UML 2.0 Interaction Diagrams Procedures
Lists the UML 2.0 Interaction Diagrams Procedures.

UML 2.0 State Machine Diagrams Procedures
Lists the UML 2.0 State Machine Diagrams Procedures.

UML 2.0 Activity Diagrams Procedures
Lists the UML 2.0 Activity Diagrams Procedures.

UML 2.0 Component Diagrams Procedures
Lists the UML 2.0 Component Diagrams Procedures.

UML 2.0 Deployment Diagrams Procedures
Lists the UML 2.0 Deployment Diagrams Procedures.

UML 2.0 Composite Structure Diagrams Procedures
Lists the UML 2.0 Composite Structure Diagrams Procedures.

Template Elements
This section describes how to create template elements in diagrams and define formal parameters.
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UML 2.0 Class Diagrams Procedures

In This Section
Adding Owned Behavior to a Class
Lists the steps for adding a classifier behavior to a class.

Changing the Appearance of Compartments
About changing the appearance of the class compartments in diagrams.

Changing the Appearance of Interfaces
About changing the appearance of interfaces.

Creating and Editing Properties
How to activate Java Beans and create/delete properties.

Creating Class By Template
How to create an element by template.

Creating Data Types
How to create and extend a data type.

Creating Enumerations and Enumeration Literals
Lists the steps for creating an enumeration and extending an enumeration literal.

Creating, Editing and Opening Header and Implementation Files in C++ Projects
How to create header and implementation files of C++ classes and interfaces, and how to open these files
from the Diagram Editor.

Working with a Constructor
How to create a constructor and define constructor parameters.

Working with a Field
How to rename a field, and how to define its visibility and stereotype.

Working with a Provided or Required Interface
How to work with the provided and required interfaces. These procedures are common to UML 2.0 Class,
Component and Composite Structure diagrams.

Working with a Relationship
How to work with a relationship link (common for UML 1.4 and 2.0).

Working with Association classes and n-ary associations
How to create and delete association classes and n-ary associations.

Working with Inner Classes
Lists the steps for creating inner classes.

Working with Instance Specifications
Lists the steps for instantiating classifiers using the Properties View or the in-place editor.

306



Adding Owned Behavior to a Class

You can add behavior to a class. Behavior is defined by an activity, state machine or interaction.

Note: This feature is available in the design projects only.

To add a classifier behavior to a class

1 Select a class in a diagram.
In the Properties View, click the classifier behavior field.

In the Select Behavior for Classifier Behavior Property dialog, select the desired element in the Model
Elements pane.

4 Use the Add and Remove buttons to make up a list of Selected Elements.
Click OK when you are finished.

The owned behaviors can be added to a classifier by pasting a behavior into the classifier (for example, cutting an
activity and pasting it to a class) or via the Context menu. This way, the interaction can be added to the class, and
activity and interaction can be added to the use case.

Related Concepts

UML 2.0 Class Diagram Definition

Related Procedures

UML 1.4 Class Diagrams Procedures
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Changing the Appearance of Compartments

You can collapse or expand compartments for the different members of class, interface, and package elements. Use
the Preferences dialog to set viewing preferences for compartment controls. Adding compartment controls is
particularly useful when you have large container elements with content that does not need to be visible at all times.

To show compartment controls

1 On the main menu, choose Window F Preferences.
2 Open the Modeling k View Management page.
3 Check the Always show Attributes and Operations compartments option.

To collapse or expand compartments

1 Select the class (or interface) on the diagram.
2 Click the “+” or “~” in the left corner of the compartment.

Related Reference

UML 2.0 Class Diagrams
UML 1.4 Class Diagrams
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Changing the Appearance of Interfaces

Note: This feature is available in the design projects only.

To show an interface as a circle using the context menu

1 Right-click the interface element in the Diagram View or Model View.
2 Choose Show as circle.

Tip: This menu item works as a toggle. Right-click again and choose Show as circle to show the interface element
as a rectangle.

Note: Interfaces shown as small circles do not show their members in the Diagram View. Use the Model View to
view the members.

To show an interface as a circle using the Properties View

1 Select the interface element in the Diagram View or Model View.
2 Press F4 to open the Properties View.
3 Set the Circle view property as True.

Tip: Choose False for the Circle view property to show the interface element as a rectangle.

Related Reference

UML 1.4 Class Diagrams
UML 2.0 Class Diagrams

309



Creating and Editing Properties

If recognizing Java Beans is enabled, creating a property results in creating a property attribute and its accessor
methods in the source code. Properties display in a class icon in the Properties compartment. Optionally, you can
show the participants of a property (its attribute and the getter and setter methods) in the Attributes and Operations
compartments of the class icon, respectively. The participants are hidden by default.

When the Java Beans Properties Support is activated, using the cut, copy, paste, clone, or delete commands on a
property member applies to the property attribute and to its getters and setters. If recognizing Java Beans is disabled,
special care is required when editing or deleting properties. If you edit the property type using the in-place editor,
the relevant types in the accessor methods will not be synchronized. The same result occurs when a property is
deleted; that is, the accessor methods stay in place and should be deleted individually.

Note: This feature is available in the implementation projects only.

To activate or deactivate Java Beans

1 On the main menu, choose Window k Preferences. The Preferences dialog opens.
2 Under the Modeling node, select Java.
3 Check the Recognize Java Bean Properties option. Refer to the Java Preferences description for details.

To add a property member to a class element

1 Select the target class in the diagram.
2 On the context menu, choose New F Property.

To show property participants

1 On the main menu, choose Window k Preferences. The Preferences dialog opens.
2 Under the Modeling node, select Java.

3 Uncheck the Hide Java Bean Properties Participants option. Refer to the Java Preferences description for
details.

Related Procedures

Java Preferences
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Creating Class By Template

Use the Class By Template button on the Palette diagram to implement source code constructions or solutions in
your model.

Note: This feature is available in the implementation projects only.

To create a class by template

Select Class by Template in the Tools Palette.
Click on the diagram background. The Apply template dialog box opens.
Select the appropriate template from the Templates tree.
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Set each value field within the Parameters area, or click Finish to apply default values.

Related Procedures

Apply Template Wizard

311



Creating Data Types

Data types are created as regular diagram elements, using the Tool Palette or New Data Type command on the
diagram context menu. You can add attributes and operations to data types using the context menu.

Note: This feature is available in the design projects only.

To extend a data type

Select a data type in a diagram.

In the Properties View, select the extends field and click the chooser button.

In the Select Data type for Extends Property dialog, select the desired element in the Model Elements pane.
Use Add and Remove buttons to make up a list of Selected Elements.

Click OK when you are finished.
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Related Concepts
UML 2.0 Class Diagram Definition

Related Procedures

Adding Owned Behavior to a Class
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Creating Enumerations and Enumeration Literals

Enumerations are created as regular diagram elements, using the Tool Palette or the New Enumeration command
on the diagram context menu.

To add an enumeration literal

1 Select an enumeration in the diagram.
On the context menu, choose New Enumeration literal. The new literal is added to the enumeration element.

In the Properties View, select the name field and enter the enumeration name. The name of the literal is
displayed in diagram.

4 Inthe specification field enter the value that is displayed in the diagram next to the enumeration name, delimited
by the equal sign.

To extend an enumeration

1 Select an enumeration in the diagram.
In the Properties View, select the extends field and click the chooser button.

In the Select Enumeration for Extends Property dialog, select the enumeration element you want in the Model
Elements pane.

4 Use the Add and Remove buttons to make up a list of Selected Elements.
Click OK when you are finished.

Related Concepts
UML 2.0 Class Diagram Definition

Related Procedures

UML 1.4 Class Diagrams Procedures
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Creating, Editing and Opening Header and Implementation Files in
C++ Projects

C++ header files are automatically created when a class, interface or enumeration is added to a diagram. Creating
an implementation file becomes possible when anything that is defined outside the header (for example, an operation
or constructor) exists in the class.

To create an implementation file

1 Select a class in the diagram.

2 Right-click the selection and choose New on the context menu.

3 On the submenu, choose the member that you want (operation, constructor or destructor).
4 Right-click the member and choose Create member definition on the context menu.

An implementation file is created. If the implementation file already exists, the new member definition is added to
this file. The implementation file opens in the separate tab of the editor.

To open a header file for editing

1 Select a class in the diagram.
2 Double-click the selected node.

To open an implementation file for editing

1 Select a class in the diagram.
2 Right-click the member and choose Edit member definition on the context menu.

Related Procedures

Special Considerations for C++ Projects
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Working with a Constructor

You can create as many constructors in a class as needed using the New ¥ Constructor command of the context
menu of a class.

In implementation projects, each new constructor is created with its unique set of parameters. In addition to creating
parameters automatically, you can define the custom set of parameters using the Properties View.

In design projects, a constructor is created as an operation with the <<create>> stereotype.

Tip: You can move, copy and paste constructors and destructors between the container classes the same way as
you would do th